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Abstract

This research addresses the issue of automatically generating instructional hypermedia documents (in the form of web sites). Our hypothesis is that, for certain types of hypermedia, an automated approach can produce satisfactory hypermedia applications more efficiently than humans are able to create them. We propose a method (APHID) that guides a hypermedia creator through the design process and partially automates the creation of hypermedia applications. Our method uses concept maps and instructional design patterns, as well as the more common domain and presentation models, to support partial automation for creating instructional hypermedia.

Most hypermedia application developers follow basic graphical design principles, but few commonly accepted principles exist for the structuring of hypermedia applications. The design of instructional hypermedia imposes the additional requirement that the designer be expert both in hypermedia design and in instructional design. APHID supports designers through the use of patterns to describe and clarify design concepts for both instructional design and interface design.

This thesis describes the design and development of the APHID approach and a prototype software tool that supports the development of instructional hypermedia using the APHID approach. The hypermedia generated by APHID can be used by instructors in a textbook-like fashion. The thesis also presents a study in which web sites created with APHID are compared (by an independent evaluator) to web sites created by instructional technologists. The study shows that good instructional web sites can be generated semi-automatically with less expenditure of time on the part of the instructional designer.
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Chapter One

Introduction

1.1 Information and the World Wide Web

Given the immense popularity of the web and its potential usefulness as an information source, it is surprising that it remains one of the most under-designed global sources of information available. Information on the web is difficult to find, hard to authenticate, and tedious to produce. The potential of the web as a resource for instructional use is tremendous. Information about any topic is usually freely available and accessible using basic software. Unfortunately, the poor design of most of the web renders it difficult to use in any real instructional setting. Even though the World Wide Web is one of the most readily accessible sources of information, because of poor design and usability it remains underutilized by learners; and it is learners who would most benefit from freely accessible information.

Unfortunately, the poor design of web applications affects learners even more than other kinds of users. When a Web-based hypermedia application is intended to be instructional, the quality and maintainability are even more important because the end users are usually unsophisticated. Instructional systems that are poorly designed often fail to provide any real instruction to the intended learners. Instead learners become frustrated and confused by the choices presented. Often they form no solid understanding of the concepts the instructional site is attempting to communicate.

The problem of poor design is exacerbated when the developers of hypermedia applications are not software professionals. Frequently, hypermedia application design has become the task of graphic artists or content area experts, such as instructors. Software professionals are called in when interactivity and scripting are required, but people who are untrained in software design often do the overall application design.
Novice web developers need guidance to produce well-designed hypermedia and that guidance can be partially provided through a well-defined development process. A flexible development process that can be used for a wide range of hypermedia applications is needed.

Most hypermedia developers follow basic graphical design principles (Nielsen 1993), but few commonly accepted principles exist for structuring and designing the navigational behaviour of the hypermedia. Design processes for hypermedia applications do exist (Isakowitz, et al. 1995), but are often tailored for use with applications having one particular purpose. When the process is applied to an application with a different purpose, it often no longer works effectively. Instead an ad-hoc application design process emerges with little control for quality or maintainability. The resulting hypermedia application may be quite useable within a narrow set of purposes, but is often difficult to scale, hard to adapt for different uses and extremely time consuming to maintain.

Typically we think of the purpose for instruction as simply to learn about a particular topic. While the overall goal of instruction is to communicate the concepts within a certain domain, it also always has a secondary purpose. For example, an instructor might wish to provide an overview, a review, or a detailed presentation. Goals such as those are the secondary purposes for instruction. The sequence in which an instructor presents information depends both on the purpose for instruction and on the underlying structure of the concepts with which the instruction is concerned. Web sites that are intended to be instructional must reflect these different instructional purposes, as well as the structure of the actual material in their design and presentation.

A design process for instructional hypermedia applications must consider both the traditional approaches for designing hypermedia applications as well as the instructional purpose and the underlying conceptual structure of the instructional domain. This research investigates the incorporation of a concept map into the design process for instructional hypermedia to facilitate the representation of both domain structure and instructional purpose. The resulting process considers traditional design issues such as domain modelling and user interface as well as issues of instructional design.
1.2 Research Goal

The goal of this research is to define an improved, partially automated process for the development of instructional hypermedia applications. For the purposes of this research, instructional hypermedia applications are defined to be any hypermedia application that is intended to 'teach' one or more concepts. Often, but not exclusively, instructional applications will be implemented as tutorials. When an application is instructional, there is an implied 'sequence' to the concepts in the instructional domain and while it may be quite loosely defined, it represents one optimal path through the conceptual space. Development processes for general hypermedia applications usually do not consider the paths through the material as part of the design process. This difference between instructional hypermedia and other hypermedia renders existing development methods inadequate.

Instructional hypermedia has (or should have) an instructional purpose or instructional goal. Typically the goal is that the learner should have gained some knowledge after working with an instructional application. One measurement of how well learners understand material is to determine their ability to reconstruct the concept map. Instructional design is concerned with deciding how best to present the concepts to give the learner the desired understanding of the conceptual space. Within a hypermedia application, the instructional design is accomplished, in part, by carefully planning the learner's path through the material. The desired sequence is determined by the instructional purpose and by the structure of the concept map for the instructional domain. Existing hypermedia development processes have no mechanism for representing this type of conceptual information in the application design.

Existing hypermedia design methods are primarily concerned with user interface design and data modelling. A design method for instructional systems must also be concerned with the structure associated with the concepts in the domain of instruction and with representing the possible instructional strategies as part of the models. This research has defined such a process.
1.3 Analysis and Design of Instructional Hypermedia

An educational hypermedia application is any hypermedia application intended to provide new knowledge to the user. In that light, almost every website could be considered an educational application. In contrast, an instructional hypermedia application is one that provides a definite sequence of instructional activities with the intent of imparting a specific set of knowledge to the user. Instructional hypermedia applications are a subset of educational applications. The design of instructional hypermedia is a process similar to the design of any hypermedia application with the added requirements of providing a path through the hypermedia appropriate for achieving the instructional goal.

Most hypermedia design methods concentrate on creating static models of the hypermedia application. Other than data modelling, the major considerations during design are presentation-layer decisions, such as the placement of images and text, perhaps with some modelling of event handling at the user interface level. The organization of the data is considered during the design of an application, but the semantics of that data are not. While the organization of the data, and the relationships between data elements, do influence the structure and navigability of a website, they do not give enough information to make suggestions about sequencing. In order to make decisions about the sequencing of information one needs knowledge about the semantics of the data. To improve the design of instructional hypermedia applications, guidelines for determining suitable sequences through the material are necessary.

1.3.1 Models for Hypermedia Analysis and Design

A hypermedia application is simply a set of individual documents linked together via hyperlinks. The documents within a hypermedia application have some united theme, such as a site for a University department or a site for a course. Also, the documents within an application usually share common user interface elements and have a similar design. In short, a hypermedia application is a cohesive set of individual hypermedia documents.
Typically the design process for a hypermedia application involves first selecting a topic, then creating a data model of the domain so that the static structure of the information is understood, and finally creating a model of the interface and user elements that will be a part of the application. The resulting application provides navigation options for the user based on the structure of the data. The assumption made is that the bulk of the information within the application is well structured with identifiable attributes.

Data modelling is a valuable method of gaining an understanding of the structure of the information within the instructional domain. From the data model one can determine the relationships among the individual data elements within the instructional domain. These relationships can be used to provide some of the navigation opportunities within the application such as allowing users to navigate from descriptions of classes to the home page of the instructor for the class (using the relationship classes have instructors). Indeed, for casual users who wish to gain a general understanding of the domain, data model navigation may be the only type of navigation required.

When the purpose of the site is to provide direct instruction on a particular topic or a particular set of skills, another kind of navigation is required. Learners are most successful in learning a specific set of skills or facts when concepts are presented in an organized and controlled fashion (Oliver 1995). In most traditional instructional settings (i.e. classrooms), the instructor sets the sequence through a given set of material. An experienced instructor is skilled at determining the best sequence for a particular learner and communicating that sequence to the learner. Instructors choose the sequence based on the static structure of the data, the semantics of the individual data elements and the needs of the learners.

Simple data modelling does not consider the semantics of the data in an instructional sense. It provides a general picture of the kind of data that makes up a domain, but does not provide an understanding of how the domain is constructed semantically. One way of representing the semantic model of a domain is through a concept map. A concept map represents the ideas in a domain as a graph, where the concepts are nodes in the graph and the relationships between concepts are arcs.
1.3.2 Patterns

Patterns are used by the software community as a concise method of describing the design (or analysis) of software. Specifically, patterns describe known solutions to common or recurring problems within the domain of software design. Their purpose is to facilitate accurate communication about design issues between software professionals. Catalogs of patterns are freely available for designers to use (Appleton 1997).

The principles of patterns can be applied to the construction of instructional hypermedia applications. Since instructors are not often software designers, and software architects are not often instructional experts, a language to facilitate communicating about hypermedia design is useful. Patterns can be developed and used to describe the design of instructional hypermedia applications. Rules to govern the sequence of instruction can be described in terms of patterns. Each pattern, in this case, would represent a known 'good' solution to the problem of selecting the next important piece of information for a particular user, given a particular instructional purpose. The pattern is a set of guidelines for choosing the 'next' concept from the concept map. The pattern captures both an instructional idea and a method for expressing that idea in a hypermedia application. In this research the principles of design patterns and object-oriented development have been applied to the construction of instructional hypermedia applications. The resulting process, APHID (Applying Patterns to Hypermedia Instructional Design) enables a wide range of developers to apply known good solutions to hypermedia design problems.

1.4 The APHID System

APHID is both a process for creating instructional hypermedia and a software tool that enables the creation of instructional hypermedia. Instructional designers begin by creating models of the intended instructional application which are then used to automatically generate the final hypermedia applications. APHID supports several different types of instruction (e.g., reviews, introductions) and helps designers to build hypermedia applications that are designed specifically for particular types of instruction.
The instructional strategies and interface components used by APHID are described using patterns. The use of patterns helps to ensure that both instructors and software practitioners have the same understanding of what effects specific features of the process have on the final hypermedia applications.

1.5 Research Objectives

The generation of instructional hypermedia requires both an understanding of the underlying concept structure for the domain in question as well as an understanding of design principles for instructional hypermedia applications. The main objective for this research is as follows:

To demonstrate that the APHID approach to designing and producing instructional hypermedia can produce satisfactory hypermedia applications more efficiently than humans are able to.

To realize this objective several more general goals have to be met. These are:

1. To identify common components within a hypermedia application intended for instructional use. These components will be comprised of element types and relationship types. Any instructional application is composed of elements and relationships that are drawn from this set of common components.

2. To identify the current ‘best practices’ for the creation of instructional hypermedia applications and to codify those practices in the form of patterns. Some patterns are design patterns, while others are instructional patterns through the conceptual space. Each instructional pattern corresponds to a specific instructional strategy or goal.

3. To identify a development approach for hypermedia that utilizes patterns and concept maps to produce well designed instructional hypermedia applications. The production of the applications is partially automated.

4. To implement a prototype software system that embodies the APHID approach.

5. To evaluate the implemented system to demonstrate that the research objective has been met.
1.6 Outcomes
This research has resulted in a support system for the construction of instructional hypermedia applications called APHID (Applying Patterns to Hypermedia Instructional Design). The tool provides support for creating concept maps and for creating the data elements that instantiate the concepts in the map. The concept maps are constructed to conform with specifications developed as part of this research.

Once concept map and data elements are identified, the tool assists the educator to build a Web-based instructional hypermedia application from the data elements. It considers instructional purpose and strategy as well as learner ability when constructing the application. The application is generated automatically using instructional patterns to govern the selection of concepts to be presented.

1.7 Organization of the Thesis
This research draws from a number of areas in computer science including software engineering and hypermedia design. It also draws from the educational discipline of instructional design. Figure 1-1 illustrates the scope of this project. The outer star represents distinct research areas relevant to the project. The middle rings represent research areas that span across other research disciplines. For instance, metrics and patterns research is carried on within all four design disciplines. APHID draws from the metrics and patterns research in all four areas. As can be seen from the diagram, the research is broad and cannot expect to make major contributions in all areas. The main contributions of this work are in the area of instructional hypermedia design and implementation (noted in bold on the diagram).
Chapter two presents a survey of the relevant literature, concentrating on the areas with the most applicability to the research. Chapter three contains the analysis required to develop the APHID software and a more detailed description of the approach. Chapter four presents a detailed description of the design of the prototype software. Chapter five describes a study done to evaluate the effectiveness of the APHID approach and presents the results of that study. The final chapter summarizes the research and proposes some directions for future work in the area.

Figure 1-1 Scope of Research Project
Chapter Two

Models for Analysis and Design

Models are used by professionals from many disciplines to illustrate the details of their plans. Models are useful because they enable the designer to focus on salient details without cluttering the analysis with irrelevant facts. Models are controllable, meaning that the uncertainty of the real world does not affect the designer's model. All uncertainty can be assumed away, at least for early phases of the analysis and design process. Models have the added advantage of improving communication between persons involved in the design.

This chapter explores the use of models for three different domains utilizing analysis and design: software, hypermedia and instruction. The chapter looks at the analysis and design process within each of these domains and draws some parallels between them. First, the area of object-oriented (OO) analysis and design is explored, noting the types of models that are used within that process. Second, analysis and design of hypermedia is examined and the construction of hypermedia applications is compared to the process used for OO development of software. Third, the process of creating instructional materials is investigated. Although the field of instructional design seems, at first, much different from that of either software or hypermedia design, the processes are similar and the models used in the latter are compatible with those required for the former. The chapter concludes with a discussion of optimal analysis and design conditions for instructional hypermedia materials.

2.1 Object-Oriented Analysis and Design

Software development takes many forms and follows many processes. Each of these different processes is suitable for differing sorts of software. Object-oriented analysis and design is emerging as one of the most flexible methods of designing robust, modular
software. The process involves the use of several models, as well as the application of patterns to solve well-understood problems.

Part of the appeal of object-oriented development is that it provides an easy method of encapsulating parts of the system under consideration. The classes in a well-designed object-oriented system have clearly defined functionality and purpose within the entire system and are part of the structure of the system, yet they remain entities unto themselves (Meyer 1997). The process involved in creating an object-oriented software system transfers well to other types of analysis and design as well. Designers have the same goals regardless of the domain, to try to design components that work together without compromising autonomy or modularity. The realization of these goals begins with modelling the system under consideration to better understand the problem and the possible solutions.

2.1.1 Models for OO Software Development
Proponents of Object-oriented Analysis and Design (OOAD) have created many different types of models for software development. In recent years the differing methods have merged and now two distinct methods remain: the Unified Modelling Language (UML) (Fowler, et al. 1997; Rational Software Corporation 1998), and OPEN (Henderson-Sellers 1998). Both of these methods make use of models to guide the development process. The UML is a data-driven modelling language, suitable for applications where the data determines the behaviour of the application. OPEN uses a responsibility-driven modelling language (OML), more suitable for applications where the intended function of the application is clearly defined and the data is secondary (Firesmith, et al. 1998). The models created in both languages are similar and are one of three types: static, dynamic or presentation.

A static model defines the structure of a software system without defining how that system behaves. The static structure consists of the data types and their structure and how they relate to one another. The static model does not include any description of the behaviour of the different kinds of data or the services required to perform the work of
the system. The static model consists, in part, of a class diagram that details the classes (or concepts) involved with the software.

A domain model is a representation of the concepts and ideas that comprise the problem domain. Traditionally, the domain model was the province of database designers and was realized in the form of an ER diagram (Chen 1976). A domain model consists of concepts, attributes and associations. Concepts represent the ideas within the domain. Each concept may have attributes that give more crucial information about the concept, and associations represent the relationships that exist between concepts.

Within the UML, the domain model is called a Conceptual Model and is constructed to contain all the concepts within the domain that are relevant to the software being developed, including those that may ultimately not be part of the software system. A domain model is crucial to understanding what sorts of interactions may be necessary within the software system. It is also valuable as a means of defining the requirements for the system and communicating those requirements to users. As the design evolves, the static model expands to become a description of the classes that make up the software system including their attributes, operations and associations. It details the relationships between the classes, including inheritance relationships. The static model may be organized by packages and may make use of templates, interfaces and stereotypes to clarify the meaning. Usually the static model shows relationships between components, but not the interactions required to perform specific functions within the software system. Interactions and descriptions of system functions are usually described in a dynamic model.

The dynamic model of a software system illustrates the behaviour of an application. It represents the interactions that occur between the objects in a software application. Because of software complexity, all interaction cannot be shown on a single model, so the dynamic model is frequently organized around the intended uses of the system, or around the functions that the system will offer. Within UML the dynamic model for Object-oriented systems includes collaboration diagrams, which illustrate how objects collaborate to accomplish the tasks associated with the software, activity diagrams,
which simplify the illustration of choice points within a process, and state diagrams, which show the possible states of particular objects (Odell 1998; Fowler, et al. 1997).

The presentation model describes the look and functionality of the user interface. Most object-oriented notations do not explicitly define a presentation model, rather the design of the user interface is a separate process. It is suggested that the designer should make use of rapid prototyping, screen design tools and storyboards to create a presentation model. Regardless of the method for creating the presentation model, the finished model demonstrates what the application will look like and how users will interact with it. If a prototype is created, potential users may see what functionality the application will have without the need for the functionality to be fully implemented.

2.1.2 Patterns for Software Development

Patterns are used within the software community to codify analysis and design solutions to common problems. These patterns are examples of good design principles that can be applied in a particular context (Gamma, et al. 1994). Sets of patterns that are related and recur as solutions to particular problems form pattern languages that can be used to describe the problem solution. A design pattern describes a solution that has been found through experience, not one that is new or theoretical. Design patterns are intended to communicate the understandings developed by experienced software developers to novice and less-experienced people.

Design patterns are concise, clear descriptions of solutions to common problems that are known to be effective. A design pattern commonly consists of a textual description of the context, the problem and the suggested solution. Sometimes a design pattern is expressed more formally as an algorithm or fragment of code. It should present a description of the forces to be considered before adopting the patterns as well as the costs associated with the pattern. For instance, one well known pattern, the façade, suggests motivation and guidelines for providing a uniform interface to a subsystem of a software application (Gamma, et al. 1994). The façade pattern is used frequently for providing interfaces to storage classes such as database drivers. Common interfaces for software subsystems are not a new idea, but represent good programming practice that
has been around for several years. The pattern just records the motivation and procedure for taking advantage of that knowledge.

The use of design patterns in a software project facilitates communication between project members as well as serving as scaffolding for communication between new hires and more experienced employees. They assist designers to create robust abstract designs and the designs have built-in points for expansion. In other words, the design pattern takes into consideration possible ways that clients may wish to expand their software, and suggests a design that makes it relatively easy to accommodate relatively major changes to the software. At the same time, the flexibility built in to a system designed using patterns is constrained to specific classes and portions of the code, which restricts maintenance programmers to making modifications to a few classes. Although this may seem like a disadvantage at first, the result is code that is more understandable and less fragmented (Cline 1996).

2.1.3 Software Validation
The term validation, when applied to software development generally means a series of tests designed to show that the software built conforms to the contract or specification that was agreed to at the beginning of the software project. Sometimes validation also involves alpha and beta testing with users to determine how the users react to the software (Pressman 1997).

More recent validation strategies are centered on studies with users of the software. Such studies are less focused on whether the software does what it was intended to do, and more focused on whether users can use the software successfully. This form of validation is called usability testing and can either be done automatically (by using evaluation software on the software to be tested), empirically (with real users), formally (with usability metrics), or informally (based on heuristics and rules of thumb) (Nielsen 1993). When evaluating usability, automatic methods don’t work well, and formal methods are difficult to apply. Most software usability is evaluated using a combination of empirical testing and usability inspection methods (Nielsen & Mack 1994).
Empirical evaluations can be effective, but experiments must be carefully designed to measure the desired aspects of the software and controlled to avoid contaminating results. Additionally, it is often difficult to find a suitable set of homogeneous users with whom to conduct experiments (McGrath 1995). Usability inspections offer a cost-effective method of evaluating software usability. One inspection method, heuristic evaluation, can be performed with a few evaluators and a short list of usability criteria (Nielsen 1993)

2.2 Hypermedia Analysis and Design
The process of developing hypermedia applications is similar to the development of any software application. Like software designers, hypermedia designers desire to produce well-designed, easy to use applications that meet the needs of users while minimizing cost and production time. A successful development process for hypermedia should include conceptual (or data) modelling, navigational design modelling, a model for runtime behaviour, user-interface design, and a method for moving from design to implementation (Christoldoulou, et al. 1998). Many different processes and notations exist for the development of hypermedia applications. Not all of these different approaches are based on an object-oriented metaphor, but most still use the same basic steps of analysis, design, and implementation.

2.2.1 Models for Hypermedia Design
Most analysis and design processes require some sort of model. Most hypermedia designs use much the same models as typical OO methods: data model, dynamic model and presentation model. The design process for well-designed hypermedia typically involves first selecting a topic, then creating a data model of the domain to better understand the structure of the information. Often the last step in the design is the creation of a presentation model that describes the components the user will see. Applications developed from such a design provide navigation for the user based on the structure of the data, using the elements defined in the user interface model.
This sort of design process works well in situations where the information supplied by the application is "reference" in nature. That is, the information has the same structure for a number of different instances, like a reference book on some topic. Web sites for museums are often structured in this fashion (Royal Tyrrell Museum 1997). The resulting application gives the user navigational ability based on the structure of the data, which is appropriate for many different navigational purposes. For many types of users, this may be the only sort of navigation required.

2.2.1.1 Domain Model

Hypermedia design processes that include a formal model of the data often work best in domains that can be described with a schema-like representation. These sorts of domains are composed of discrete ‘objects’ that have relationships with other objects and the relationships can be documented and described. The number of object types is limited, but there are usually many instances of each type of object. One common example is a personnel information system that provides information about an organization, its employees and departments. (3 classes, many instances).

Two examples of hypermedia design methods with this characteristic are the Relationship Management Model (RMM) (Isakowitz, et al. 1995) and the Object-oriented Hypermedia Design Method (OOHDM) (Schwabe, et al. 1996). RMM was specifically designed for this type of domain while OOHDM utilizes the domain modelling techniques of OMT (Rumbaugh, et al. 1991). Both RMM and OOHDM base the domain model on aggregation and abstraction hierarchies, which are most applicable to the structured type of domain mentioned previously. Such a model is less useful in a situation where each type of data (class) is represented once, but the number of different types is large.

2.2.1.2 Navigation Model

The dynamic behaviour of a hypermedia application is not exactly like that of an object-oriented application. A dynamic model of an object-oriented application shows collaborations between classes to accomplish a task. In the case of hypermedia applications, the dynamic model should represent the behaviour of the application in reaction to input by the user (selecting a link or the button that invokes a javascript
segment, for instance). This behaviour is partially represented in what is known as the navigation model. Diagrams similar to UML collaboration diagrams have been used to represent this behaviour. Most of the behaviour can be inferred from the data model and the relationships on the data model.

RMM uses the relationships in the data model to suggest placement of hyperlinks within the hypermedia application. The associative relationships in the ER diagram are represented as navigational structures in the hypermedia application. Three possible navigational structures are identified: conditional indices, conditional guided tours and conditional indexed guided tours (Isakowitz, et al. 1995).

Within OOHDM, navigational design is built using the conceptual model (domain) as a guide, but the method allows for more than one navigational model for a single domain model (different views on the database). A set of navigational classes are defined, similar to the navigational elements defined for RMM. Navigational classes include nodes, links, and access structures such as guided tours and indices. Node classes contain a sub-set of the information about a concept in the conceptual model as well as anchors that indicate associations with related concepts.

A navigational context is simply a set of navigational classes and (possibly) other embedded navigational contexts. A navigational context is used to provide navigation through the information space based on one (or more) characteristics of the nodes. For example, a personnel information system may wish to allow users to browse the list of employees based on which department they work for, or based on the project to which they are currently assigned. Each of these options is a different navigational context. A navigational context class defines how the node class appears within a certain context. The notion of navigational contexts has no direct equivalent in OO analysis and design.

OOHDM specifies the dynamic behaviour of the application using modified state transition diagrams called Navigation Charts. Navigation Charts describe the rules for transformations that occur during link navigation (for example, does a node appear in the entire window, or does it pop up beside the existing window) (Schwabe, et al. 1996).
2.2.1.3 Presentation Model

RMM develops the idea of a 'slice' as the preliminary presentation model. A slice represents some subset of the information associated with a class, presented to the user in meaningful chunks. The various slices of the class are grouped together with hyperlinks to present all the required information about the entity. RMM also suggests some guidelines for creating the interface based on the data model. For instance, in the case where an entity has a 1-n relationship with another entity, one recommendation is that the hypermedia application provide a guided tour between the entities. However, if the number of instances on the multiple side of the relationship is large, an index is recommended instead. The slice diagram is combined with a more traditional storyboard or layout diagram for the user interface to complete the presentation model (Isakowitz, et al. 1995).

Within OOHDM, the presentation model uses an Abstract Data View (ADV). ADVs are facades that specify the user interface component for a particular piece of information without giving any specifications about the data itself. The data is managed by an Abstract Data Object, which is in turn managed by the ADV. An ADV is an object, in the OO sense, that can respond to user events and has attributes that define its position, color, font, etc. A configuration diagram is created (within the abstract data model) to indicate the collaborations between the different ADVs that make up a user interface (Rossi, et al. 1995). The specification of Abstract Data Views does not completely define how the user interface will look (in terms of layout) and must be combined with a storyboard-like diagram to completely illustrate the layout.

2.2.2 Patterns for Hypermedia Applications

Design patterns have the same function when designing hypermedia applications as they do for software design. Patterns for hypermedia describe known solutions to common problems in the design of hypermedia. Generally, the description of hypermedia design patterns follows the same format as for software patterns. Patterns for hypermedia applications must, however, take into consideration many factors that do not affect software design such as the variable user paths through the application and the
ambiguity often associated with describing the data. Design patterns for hypermedia applications can be classified as either navigational, interface or structural (Garrido, et al. 1997; Rossi, et al. 1997; Bernstein 1998).

Navigational patterns describe methods of providing navigational choices to hypermedia users while maintaining the integrity of the models describing the hypermedia application. Navigational patterns generally describe single 'units' of information be that a node, a page or a topic. One navigational pattern, navigational context, describes how the context of a particular information item along with contextual hyperlinks can be provided to the user (Garrido, et al. 1997). This is accomplished using the decorator pattern (Gamma, et al. 1994) without requiring the information node to maintain knowledge of its context.

Interface patterns are mainly concerned with the effective combination of elements to create a single 'page' of information for the user. The patterns address such things as the number of elements to present, the layout of elements and how to best communicate to the user what the various widgets on the page are intended to do. An example of an interface pattern is link destination announcement which suggests that links should provide information about their destination to avoid the problem of users triggering links to undesired destinations (Nanard & Nanard 1998). Like navigational patterns, interface patterns offer suggestions for structuring and organizing individual units of information.

Structural patterns take a larger view of hypermedia applications and offer suggestions about how the intended 'path' through the application might best be designed. Bernstein (1998) identifies several structural patterns. Each of the identified patterns has advantages and disadvantages depending on the author's intended use of the hypermedia application. For instance, the mirrorworld pattern describes a hypermedia application that is written from two (or more) distinct points of view. Each point of view has the same structure and (hopefully) cross links allowing the reader to examine the two points of view more or less in parallel. Other patterns describe different sorts of paths through the hypermedia application.
Similar to software design patterns, patterns for hypermedia applications are used to guide the creation of the models that describe a hypermedia application. But, unlike most software patterns, hypermedia application patterns can also be used by algorithms that automatically create hypermedia applications from databases. The notion of reusable templates is one way of implementing the automatic generation of hypermedia using design patterns as a guide (Nanard & Nanard 1998). For their project, source data was described using SGML. The SGML files were processed using an SGML parser, which created a derivation tree for the hypermedia. The tree, applicable design patterns and navigation and presentation specifications were then submitted to a page generator that produced the final hypermedia page instances.

Patterns have been identified that codify the use of several different ‘components’ for hypermedia applications (Schwabe, et al. 1996). These patterns are concerned with the analysis and design of a hypermedia application from a static perspective. Many of the models associated with OOHDM identify and document the structure of a hypermedia application without addressing the behaviour of the application. The patterns associated with such models also identify the structure, but not the behaviour. In many cases, some of the behaviour can be inferred from the structure, but that is insufficient for many purposes.

Presently most efforts to describe design patterns for hypermedia applications have focused on navigational and interface patterns. The specification of structural patterns is more difficult because the perceived structure of a hypermedia application is dependent upon the reader’s approach to the document. Structural patterns are most useful when the author of the hypermedia application has a preconceived notion of how the application ‘should’ be used. Such preconception is common when the author is writing narrative hypertext (fiction, non-fiction and poetry) or when the hypermedia application is instructional in nature.

2.2.3 Metrics for Hypermedia

Hypermedia is not validated in the same way that software is validated, but similar goals drive the search for metrics related to hypermedia. Traditional software validation is
concerned with determining if the software product is right for the intended task. Typically this involves testing of the various functions of the software and of the user interface to ensure that the functions can be used correctly.

Hypermedia metrics are concerned as well with these two dimensions, but hypermedia metrics must also involve an evaluation of how the use of the hypermedia application affects the user's work. Specifically one must evaluate if the hypermedia application will be used, if it is adaptable to the different tasks that users will have, if it is cost effective to construct, if the intended users have the skills necessary to use the application and if the application is 'good enough' (Wright 1991).

In addition to common software engineering approaches to validation, creators of hypermedia applications use several methods to evaluate their work. The approaches are varied, and cannot be easily classified. They generally fall into one of three categories: experiments with users, semantic analysis, and structural analysis. Although each approach yields different information about the hypermedia application, the overall goal is still to determine if the hypermedia application is good enough, and subsequently to use the information to make the application better.

The next few sections discuss methods that are normally used to create hypermedia applications that conform to particular characteristics. The same methods of generating 'good' hypermedia applications can be used to evaluate existing hypermedia as long as the data required to perform the required calculations is available.

2.2.3.1 User Studies
Any effective software validation exercise must include some sort of evaluation of the use of the software by users. As opposed to software validation, the evaluation of hypermedia applications requires even more attention to how the user works with the application, because rarely is the hypermedia application specified in enough detail to validate from specifications. As a result, significant effort is expended providing tools and techniques for hypermedia users to try, and then analysing their effects on the user’s effectiveness with the hypermedia.
Earlier research into how users interact with hypertext focused on the process of choosing and traversing hyperlinks to determine if the hypertext 'worked' for the users (Wright 1991). In one study, novice users of hypermedia identified eight different types of links within hypermedia (e.g. sequential, comparative, causal), however little has been done to determine which of those types of links makes the hypermedia application work more effectively (Harmon & Dinsmore 1992). Much of the modern work on user interactions with hypermedia comes not from researchers wishing to validate hypermedia applications, but from researchers of user modelling who wish to understand user interactions with hypermedia applications in order to create a model of the user. Although at first this does not seem to have much to do with the measurement of hypermedia applications, the whole purpose of the user model is to allow customization of the application to the user. In other words, a user model is intended to be used to make the hypermedia application better (for a particular user) so the methods used to learn about user modelling in hypermedia can also be used to evaluate hypermedia applications.

Validation of user interactions with hypermedia is limited by what can be observed, either directly or through some sort of monitoring. One observable characteristic of users is the path they take through a hypermedia application. User browsing patterns form the basis of many efforts to determine the effectiveness of a hypermedia application. A record of user browsing behaviour through a hypermedia application allows comparison of different users and classification of those users into groups. One method of classifying users relies on a longest common subsequence algorithm for determining the similarity of one path through the hypermedia to another path (Sun & Ching 1995). Different users of the same hypermedia application should have similar paths through the hypermedia, if their purposes and skill levels are relatively equal. If their paths vary markedly, it is possible that the hypermedia application is not quite right.

A second approach to using browsing history as a tool for improving a hypermedia application considers not the path through the hypermedia, but the material viewed by the user (Yan, et al. 1996). Each page the user accesses, along with the approximate
time spent on the page is represented as part of a vector. The vectors from different users are clustered and the clusters are used as classifications for the users. From a user-modelling viewpoint, the user of the hypermedia system is monitored and classified and then the hypermedia application can be modified to better suit that user. From a hypermedia validation viewpoint, users with the same purpose and background skill set should fall into the same category when the clustering is done.

2.2.3.2 Semantic Analysis

In addition to determining that the hypermedia application works as intended for users, it is important to ensure that the application conveys the intended meaning cohesively to the user. This means that each node in the hypermedia application must have links to other semantically related nodes, but usually not to nodes that are semantically unrelated (or to few unrelated nodes). Most often the creator implicitly defines the meaning of a hypertext application as links are created in each individual node. The semantic analysis of manually created hypermedia systems is usually done by traversing each link to determine if the link fits with the intended meaning of the application.

The idea behind semantic analysis is to determine if two nodes of the hypermedia system are similar enough to warrant a hyperlink between them. Semantic analysis of hypermedia applications has all the same challenges as full text information retrieval: the indexing of the document set is time and space inefficient, it is difficult to measure effectiveness, and formulating queries is often hard for users (Salton, et al. 1994). Often, semantic analysis is done when the hypermedia is being generated dynamically, perhaps as a result of a user query (Bodner, et al. 1997). The analysis is done using full text retrieval engines, such as INQUERY (Callan, et al. 1992) or more common vector based engines. In this case the analysis is done to determine the similarity of a document to a query provided by the user. The similarity measure determines whether or not the document is presented as a result to the query.

Another use for measures of similarity is to determine the similarity between two documents. (Broder, et al. 1997) use a clustering algorithm on the syntax of documents along with measures of syntactic resemblance to identify documents that are syntactically similar. This information is used to locate documents from the web that
are duplicated in many places. While this approach does not lead to an identification of semantic closeness, the clustering approach to grouping large quantities of documents is interesting (the test case was 30 million web pages) and it is likely that some measure of semantic closeness could be used in a similar fashion.

Any automated approach to measuring and evaluating the semantics of a hypermedia application is going to rely on measures of similarity. Presently semantic indexing is not being used to validate hypermedia applications, so the issue of which approach is most suitable is an open research question. The full-text retrieval approach is time consuming, but may be simplest for a validation activity that does not require real-time responses. On the other hand, a clustering approach may be more effective.

2.2.3.3 Structural Analysis

By far the simplest metrics to calculate for hypermedia applications are those that use the application structure. A hypermedia application can easily be represented as a directed graph and all of the algorithms for working with directed graphs can be applied. The metrics found through such analysis can be used to validate the hypermedia application.

The most obvious characteristic that can be determined from the topology of the directed graph is the number of arcs connected to each document in the application. Many analyses of hypermedia topology begin with an examination of in-degree and out-degree because they are measures that are straightforward to determine. Unfortunately, a simple count of degree does not give much information about the documents in a hypermedia application. Intuitively, one would expect that documents with large in-degree would be documents with high relevance to the application. This approach has difficulties however, not the least of which is the problem of determining what a 'large' in-degree might be. Large is a relative measure that changes with the application. Nonetheless, topological analysis continues to be the focus of many researchers, possibly because the algorithms for analyzing graph structures are well known and well understood. The remainder of this section looks briefly at several different approaches to measuring hypermedia through structural analysis.
A topology matrix is an adjacency matrix that represents a collection of web pages. A topology matrix can be used in conjunction with usage information about frequency and entry point to create a feature vector for each document in the collection. Feature vectors include information about size, in-links, out-links, frequency of requests, entry points, textual similarity and depth. Categories of documents, such as home page, reference page, and index page, are identified prior to the analysis and the expected weights for documents in that category are set. When the process finishes, the documents in a collection are classified according to the previously identified categories (Pirolli, et al. 1996).

Mukherjea and Foley calculate the importance of a web page using connectedness measures (Mukherjea, et al. 1995). In addition to in-degree (I) and out-degree (O), two additional notions of connectedness are introduced to determine the importance. Second-order connectedness (SOC) is the number of pages that can be reached from a page by following at most two links, and back second-order connectedness (BSOC) is the number of pages that can reach a particular page using at most two links. The importance of a page \( p \) is given by: \( \text{imp}(p) = (I_p + O_p) \cdot w_1 + (\text{SOC} + \text{BSOC}) \cdot w_2 \), where \( w_1 \) and \( w_2 \) are arbitrary weights chosen so that \( w_1 + w_2 = 1 \).

Restricting topological analysis to explicit hyperlinks may miss some important structural information contained in the hypermedia collection, especially within the context of the web (Spertus 1997). A set of heuristics can be used to mine extra structural information from within a web site to determine how documents relate structurally to one another independent of the hyperlinks they contain. Several classes of links are used to make inferences about the type of page that is referenced. For instance, spatial links are used to guess at the similarity of two documents. One heuristic states: “If URLs U1 and U2 appear ‘near’ each other on a page, they are likely to have similar topics or some other shared characteristic” (Spertus 1997).

This heuristic could be used, for instance, to determine that the URLs in a bulleted list on a web page were all related to one another in some way, but that they were not necessarily related to the URLs in other bulleted lists on the same page. A number of different heuristics are used to identify a variety of implicit link types in hypermedia
pages. The different kinds of links are identified using SQUEAL, a relational database system for managing WWW structural information (Spertus 1998). The process can be used to determine similarity among documents or to find documents with specialized information within a hypermedia application.

A potentially useful attribute of hypermedia applications is the measure of how far a page is from any other page in the application. One can calculate a distance matrix for any directed graph by a number of shortest path algorithms (Horowitz & Sahni 1978). The difficulty with using standard shortest path algorithms is that the entries for documents that are not connected are infinite. Infinite numbers are problematic in any sort of calculations with the distance matrix.

One solution to the infinite distance problem is to create a converted distance matrix that substitutes the infinite entries for a carefully selected constant (Botafogo, et al. 1992). From the distance matrix one can determine the centrality of a node. A node with high centrality must be able to reach all (or most) of the other nodes in the hypermedia and must be relatively close to the other nodes. Two types of centrality can be calculated from the converted distance matrix, relative out centrality (ROC) and relative in centrality (RIC). Relative out centrality is a normalized summation of the distances from a page to all other pages. Similarly, relative in centrality is the normalized summation of the distances from all other pages to a particular page (Rivlin, et al. 1994).

The centrality of nodes can also be used to help automatically determine the hierarchy structure of the entire hypermedia application (Botafogo, et al. 1992). First, a highly central node is selected as the root node. Next, hyperlinks within the application are classified as either structural (part of the hierarchy) or cross-referential (not part of the hierarchy). The classification is accomplished by finding the spanning tree of the graph representing the application using a bread-first search. All arcs that are part of the spanning tree (the shortest paths) are hierarchical links, other arcs are cross-referential links (Botafogo, et al. 1992).

Several alternates to hierarchical structure exist in hypermedia. One possibility is to view the site as a collection of hub pages that reference a collection of authority pages.
A good hub page is one that points to several authority pages, and a good authority is one that is pointed to by several hub pages. Authorities and hubs are found iteratively using in-degree and out-degree to adjust the authority and hub weight of each page. The iterative weight-assignment algorithm was used on the results of a broad Alta Vista search to find pages within the results that were more authoritative than other pages. The results from this test were good; the algorithm correctly identified authority pages most of the time (Kleinberg 1998).

2.3 Instructional Design

Instructional Design is the process of selecting and organizing (and evaluating) methods of instruction and materials for learning (Reigeluth 1983; Seels & Richey 1994). Good instructional design results in a set of materials that helps a learner efficiently and effectively reach the learning goal. Instruction can be separated into two processes: understanding the content and understanding the presentation. (Wasson (Brecht) 1990) During instruction, educators use their understanding of the content and presentation to create a learning environment for students. Instruction is always a planned activity (Corey 1971). Even impromptu lessons must be prepared for and planned for, although much of that planning comes as a result of the basic preparedness of a good instructor.

Learning theorists are divided about the ‘best’ way to provide instruction. Objectivists claim that knowledge can be broken down into concepts, facts and behavioural steps. Instruction, to an objectivist, is simply the organized presentation of the various knowledge components. The presentation must consist of some opportunity for the learner to practice the skills with guidance from the instructor. Constructivist learning theorists, on the other hand, believe that understanding of subject matter is constructed individually by each learner and that of paramount importance is the context in which the learner works, the authenticity of the learning task, and collaboration with other learners (Jonassen 1991; Wasson 1996). And finally, cognitivist learning theorists are more concerned with the meaning of learning and with the construction of a mental model or schema about the domain of instruction (Chitrenky 1996). For example, an objectivist might be comfortable creating drill and practice software for children to learn
mathematics because the presentation of the content could be strictly controlled and the practice could be monitored and guided carefully. A constructivist might think that mathematics drill and practice lacks authenticity and that learners would be better to spend their time in tasks that are more consistent with real-world applications of mathematics. A cognitivist would want to help the learner understand the components or ideas that make up the particular mathematical topic and to ensure that the learner built up a notion of how that topic is related to other mathematical topics.

Most computer-based tutoring systems are designed to teach procedures and facts and based on an objectivist view of instruction. Many ‘exploration’ type educational computer programs are designed to teach concepts and ideas, and to assist learners to build up their knowledge of the domain through free exploration of the computer-created environment (Oliver 1995). Many of these free exploration type of environments are based on constructivist and cognitivist views of learning.

2.3.1 Models for Instructional Design

Instructional systems development is the design of development of instructional materials. It consists of more or less the same basic phases as computer systems development: analysis, design, development, implementation, and evaluation (Merrill 1996). Instructional Design theories abound, each with its specialized approach to instruction. Theories on instructional design attempt to describe how to approach instruction in a methodical and organized fashion. Traditional approaches to instructional design parallel traditional waterfall approaches to software design, often with the same results, a working system that doesn’t meet the needs of the intended audience (Wilson, et al. 1993). As a result of both the limitations of a linear development approach and the divergence of instructional design theories, many new approaches to creating instructional materials have been proposed. Some of the new approaches are encapsulated as theories on instructional design which provide guidelines about how instruction should be done, and some are given as methods or technologies to assist with actually creating instructional materials (Wilson 1997). Regardless of theory, the design of instruction requires, as a minimum, that the designer
consider the content, the sequencing of the material, and the presentation. Even these minimalist considerations result in models that parallel the models used for OO software development (conceptual, dynamic and presentation).

2.3.1.1 Content
The content model for an instruction corresponds in part to the conceptual model for a software system. Many possibilities exist for creating content models including the common technique of building a concept map for the domain of instruction.

A concept map is a representation of the concepts in a particular domain. These concepts, as well as their relationships to other concepts can be depicted in some meaningful (usually graphical) format (Kremer 1997). As a minimum, a concept map contains concepts and connections. An example of a minimalist concept map is shown in Figure 2-1. More often, the relationships include, but are not limited to, aggregation and abstraction relationships. This makes possible the expression of specialized relationships between concepts. Another difference from conceptual models of software systems is that the notion of concept is not as rigorously defined as the notion of class. A concept can be similar to a class, but a concept could also encompass instances from a number of classes. For instance, the concept of data-structures contains instances like stack, tree, list etc. It would be relatively simple to create a data structure class and represent each of the instances given as members of that class. The concept of sorting however, might also contain the instance tree, but would also contain bubble sort. Tree and bubble sort are clearly not the same class, but do belong to the same concept within a certain context. Allowing for many different levels of abstraction facilitates a finer description of the semantics of the domain. A concept map allows discussion about some of the semantics associated with a particular domain without (necessarily) needing the data elements that instantiate the concepts.
A concept map, for an instructor, represents a problem domain that will be partially presented to learners during the course of instruction. Different models of instructional design propose different steps and activities to present the map to the learner. For example, in one model, the key activities during instructional design are to determine how many of the domain concepts to present to the learners, in what order to present them, to what level of detail they should be presented, and what activities should accompany the presentation (Merrill 1998). The purpose for the instruction, along with information about the learner’s needs and abilities determine the quantity, sequence,
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**Figure 2-1 Example Concept Map**

depth and activities. An instructor who desires to provide a review will teach differently than one presenting new material, even to the same students. However, an instructor who is providing a review will have much the same approach to communicating the concepts within the instructional domain as any other instructor teaching a review.

An alternate method of modelling content for instructional purposes is demonstrated in Instructional Transaction Theory (ITT). The models used in ITT are intended to add richer semantic information to the domain model for an instructional hypermedia system (Merrill 1996). When designing an instructional system using ITT, the designer creates knowledge objects that are similar to concepts in a concept model. The major difference is that knowledge objects contain information about other objects that are related, in a
variety of ways, to the current object. It also contains descriptions of activities and processes that are associated with the knowledge object (Merrill 1998).

2.3.1.2 Instructional Strategies
Instructional strategies are the implementation guidelines for instructional design theories. Each instructional designer has a favoured design theory along with a preferred set of instructional strategies. After the content is selected, the essential elements of instruction are guidance, practice and presentation (Merrill 1998). The complexity of instructional strategies is as varied as the number of strategies. Some strategies are more conducive to construction of meaning, while others favour direct instruction (Wilson 1997). The differences between the strategies center around what kind of material is being presented, when to provide guidance to the learner, what form the guidance should take, how much and what kind of practice to give, and how best to present new knowledge to learners.

The nature of the content is possibly the most important aspect to consider when choosing an instructional strategy. If the material is new to the learner, or is of a sort that involves practicing small steps or procedures to accomplish a larger goal, an instructional strategy that is instructor-directed is indicated. However, if the learning goal is to develop high-level concepts or understandings, an instructional strategy focused on knowledge construction is recommended (Oliver 1995).

The amount of learner guidance given can range from rigidly controlled sequencing of information to occasional suggestions about which information might be interesting or useful to pursue next. The amount of guidance required depends heavily on the content. A learner trying to master a complicated sequence would require more guidance than one who was simply browsing for interesting information.

Presentation of instruction is partially determined by the instructional strategy chosen and partially influenced by basic usability considerations. An instructional strategy that suggests that material be given to the learner in small sections in a prescribed sequence will also suggest a presentation style that is compatible with small information elements. Critical to learner comprehension are the structure of the material, and the readability of
any text. That is, the material should have a readily identifiable structure that learners can use to form concepts, and any text provided to learners must be easy enough for them to read, and ideally provide aids to comprehension, for example, a glossary (Oliver 1995).

2.3.2 Patterns for Instructional Design
The education community has begun to describe educational practices using patterns (Anthony 1995; Manns 1998). Patterns are suited to the description of educational practices because, like software development, there are few exact rules for creating good instruction but many good practices that evolve out of the experiences of educators. The good practices are handed down verbally to novice instructors, but a pattern-based description lends some formality to the sharing of information. Educational patterns describe approaches to structuring instruction within a classroom setting. They provide suggestions for instructional strategies that work for particular types of instructional goals given content with certain characteristics. For instance, one pattern describes how to approach the teaching of material that consists of a number of equally important concepts, all of which are interdependent (Anthony 1995). The instructional goal for this pattern is an in depth understanding of the material and the driving characteristic of the data is that it is interdependent.

One common instructional sequence contains nine identifiable elements or steps (Gagne, et al. 1988). Educators using this sequence first motivate the learning then provide an overview of what is to be learned. Learners are then given a review of the knowledge they already have prior to the actual instruction of the new concepts. After instruction the learners participate in guided practice with feedback from the instructor, are tested on their new knowledge and then either remediated or given enrichment. While this sequence is used extensively by educators, it is less commonly used by designers of hypermedia instructional materials (Ritchie & Hoffman 1996). These kinds of sequences can be represented as patterns and used by hypermedia application designers to create instructional hypermedia and to communicate with instructional designers about what the hypermedia application is designed to accomplish.
2.4 Supporting the Design of Instructional Hypermedia Materials

An educational hypermedia application is any hypermedia application intended to provide new knowledge to the user. Instruction, however, is more a process of guiding a learner through a set of information by providing the information in pre-determined units in a specific sequence, punctuated with activities to support learning (Ritchie & Hoffman 1996). An instructional hypermedia application then, is one that provides a definite sequence of instruction with the intent of imparting a specific set of knowledge to the user. Instructional hypermedia applications are a subset of educational applications. Their design is similar to the design of any hypermedia application with the added requirements of providing an appropriate sequence through the hypermedia and ensuring that the units of information presented are appropriately sized for the intended learners and the learning goal.

2.4.1 Models for Instructional Hypermedia Applications

The identification of concept sequence and semantics is a process frequently forgotten or ignored in hypermedia analysis and design. It is, however, an activity that is required for the construction of instructional hypermedia applications. The identification of the knowledge to be taught and its characteristics is one of the two main steps in instructional design (Merrill 1998). While the knowledge is usually identified and modelled when creating hypermedia, the sequence of instruction for the individual pieces of knowledge often are not. In addition to conceptual, navigation and presentation models, designers of instructional hypermedia require a model that assists them with the design of the sequence. This model is called a semantic model.

A semantic model, for hypermedia designers, is essentially the same as a conceptual or domain model. For instructional design, however, it is slightly different. A semantic model is the model that allows the instructor to design the sequence of instruction to accomplish the instructional goal. One approach is to try to capture the activities associated with teaching in a separate model. This results in a broad model of instruction that includes information about teaching acts such as evaluation and practise, but often doesn't link the teaching elements directly to the content being taught.
Semantic modelling is typically not considered when designing hypermedia applications. Usually the conceptual model provides enough semantic information. The navigational design can be adequately defined from the domain model and no further modelling occurs. However, if the navigation depends on the meaning of individual instances of concepts, rather than an abstract understanding of the domain, a more detailed analysis of the semantics must be performed.

This sequence can be represented as an addition to the navigation model for the hypermedia application or, the two types of navigation can be represented independently as data model navigation and sequential navigation (Frohlich & Nejdl 1998). Data model navigation is the navigation provided by the links within the conceptual model. Sequential navigation is navigation that is designed to present topics in a particular sequence. The sequencing of instruction is dependent upon the instructional strategy selected by the instructor. Given a particular instructional strategy, predictions can be made about appropriate sequencing of information in an instructional hypermedia application based on the learning goal selected by the learner or the organization inherent in the domain of instruction. Alternatively, the sequence can be imposed externally by the instructor.

In most traditional instructional situations, the instructor sets the sequence through a given set of material. An experienced instructor is skilled at modelling the instructional domain to identify the relevant concepts and examples and then determining the best sequence to present the information for a given student (or set of students). Instructors select the presentation sequence based on both the structure of the knowledge that comprises the subject area, the semantics associated with the individual pieces of knowledge, and the background of the student(s) being instructed.

The domain model for a hypermedia system considers the structure of the data in terms of associations between data elements of different types. It provides a general picture of the kind of data that makes up a domain, but does not provide an understanding of how the domain is best presented instructionally. In instructional hypermedia design, the semantics of the data, with respect to instructional sequencing, can be represented in a separate model, using a concept map (Paquette & Girard 1996). This semantic model
provides a bridge between the individual data elements, which are cumbersome to work with during the design process, and the other models of the application which provide an understanding of how the navigation through the application occurs, yet have no representation of the instructional requirements.

Presently few modelling techniques exist for creating a model of the semantics for instances of concepts. One case where a form of semantic modelling occurs is when documents are indexed to determine the similarity of two hypermedia documents. The indexing is usually done using some sort of measure of semantic closeness and the result is a representation of the semantics of an entire hypermedia application with respect to some base document (or other documents in the application). These types of models are most often used as information retrieval tools rather than as supports for application design. Most models of this type are really measures of syntactic similarity rather than semantic similarity due to limitations in full text recognition software (Broder, et al. 1997).

2.4.2 Guidelines for Instructional Hypermedia

Generally, guidelines for creating instructional hypermedia are the same as the guidelines for creating any hypermedia. The focus must be on good user-interface design and basic usability (Schneiderman 1997). The difference between instructional hypermedia and other hypermedia is that the former is intended to convey specific knowledge to the user of the hypermedia application. In other words, instructional hypermedia must educate or teach in addition to being a good hypermedia application.

Hypermedia applications are examples of constructivist and cognitivist approaches to learning combined. Learning of a topic is seen as the formation of a model of the subject by slowly building knowledge through working with the application (Eklund 1995). The application provides as realistic a set of information as possible to simulate real experiences with the information. The instructional designer must, from this perspective, carefully organize the instructional application so that it conveys to the learner the desired view of the domain of instruction without restricting the learner to a tour-like environment with no (or few) choice points.
The considerations for creating instructional hypermedia include an analysis of the content, selection of the instructional strategy, and consideration for the learner's background and capabilities. These are all issues that any instructor considers when creating instructional materials. Designers of instructional hypermedia must additionally consider issues of structure, navigation, orientation and fragmentation (Oliver 1995).

The structure of a hypermedia application is essentially one of three variants: linear, hierarchical or web. There are several variations and combinations of these three structures that are also used within applications. The instructional designer must choose the general structure that best supports the learning goal for the application. A linear structure is suitable for when the learning goal is specific, such as learning a particular procedure. The hierarchical and web structures are more suitable when the learning goal is more general. Variants on the three structures provide for goals that fall somewhere in the middle.

Navigation is a consideration that designers of printed instructional material deal with only tangentially. Instructional hypermedia designers must provide enough navigational opportunities in the application for users to use the application, yet must not clutter up the interface with so many choices that the user becomes confused or overloaded. For example, users need to have some method of maintaining their orientation within the hypermedia application. They need to know 'where' they are in the application relative to some known starting point or landmark. If the tool that helps them maintain orientation is complex or difficult to use, either they won’t use it, or the overhead of learning to use the orientation facility will outweigh the benefits of having it in the first place.

The final consideration identified by Oliver (1995) is fragmentation. Fragmentation is essentially a readability issue, but is somewhat unique to hypermedia. Because information is presented as a series of nodes in hypermedia, often the context of association is lost when moving from one node to another. The result is rather like reading a disjoint set of information from small index cards. The cohesion of the narrative is lost when it is divided into nodes. Methods of coping with fragmentation
include using the information in the hyperlink to emphasize the association between the two nodes, or to display nodes together to maintain some context (Oliver 1995).

2.4.3 Creating Instructional Hypermedia
Design support for the creation of instructional hypermedia must provide assistance for designing and building hypermedia as well as for the pedagogical decisions that must be made. The systematic approaches to hypermedia design noted in Section 2.2 provide modelling support for data model navigation but not for sequential navigation. Conversely, many support tools for the design of educational hypermedia assist with sequential navigation at the expense of developing a rich data model to allow for data model navigation (Frohlich, et al. 1997). A hybrid approach to the design and development of instructional hypermedia is needed.

As a minimum, the approach must allow the instructional designer to model the curriculum sequence as well as the structure of the data that will make up the application. The sequencing models must consider many different aspects of the learning task including the identification of the learning goal and the sequence of information presented to explain one sub-goal (Brusilovsky 1999). Since object-oriented analysis and design has a rich set of models capable of representing a wide variety of information, it seems plausible that a successful approach would draw upon the models from object-oriented analysis and design while incorporating current practices from instructional design.

The creation of instructional hypermedia requires that the designer be expert in both hypermedia development and instructional design. Software support for instructional designers falls into four categories: authoring systems for computer-based educational courseware, independent tools for specific design tasks (content modelling for example), expert systems to provide automation and advice for the design process, and general design tools that incorporate limited instructional design knowledge (Paquette & Girard 1996). Many systems designed to support the creation of instructional hypermedia, such as WebCT (Goldberg & Salari 1997), provide support for record keeping, learner
tracking and data management without providing any support for the design of the hypermedia application.

The most significant disadvantage of many instructional hypermedia design/authoring systems is the support of only a narrow set of educational strategies. Another disadvantage is that the entire development process for courseware is not integrated. MISA is a integrated toolkit for engineering learning systems intended to address the limitations of existing tools for the development of educational materials (Paquette, et al. 1998). MISA is much more than a development system for hypermedia applications, in fact it has no direct support for hypermedia development. It is more a computer-supported development methodology for instruction. It has strong support for the structured development of broad instructional courses, but less for the development of the components that make up a course.

MISA approaches the development of instruction from an object-oriented software engineering viewpoint. The development process is decomposed into a series of interrelated tasks that focus on the creation of a knowledge model, a pedagogical model that represents the learning events at a course granularity, and a media model that describes how the different types of media are created. The three models used in MISA correspond roughly to the conceptual, dynamic and presentation models used for OO software development.

MISA also contains no assistance for the designer about what makes 'good' instruction, just advice about how to document the creation of instruction. MISA cannot presently be used to guide an instructional designer through the creation of a good hypermedia application. As instructional development tools are created with an awareness of instructional design theory and offer more assistance to the designer, they also become less neutral in terms of how instruction is perceived. A tool that offers advice about sequencing of information and presentation styles has built-in instructional strategies that form the basis of the advice. As long as the instructional designer is comfortable with the strategies that are part of the design tool, it works well. Instructional designers must carefully select tools that match their own views on instruction.
The KBS Hyperbook system recommends four models for the development of adaptive instructional hypermedia applications: a domain model, a navigational model, a visualization model and a user model (Frohlich & Nejdl 1998). A static (non-adaptive) application can be constructed using all but the user model. A hyperbook is a collection of hypermedia documents, organized to allow both data model and sequential navigation. The data model navigation is determined from the conceptual model for the domain, which is created using an enhanced ER model. Multiples in a 1:m association have an additional key to indicate their relationship to the other multiples in the association. Navigation is determined from the domain model. 1:1 associations are translated into bi-directional hyperlinks. Hyperbook offers several different types of data model navigation through a 1:m association: indices, guided tours, indexed guided tours and cross-referenced indices.

Sequential navigation is provided in the form of a reading sequence, which is also determined from the domain model. A concept is chosen as the beginning of the sequence and a depth first traversal of the graph representing the domain is performed. The sequence of the traversal is the reading sequence for concepts. The sequence of objects in a 1:m (or n:m) association is determined from the additional key mentioned previously. The result is a hypermedia application that offers both navigation based on the data model for the domain, and a limited form of sequential navigation in the form of a reading sequence. The reading sequence represents only one specific instructional strategy. The hyperbook system does not allow for variations in the method of determining the sequential navigation (Frohlich, et al. 1997).

An alternative to instructional design tools with built-in knowledge about instruction (and instructional sequence) is to create tools that can learn new instructional strategies. As the instructional designer becomes familiar with different strategies, the design tool can have the strategies added to its repertoire and begin to incorporate them into the advice system. Id Expert™ is an adaptive instructional development tool that modifies the instructional strategies on-the-fly as the learner works with the system based on the learner's interactions with the system (Merrill 1997). While the system does try to modify the instructional strategies, its advice is limited to selections from its original set.
of strategies. Id Expert™ creates instructional hypermedia using Instructional Transaction Theory (ITT) as the basis for modelling. ITT based models are good for sequential navigation but provide a limited set of data on which to base data model navigation.

Another system, MetaLinks, allows instructional designers to create hypermedia applications based on a hierarchical model of information (Murray, et al. 1998). MetaLinks doesn't use an explicit conceptual model, instead individual files are the atomic units of information and the organization of the information is assumed to be hierarchical. MetaLinks uses a depth first search to create instructional materials for learners and allows the instructional designer to tailor the information presentation through user-defined link types. One interesting feature of MetaLinks is the capacity for instructors to control the depth of traversal of the information hierarchy and for learners to request additional depth. In effect this allows the instructional plan to be modified dynamically (Murray, et al. 1999) although the strategy used to create the materials is always depth first through the hierarchy.

The designers of intelligent tutoring systems (ITS) take a slightly different approach to the creation of instructional hypermedia. The goal of most ITS designers is to automate the instruction for specific, goal-oriented tasks. Often, but not always, these tasks are behavioural in nature, such as instruction on the operation of electronic devices. As a result, ITS designers represent the instructional domain as a series of concepts that build up to an understanding of a final, goal concept.

One such system, the Dynamic Course Generator (DCG), builds a model of the domain and uses that model to automatically create tutorials for learners (Vassileva 1995). DCG represents the concept structure separately from the materials and the course is generated by applying algorithms to the concept structure. The algorithms for course generation also take into account the system's internal knowledge about instruction.

The DCG includes the notion of codifying knowledge about instruction to allow the rules to be used to generate instructional material. DCG uses discourse rules to constrain and define the final hypermedia tutorial. DCG provides a basic set of
discourse rules and a design that allows for additional rules, but the author notes that it is extremely difficult to systematically record knowledge about teaching, largely because teachers are not good at describing the teaching processes they use (Vassilev 1995).

2.5 Conclusion

Instructional design is similar enough to software design to allow the application of software engineering principles to the instructional design task. The similarity is even more apparent when the design task is the creation of instructional hypermedia, because the final product bears striking similarity to a software application. A software engineering approach to instructional design allows one to use common notation (the UML for instance) for the models representing the application. However, instructional designers are rarely also software professionals, so the development process cannot simply be the same as for software. Instead, the process for instructional design must incorporate the processes that instructors already use. Educators spend a significant portion of their design time planning the sequence in which material will be presented to learners. The difficulty in using a software engineering or hypermedia design metaphor for instructional design is that the sequencing of the presentation is not usually considered and never to the extent that is required for instructional design.

A design process for instruction must include a modelling representation for the sequencing of instructional materials. This sequence is in part determined by the concepts to be taught, in part determined by the characteristics of the learners, and in part determined by the purpose underlying the instruction. Instructional designers use their knowledge of instructional strategies and their own personal views on instructional theory to shape how they organize instruction. A tool that supports instructional design must have some mechanism for giving advice that is compatible with the views of the instructional designer and for incorporating new views into its advice schema.

Instructional hypermedia is time consuming and expensive to make, so most applications are designed to appeal to as broad an audience as possible. The hypermedia application is created to be a general as possible allowing it to be used for
many different purposes. Unfortunately, this approach often results in an application that is less useful than it could be for most purposes. A tool to support the development of instructional hypermedia must allow for the creation of specialized hypermedia applications from reusable information components. The same information should be useable in an application designed to provide a review as in an application that was intended to teach a specific new skill. This sort of reusability requires that the creation process be at least partially automated to reduce the time required to create new instructional applications. It also requires that the site structure and navigability be measurable and testable.

Instructional designers require software that supports the development of instructional hypermedia applications. The software must guide developers through a systematic design process and should make use of metrics to ensure a quality application. It must incorporate known good practices and solutions to common hypermedia design problems, since the users are instructional designers and not necessarily experts in hypermedia. The design environment must also provide support for different approaches to instruction and allow the designer to tailor the final product to different instructional goals. Many support environments exist, but none fulfill all of the above requirements. The following chapter presents an approach to developing instructional hypermedia applications that considers each of these issues.
Chapter Three

APHID: A Framework for OO Development of Instructional Hypermedia

Typically we think of the purpose for instruction as simply to enable learning about a particular topic. While the overall goal of instruction is to communicate the concepts within a certain domain to learners, there are secondary goals as well. These goals vary, but generally are specific to the type of knowledge the learners are intended to be acquiring and how best to communicate that knowledge. These secondary instructional goals lead to decisions such as when to provide an overview, a review, or a detailed understanding. Hypermedia applications that are intended to be instructional must reflect these different instructional purposes, as well as the structure of the actual material in their design and presentation.

An instructional hypermedia application that presents a review should have a different structure from one intended to provide an in-depth study of the same topic. It should contain more succinct information and the sequence of concepts should be arranged differently. The differences in structure can be described using concept maps, domain models, and a set of rules for sequencing presentation. More generally, these differences can be described using a patterns-based description to facilitate communication between designers and instructors. These patterns, along with an object-oriented analysis and design (OOAD) approach and a model that reflects the instruction as well as the content can be combined to create a structured repeatable design process for instructional hypermedia applications. The resulting development approach is called Applied Patterns for Hypermedia Instructional Design (APHID). APHID is an object-oriented approach to hypermedia design similar to OOHDM (Schwabe, et al. 1996). The differences are that APHID explicitly represents instructional components and sequences and that APHID uses pattern descriptions to ensure that both instructional
experts and software designers have the same understanding of the intended hypermedia. It allows designers to specify preferred sequences through the hypermedia application and to identify the instructional aspects of specific materials that will be used in the application. Any object-oriented process would suffice for the basic design methodology, as would any notation that supports object-oriented design. For this research a notation based on the UML has been developed as the vehicle to represent the designs for the hypermedia applications and general object-oriented methods are employed rather than one particular process.

APHID consists of software tools to support the creation of instructional hypermedia applications and a prescribed process for creating the applications. The process involves first defining the domain of instruction with a concept map, then creating the elements that will make up the pages of the hypermedia application. The software tool contains functionality supporting both of these steps. The hypermedia application is generated from the concept map and page elements using configurable constraints and rules that are part of the software environment. APHID creates hypermedia to be used as an individualized instructional aid rather than hypermedia that is intended to do the actual teaching. The remainder of this chapter details the APHID development process.

3.1 Creating Instructional Hypermedia
The APHID approach to instructional hypermedia application design is somewhat different from that usually taken when constructing instructional materials. Typically the instructional designer works from a curriculum and creates the materials to follow the pre-set curriculum. In our approach, the instructional designer first creates the map of the concept space, then creates the data elements that are the instantiations of those concepts. The curriculum or sequence is created semi-automatically later in the development process. For instance, if the instructional topic was data structures, the concept map would have data structures as the root of a graph and concepts like stacks, trees, and arrays as child concepts related by abstraction relationships. Each concept could have any number of data elements associated. Perhaps the data structures concept has data elements that are paragraphs describing data structures in general. The stacks
concept may have a data element that is a simulation allowing the learner to observe how a stack works.

For instruction, consideration of semantic characteristics as well as static characteristics of the data is required. In addition to understanding which objects interact to create the application, it is also important to understand what the possible sequences of presentation are (from a learner's perspective) and to determine which of those are appropriate for any given instructional purpose. These sequences can be represented as algorithms describing a traversal of the graph representing the concept map. As each node in the graph is traversed, it becomes the next part in the instructional sequence.

The principles associated with software patterns can be applied to the design and construction of instructional hypermedia applications. The sequence of instruction, with respect to the concept map, and size characteristics of the application can be described in terms of patterns. Each pattern, in this case, would represent a known 'good' solution to the problem of presenting the next important piece of information for a particular user, given a particular instructional goal. Describing the sequences as patterns is not requisite for the successful functioning of the development approach, but it is useful to communicate what APHID does, both to instructors and to software designers.

3.2 Instructional Hypermedia

Instructional hypermedia differs from other hypermedia because the instructor anticipates and perhaps even imposes the goal of the learner. From a modelling perspective, this both simplifies and complicates the modelling task. Instead of modelling a general purpose hypermedia application to fit a variety of user purposes, assumptions can be made about what the user wants to do or ought to do (from the instructors perspective). This is possible because the learner may be given a specific task to accomplish rather than always being allowed complete freedom to self-select a goal. The designer must understand how the different instructional goals change the presentation of the material. Nonetheless, predictions can be made about the sequencing and presentation of the information in an instructional web site, based on the learning goal imposed externally by the instructor.
Recall the example of the conceptual model describing *data structures*. The model will include concepts to describe the operations possible on the different types of data structures as well as concepts describing the use of the various data structures. If the instructional goal is to present a short introduction to data structures, it is unlikely that the learner requires detailed information about how the *pop* algorithm for a stack works. An instructor would just skip those parts of the concept map that were not relevant to the present learning goal.

It is the same for the development of hypermedia applications. The presence of a clear learning goal often allows the designer to eliminate portions of the conceptual model (which may be quite large) from the model of the hypermedia system. Any parts of the conceptual model that are not relevant to the learning goal are simply ignored for the specific hypermedia application under consideration. This does not imply that those concepts are eliminated for all applications constructed for the particular domain of instruction, just for the one specific learning goal.

### 3.3 Models for Instructional Hypermedia Analysis and Design

The design of instructional hypermedia is similar to construction of any other hypermedia application. It requires similar sorts of modelling, similar sorts of analysis, and the same kind of presentation considerations. The difference is that instructional hypermedia requires two sorts of navigation: navigation that follows from the model of the domain, and navigation that follows from the model for the sequencing of instruction (Frohlich & Nejdl 1998). These two different navigational models can be determined if the design of an instructional application includes both a domain model that represents the ‘types’ of the data and a model of the semantics associated with the instructional domain. The APHID environment utilizes both a domain model and a semantic model.

The Basic Computer Science Concepts (BCSC) tutorials (Tokarchuk 1998) were created to provide on-line instruction for Computer Science students who were lacking an understanding of basic concepts. Each tutorial covers one basic concept, such as trees, sorting or stacks. The tutorials were constructed by hand, but the concepts and data
elements from them have been used as the test materials for this research. The remainder of this section contains examples taken from the BCSC tutorial about stacks.

3.3.1 Domain Model

Within APHID, the domain model for an instructional hypermedia application consists of the model of the types of instructional materials that make up the application. These types are called instructional classes. In a sense, the domain model for any specific instructional hypermedia application is a subset of the model that represents all possible instructional classes. The second part of the data model is meta-information about the interacting objects that make up the hypermedia application. Each such object is called a data element. A data element is, in some senses, an instance of an instructional class. Each data element represents a discrete unit of content to be delivered, for example, a data element about stacks could be the algorithm for pushing an item onto a stack. The meta-information about these elements allows APHID to record the relationships between elements and the concepts as well as information about how the elements relate to one another. The addition of meta-information about each element to the data model results in a model that is quite specific, but still more general than the finished hypermedia application.

3.3.1.1 Instructional Classes

Instructional classes are represented as a class diagram in the common object-oriented sense. The difference between instructional classes and most other domain models for hypermedia is that the instructional classes represent the ‘meta-domain’ of providing instruction rather than the content domain. In the case of instructional hypermedia it is these meta-concepts that provide the structure to the hypermedia application.

For instance, the Art Museum used as an example by Schwabe et al. (1996) contains classes such as Person, Artwork and Reference. These classes represent domain elements that occur frequently and share common characteristics as data classes. A hypermedia application created using OOHDM is organized using information about the characteristics of the data.
In this research the domain is instruction (rather than an art reference manual). The organization of instruction depends equally on the characteristics of the content and on the characteristics of the instruction about the content. The classes of concern in this domain are the different types of information that can be conveyed in an instructional setting. So, for an instructional application the classes can be represented as things like Instructions, Example, Exercise and Definition. Using these classes, an instructional application can be developed with attention to the characteristics of the data. For example, instructions are a sequence of steps, while a definition is a concise statement about the nature of the concept. Each of these types of data must be handled differently when presenting them to learners. For the remainder of this document, such classes will be called instructional classes. Figure 3-1 shows a few sample instructional classes.
3.3.1.2 Data Elements

The creation of a hypermedia application with APHID depends on the definition of the data elements. A data element consists of the data (text, video, pictures) that the learner will view along with additional meta-data that are used by APHID to create the hypermedia application. Data elements are described using a small set of meta-data that describes the data's relationship to other elements of data in the application. The meta-data used is similar to that identified by (Instructional Management Systems (IMS) 1999). The data element contains both the information that will be displayed to the user of the hypermedia application (the learner), and the information about how that element fits into the organization of the application.

Data elements comprise the information that the learner will actually see as well as information about how that data element should be presented. Each data element is indexed by a 6-tuple containing the meta-data for the element: [Instructional class, concept, media, level, context, importance]. Each unique 6-tuple can be considered a special kind of 'class' which most often has only one instantiation in the hypermedia application, but could be instantiated more than once. For instance, consider a 6-tuple representing a quiz item data element about a single concept. Such a tuple could be instantiated many times because there could be many quiz items that have the same concept, media, level, context and importance. The only difference would be the actual data that learners see when the hypermedia application is created.

Of the characteristics represented in the 6-tuple, media, level and importance are simple lists that have three or four possible values. Instructional class represents the class (as shown in Figure 3-1) to which the data element belongs. Concept indicates with which concept, from an instructional viewpoint, a particular data element is associated. The context attribute supplies the algorithms with an understanding of the context in which a sub concept is being described. For instance, the concept a data element is associated with might be the main topic of discussion or it might be a sub-topic. Some data elements will be more appropriate for use in a secondary context, while others will be more appropriate for use when the element's concept is the primary
focus of the instructional materials. The attributes of data elements, along with their possible values are detailed in Figure 3-2.

<table>
<thead>
<tr>
<th>Category</th>
<th>Possible Values</th>
</tr>
</thead>
<tbody>
<tr>
<td>Iclass (Resource Type)</td>
<td>Any of the instructional classes</td>
</tr>
<tr>
<td>Media</td>
<td>Any valid media type (uses mime types)</td>
</tr>
<tr>
<td>Context</td>
<td>(Primary, secondary)</td>
</tr>
<tr>
<td>Concept</td>
<td>Any concept from the concept map</td>
</tr>
<tr>
<td>Importance</td>
<td>(Critical, explanatory, enrichment)</td>
</tr>
<tr>
<td>Level</td>
<td>(Novice, intermediate, advanced)</td>
</tr>
</tbody>
</table>

*Figure 3-2 Data Element Attributes*

The instructional class and the media type determine the permissible methods of displaying the data element. The level and importance determine which elements become part of the hypermedia applications and the associated concepts determine the permissible placement of the data element within the hypermedia application as a whole.

Once all the data elements are in place, the curriculum, the instructional plan and the instructional materials can all be created semi-automatically. Those traditional teaching documents (i.e. curriculum, instructional plan, etc.) are a view (in the database sense) on the data elements. The view is shaped by the knowledge contained in the concept map and by the enactment of instructional patterns that guide the creation process (Section 3.4).

3.3.2 Semantic Model

Instructional classes do not provide information about the knowledge that is being communicated. The individual pieces of knowledge (data elements) are instances of one (or more) of the instructional classes, but the instructional class gives no understanding of how that data element relates semantically to any other data element. Missing is the
portion of instructional design that selects the sequence of the concepts. Knowing that a data element is a quiz question rather than a definition is important, but doesn't give enough information to determine if it should appear before or after some other data element. Sequencing of information, from an instructional perspective, is dependent on the structure of the knowledge being taught, rather than on the static structure of the data elements. The semantic structure can be represented in a concept map. This knowledge about the instructional domain can be used to guide the sequencing and organization of the hypermedia application. We call this model the *semantic model*. Used for hypermedia application design, a concept map allows instructional hypermedia designers to create a model of the semantics of the data that can then be used to design the instructional navigation.

Consider a traditional classroom-based instructional process. The educator selects concepts to present to learners and chooses the format, the detail and the order of the concepts. The sequence in which concepts are presented, and the selection of one concept over another (by the instructor) is similar to navigating through a concept map for the domain of instruction. If the concept map is considered to be a directed graph, the path through the graph represents the instructor's choices for material. For any particular instructional purpose, say providing a review, the sequence (or pattern) through the concept map should remain more or less the same, regardless of the problem domain.

To be useful to hypermedia designers, the concept map must be expressed in a consistent format, regardless of the instructional domain. For instance, a concept map will represent certain types of associations within any domain, perhaps an ordering relationship to indicate that one concept is prerequisite knowledge for a second concept. It is desirable that the relationship types remain constant across instructional domains, to allow designers to make decisions based on the structure of the concept map without consideration for the specific instructional material. This requirement necessitates a specification for a generic instructional concept map.

The construction of a detailed concept map for the domain of instruction is the first step in the APHID approach to instructional hypermedia development. The structure of the
map, along with an understanding of the purpose of the instruction governs how the hypermedia application will be assembled. The key is the associations that concepts have with other concepts because the algorithms that guide the creation of the hypermedia application make use of the associations.

An example concept map for the Stacks tutorial appears in Figure 3-3. Four kinds of associations appear: aggregation, generalization, prerequisite and uses. Aggregation and generalization have the same application and meaning as for object-oriented software design, part-of and is-a respectively. They are represented in diagrams using the UML notation for aggregation and generalization. Prerequisite and uses links have no direct counterparts in OO analysis and design.

Figure 3-3 Concept Map for Stacks Tutorial
Prerequisite links between concepts indicate that an understanding of Concept A is dependent upon some information in Concept B. The UML notation for dependency is used to represent this association, although the definition of prerequisite is not exactly the definition of dependency. Prerequisite links are allowed only between 'siblings' or concepts that have the same immediate parent and are connected to that parent by the same type of link (i.e. aggregation). For example, there is a prerequisite link between the concepts of Pop and Top in Figure 3-3. This link indicates that the concept of Pop should be taught before the concept of Top.

Uses links define an association between concepts indicating that one concept requires knowledge of the other for complete understanding. They are similar to the prerequisite relation, but not as strong and may exist between concepts that are not peers. A uses link indicates that one of the two concepts in the relation contains information that is background or prerequisite information for the other concept. But, the relationship is weak enough that it is not crucial that the background information be understood in order to understand the second concept, in other words it is acceptable to teach the dependent concept without teaching the background concept for some learning goals.

The concept map defines how the topics associated with the domain of instruction will be presented to the learners. It represents the instructor's understanding of the domain of instruction. The root of the concept map (stack in the example) represents the most general topic of instruction. Most often, instruction begins at the general concept and proceeds through the sub-concepts in some order. The sequence is determined by the instructional goal, but the sequence will only be accurate if the concept map is constructed correctly. Its construction requires extensive knowledge about the domain of instruction and a clear understanding of how that knowledge is structured.

3.3.3 Navigation Model
The navigation model for an instructional hypermedia system must incorporate information from both the domain model and the semantic model as well as the desired instructional purpose (which implies a particular sequence through the material). Both data model and sequential navigational possibilities must be represented. This includes
navigation between the different nodes (pages) in the hypermedia application and navigation from data element to data element within each node. A node in the navigation model can be thought of as a class or data structure with several members. Due to the difficulty of graphically representing this complex information for an entire hypermedia application, the navigation model is not represented as a diagram in the APHID approach. Instead it is inferred (algorithmically) from the domain and semantic models using instructional and site design patterns, and is presented to the user as the finished application.

Figure 3-4 shows the portion of the APHID conceptual model that details the structure of the navigational model. The many-many associations (indicated with 0..* notations on the relationships) make diagramming the navigational model difficult, but because it

![Diagram of APHID conceptual model](image)

*Figure 3-4 Partial Conceptual Model for APHID*
is quick and easy to modify and regenerate applications, the lack of an explicit user-diagram for the navigation model is normally not problematic.

APHID uses the semantic model and the instructional goal to plan a sequence for the instruction. The sequence could be completely linear, if the instructional goal was something that was compatible with a linear presentation, but is more likely to have several choice points for students. Once the sequence is established, each concept is examined and the appropriate data elements are selected using the constraints on ability and depth of coverage provided by the designer. After data elements are selected, the navigational model is completed giving priority to the sequential navigation derived from the semantic model, and adding data model navigation wherever appropriate. User interface constraints and patterns guide the addition of data model navigation.

3.3.4 Presentation Model
Each instructional class can be presented in a variety of ways. The presentation model for an instructional class describes how the information will be presented given the constraints imposed by the application developer. For example, one data element that represents an activity might be best presented as a series of pages due to its length or complexity, while another data element describing an activity might be best presented on the same page as the explanation. The creation of a presentation model must take into consideration all the characteristics of both the instructional classes and the data elements. The presentation model for APHID will consist of a set of templates, described as patterns, defining possible presentations for different instructional classes. For example, one kind of instructional class is the quiz. In some situations the instructor may wish for a quiz to be presented to the learner a single quiz item at a time. In other situations the quiz should be presented as a single unit. Presentation patterns describe the different presentation possibilities that APHID supplies and allow the designer to make informed decisions about which presentation template to apply to a particular data element. The templates and patterns are defined using common user-interface design principles (Nielsen 1993).
3.4 Patterns for Instructional Hypermedia

Two types of patterns are used to guide the construction process: presentation patterns and organizational patterns. Presentation patterns are patterns that guide the construction of the hypermedia based on structural characteristics of the data and known user interface design principles. Presentation patterns are similar to the patterns identified by previous researchers (Garrido, et al. 1997; Manns 1998). Organizational patterns guide the construction of the hypermedia from an instructional viewpoint. It is the organizational patterns that give guidance about which materials should be presented first, and how extensively each topic should be explained.

Patterns to guide the creation of instructional hypermedia are described within the context of the concept map for the domain (which indicates the characteristics of the data) and the instructional goal of the hypermedia developer. The patterns describe approaches to creating hypermedia that result in applications that are well constructed and educationally worthwhile. These instructional patterns work on the assumption that the structure of content has common characteristics across the potential domains of instruction and across various learners. Patterns for both hypermedia design and pedagogical design can be used to guide the construction of the finished application. In the case of APHID the pattern descriptions also include algorithms that represent the instructional pattern applied to a concept map. APHID patterns are useful both to the educator and to the software specialist.

3.4.1 Presentation Patterns

When considering a single concept, the design and construction of the hypermedia application is relatively straightforward. Even if the concept has several 'pages' worth of information, design principles and patterns can be followed to produce a well-designed hypermedia application based on the characteristics of the data elements and the instructional class of the data. Any design process can be used successfully to create well-constructed pages with predictable hyperlinks between the types of data. Presentation patterns consider the presentation model and the navigation model when proposing recommendations for the construction of a hypermedia page.
Instructional hypermedia pages can be constructed algorithmically by using presentation patterns to guide the visual appearance of the pages and rules (constraints) to govern the quantity of information and hyperlinks on the page. The rules function in a similar fashion to golden rules, (Nanard & Nanard 1998) which specify guidelines for making choices about structural elements and presentation styles. Although the hypermedia designer could control each attribute of the presentation directly, presentation patterns guide the designer through decisions such as the combination of instructional classes to create hypermedia pages and the placement of hyperlinks within the data elements. Presentation patterns within APHID are described with default settings to be used to automatically generate hypermedia pages without necessitating designer intervention.

3.4.2 Instructional Patterns
Instructional patterns are the organizational patterns for instructional hypermedia. They consider the semantic model and the domain model along with the instructional purpose for the hypermedia application. They give suggested solutions for decisions such as: which concept to discuss next, and which concepts to explore more fully than others. Again, the instructional designer can make all of these decisions unaided, but the instructional patterns provide guidance for those who wish it. They represent instructional decisions that are known to have worked previously in a particular situation and they enable automation.

The goal of the instructor (or the instructional designer) determines which organizational pattern is used to guide the construction of the hypermedia application. For instance, an instructor may want to give learners a detailed treatment of a topic, in which case each concept in the concept map must be examined thoroughly with prerequisite concepts being examined first. On the other hand, it may be the instructor's intent to provide an overview only, in which case each concept should be covered, but only superficially, and some unimportant concepts may be left out entirely. If remediation is the goal of instruction, a review of prerequisite concepts is in order followed by an in-depth study of the concept to be remediated. Other possible instructional goals include review, preview and enrichment, each with their own pattern
of instruction. Like presentation patterns, instructional patterns can be described for communication with instructional designers and can be represented with algorithms to facilitate automation.

Four instructional patterns have been defined as part of this research. Two of them, Depth First Instruction and Spiral Instruction, are presented here as examples. These patterns contain algorithms that model the process an instructor might use when planning instruction of this sort. The algorithms can be implemented, using a concept map, to allow semi-automated construction of the hypermedia application. APHID uses the constraints associated with a project to select a sequence of topics from the concept map and to create a hypermedia application. Unless constraints are unsatisfiable, APHID will create the entire application unaided. If the constraints are complex, or if the designer wishes to have more control over the development process, APHID allows for human intervention during the development process.

Depth First Instruction (DFI) is a pattern of instruction used to teach the target concept by teaching each sub-topic in turn, in its entirety. The DFI pattern is most suitable when learners are missing a large amount of background material or when the concepts being presented are only loosely related to one another. The Depth First Instruction Pattern is given in Figure 3-5. Using Depth First Instruction to create a set of instructional materials requires a concept map and the data elements associated with it. The pattern indicates that a depth first traversal of the concept map is performed, starting at the root concept. The types of associations between concepts (aggregation, generalization, and uses) are handled individually. At each concept node, the data elements for that node are retrieved and assembled into hypermedia documents using a separate set of patterns and rules that describe how instruction for a single concept should be presented. Using APHID, the concept map, and the structure of the data elements, the hypermedia application can be assembled automatically.

Spiral Instruction (see Figure 3-6) is a pattern used when the instructor wishes to gradually expose the learners to each concept. Each concept in the map is presented many times, each time in increasing detail. Each presentation builds upon the knowledge presented in the previous segments. A Spiral Instruction pattern is indicated
**Each concept in a concept map should be explored once in depth.**

**Motivation**

An instructor who wishes to provide an in-depth coverage of a set of concepts generally teaches each sub-concept completely before moving on to the next sub-concept. This pattern suggests a method for ensuring that all of the sub-concepts that comprise a topic concept are covered in depth to ensure a comprehensive understanding of the target topic.

**Applicability**

Use the Depth First Instruction pattern when:

- Students require instruction for the entire target domain, including prerequisites.
- Students are mature enough to understand the concept, but lack background knowledge.
- Students are unlikely to require long periods of time to digest sub-concept material before moving on to a new concept.

**Consequences**

The application of this pattern results in a curriculum that suggests a linear path through the set of concepts.

**Implementation**

Depth First Instruction is limited by the quantity of data elements. Concepts for which there are few data elements may not be examined in depth, even when using this pattern. The organization of the concept map has a major effect upon the final application. The algorithm makes use of the different types of links between concepts to order the information within the hypermedia. *Uses* links are processed first, followed by aggregation links then abstraction links. Prerequisite links take precedence over all other link types.

The use of an incorrectly organized concept map results in a poorly constructed application.

**Algorithm**

The algorithm for creating a curriculum and instructional materials using Depth First Instruction is given below. It is essentially a Depth First Search through the concept map with some consideration for the different types of links.

**Process the current concept**

1) *Create the instructional materials for the current concept using presentation patterns and constraints for the project.*

2) *For all child concepts.*

   a) *Sort the concepts according to link type and prerequisite information*

   b) *Recurse to process each concept in order*

**Figure 3-5 Depth First Instruction Pattern**

when learners require a gradual introduction to each concept in the map or when the concepts are strongly associated with one another.
Spiral Instruction (Organizational)

Intent
Each concept in the concept map should be explored several times, each time in more detail.

Motivation
An instructor who wishes to provide complete coverage of the target concept in an incremental fashion should use this pattern. This pattern suggests a method for ensuring that all of the sub-concepts that comprise a topic concept are covered in depth while also ensuring that learners are not overwhelmed by too much information at any one stage.

Applicability
Use the Spiral Instruction pattern when:
- Students require instruction for the entire target domain, including prerequisites.
- Students need time to understand preliminary material before going on to more advanced material.
- Concepts are highly related and are best presented in parallel.

Consequences
The application of this pattern results in a curriculum that spirals through the set of concepts.

Implementation
Spiral Instruction is limited by the quantity of data elements. Concepts for which there are few data elements may not be examined in depth, even when using this pattern. Spiral Instruction is most effective when a concept has data elements at a variety of levels.

The organization of the concept map has a major effect upon the final application. The algorithm makes use of the different types of links between concepts to order the information within the hypermedia. The use of an incorrectly organized concept results in a poorly constructed application.

Algorithm
The algorithm for creating a curriculum and instructional materials based on Spiral Instruction is given below. It is most similar to an Iterative Deepening search through the concept map. The Depth variable is initially set to one.

Create the instructional materials for the current concept using presentation design patterns.

If current concept has been covered in depth, create a review statement,

Else create an in-depth treatment of concept.

In order (as suggested by link types and prerequisites),

create the instructional materials for each child and the child's children until Depth is reached.

Increment Depth and repeat.

Figure 3-6 Spiral Instruction Pattern
3.5 Using APHID

The use of APHID consists of three distinct steps. First the designer creates a concept map and several data elements. Next the designer specifies constraints by setting various system parameters or by choosing a built-in pattern which assigns default values to the parameters. Finally, the hypermedia application is automatically constructed by APHID using the map, elements and constraints provided by the designer. This section gives an overview of the hypermedia development process using APHID.

An instructional designer working with APHID first uses the concept mapping environment to define the concepts for the domain of instruction. This definition involves naming each concept, identifying whether it is a key concept in the domain or a less important concept and providing the associations between the various concepts.

After the concept map is defined, the data elements must be detailed. The actual information that learners see must be created and the meta-information about each element must be recorded in APHID. Meta-data about the element indicate which concept(s) the element belongs to, how difficult the element is, how the element should be displayed, etc. After the concept map and data elements are created, the designer must choose the type of application desired (e.g., review, introduction, in-depth instruction or reference work), make adjustments to the default settings if desired. After this the work of the instructional designer is complete. The APHID environment can then create the hypermedia application. APHID maintains a set of constraints for the hypermedia application and is governed by those constraints while creating the hypermedia application.

For instance, suppose the designer wishes to create an application that allows learners to study the given topics in a domain in depth. This is the sort of approach to instruction that might be taken when introducing a new domain to learners. APHID first uses the Depth First Instruction pattern to move from concept to concept in the concept map. As it reaches a new concept, the data elements for that concept are retrieved and examined.

Suppose the instructional designer has indicated that only the simpler data elements should be used for this application. APHID then selects only the data elements with a
suitable level attribute. The set of elements is examined for number, length, content type and presentation suggestions. APHID decides, based on the presentation patterns associated with each element and on internal patterns suggesting basic hypermedia design, how the data elements should be organized on the pages, how many pages should be created for the concept, which other pages in the application should be linked to, and where the hyperlinks should appear. Hyperlinks are created based on the associations in the concept map and on associations within the instructional classes. Hyperlinks are represented in a navigation bar that is on the perimeter of the page. Presently no provision for including in-text hyperlinks is made.

The approach that APHID uses is somewhat similar to the navigational contexts proposed by Schwabe et al. (1996), the algorithms used in ITT (Merrill 1996), and to the discourse rules used by the DCG (Vassileva 1997). It combines the approaches of these research efforts, but hides the complexities of specifying the rules from the hypermedia developer.

In summary, APHID supports the instructional designer in building well-designed, sound hypermedia applications to use as teaching aids. An environment for creating the necessary models, and patterns to simplify and guide design decisions scaffold the instructional design process. This chapter has given an overview of the approach used in APHID. The following chapter provides details about the software environment and the methods and algorithms used to create hypermedia applications.
Chapter Four

Detailed Design and Implementation Details

APHID is a hypermedia development environment for instructional designers. It facilitates the creation of instructional hypermedia applications in the form of web sites without requiring knowledge of HTML on the part of the instructional designer. The APHID environment helps the instructional designer define the domain of instruction using concept maps, create materials for the application through a data element template and build a working hypermedia application using the application construction tool.

APHID provides a support environment in which instructors can design and create well-built hypermedia applications with a minimum expenditure of time. From the instructional designer's point of view, the creation of a hypermedia application consists of first using the software to create a concept map that represents the domain of instruction, then creating the actual materials that learners will see in the finished application. The final modelling step is to use the software to document relationships between the concepts on the map and the data that learners will see. After that, building an application is as simple as setting two parameters (type of application and level of user) and clicking a button. The APHID software decides which concepts to include, which data elements to include, which hyperlinks to create between pages, and how to display the selected items based on the models and the supplied parameters.

This chapter focuses on the detailed design and prototype implementation of the APHID development environment. Throughout the chapter reference is made to an example application, created with APHID, designed to teach the computer science notion of stacks. This example uses much of the information contained in the Basic Computer Science Concepts (BCSC) tutorial (Tokarchuk 1998) about stacks.
The first section of the chapter explains the intended uses of the system. The second section details how APHID uses the various models associated with instructional hypermedia and explains how those models are represented. The third section of this chapter gives details about how a hypermedia application is constructed using the models developed by the instructional designer. This section explains some of the algorithms used by the APHID process as well as examining the role of XML in the application-creation process. The chapter concludes with a look at parts of the example application about stacks.

4.1 Use Cases and Package Definition

The APHID software is designed to allow instructional designers to create hypermedia applications. It is also designed to facilitate the inclusion of new instructional strategies (in the form of organizational patterns) and instructional classes. The administrative tool for adding such information to APHID has not been implemented, so although provision is made in the application design for adding new instructional strategies, presently the only method of adding them is by modifying the source code.

Figure 4-1 shows the use case diagram for the entire APHID environment. For diagram simplicity the use cases for edit and add have been represented as one use case. The only difference between editing an application and adding one is the loading of an existing application rather than creating a new one, so no functionality is hidden by merging the use cases. Only those use cases associated with the Designer have been implemented in the prototype software.
The intention of most of the use cases is fairly self-explanatory; their function is to allow editing and addition of the materials required for building the hypermedia application. The high-level description for the main portion of each of the four use cases is given in Figure 4-2. The publish application use case is where most of the computing is done within APHID.
<table>
<thead>
<tr>
<th>Use Case: Edit Concept Map (add concepts)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Actors: Designer</td>
</tr>
<tr>
<td>Description: This use case begins when</td>
</tr>
<tr>
<td>the Designer chooses to add concepts or</td>
</tr>
<tr>
<td>relations to a concepts map. The Designer</td>
</tr>
<tr>
<td>adds a concept and selects the correct</td>
</tr>
<tr>
<td>type for the concept. The Designer</td>
</tr>
<tr>
<td>labels the concept with a name. The</td>
</tr>
<tr>
<td>Designer adds associations to the</td>
</tr>
<tr>
<td>graphical representation of the concept</td>
</tr>
<tr>
<td>to indicate how it relates to the other</td>
</tr>
<tr>
<td>concepts on the map.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Use Case: Add Application</th>
</tr>
</thead>
<tbody>
<tr>
<td>Actors: Designer</td>
</tr>
<tr>
<td>Description: This use case begins when</td>
</tr>
<tr>
<td>the Designer has a concept map completed</td>
</tr>
<tr>
<td>and sufficient data elements defined to</td>
</tr>
<tr>
<td>populate a hypermedia application. The</td>
</tr>
<tr>
<td>designer indicates a desire to add a new</td>
</tr>
<tr>
<td>application. The designer selects the</td>
</tr>
<tr>
<td>purpose for the application from a list</td>
</tr>
<tr>
<td>of purposes and chooses an appropriate</td>
</tr>
<tr>
<td>instructional strategy. The designer</td>
</tr>
<tr>
<td>also indicates the ability level of the</td>
</tr>
<tr>
<td>target audience. The designer then</td>
</tr>
<tr>
<td>assigns a concept map to the application</td>
</tr>
<tr>
<td>and gives the application a name to</td>
</tr>
<tr>
<td>identify it.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Use Case: Add Data Elements</th>
</tr>
</thead>
<tbody>
<tr>
<td>Actors: Designer</td>
</tr>
<tr>
<td>Description: This use case begins when</td>
</tr>
<tr>
<td>the Designer chooses to add a new data</td>
</tr>
<tr>
<td>element to the current application. The</td>
</tr>
<tr>
<td>Designer selects the type, level and</td>
</tr>
<tr>
<td>importance of the data element. The</td>
</tr>
<tr>
<td>Designer supplies the data that will be</td>
</tr>
<tr>
<td>displayed to the user of the application.</td>
</tr>
<tr>
<td>The Designer may, at this point, associate</td>
</tr>
<tr>
<td>the element with one or more concepts</td>
</tr>
<tr>
<td>although this step can be left until</td>
</tr>
<tr>
<td>later. This use case has the precondition</td>
</tr>
<tr>
<td>that the application be previously defined</td>
</tr>
<tr>
<td>by the designer.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Use Case: Publish Application</th>
</tr>
</thead>
<tbody>
<tr>
<td>Actors: Designer</td>
</tr>
<tr>
<td>Description: This use case begins when</td>
</tr>
<tr>
<td>the Designer selects an application to</td>
</tr>
<tr>
<td>publish from a list of completed</td>
</tr>
<tr>
<td>applications. If desired, the Designer</td>
</tr>
<tr>
<td>modifies the default application settings</td>
</tr>
<tr>
<td>to further customize the finished</td>
</tr>
<tr>
<td>application. Then the APHID environment</td>
</tr>
<tr>
<td>uses the information about the</td>
</tr>
<tr>
<td>application to generate a set of HTML</td>
</tr>
<tr>
<td>pages that conform to the attributes of</td>
</tr>
<tr>
<td>the application (ability level,</td>
</tr>
<tr>
<td>instructional strategy, etc.). This use</td>
</tr>
<tr>
<td>case has the precondition that the</td>
</tr>
<tr>
<td>application to be published be</td>
</tr>
<tr>
<td>previously defined by the designer.</td>
</tr>
</tbody>
</table>

**Figure 4-2 Use Case Descriptions for APHID**
The software functionality is accomplished via three main packages of code. A package diagram indicating these packages and their visibility is given in Figure 4-3. The concept and element definition and patterns and instructional strategies packages represent the domain objects and contain service objects to manage the data storage and manipulation. The application definition package represents the logic necessary to create a hypermedia application from the data definitions and the constraints associated with a particular instructional strategy. The APHID maintenance package provides means to extend the APHID environment with new patterns, instructional classes and instructional strategies. Each package is designed using a layered architecture approach to allow separation of the user-interface from the logic of the application. All packages except the APHID maintenance package have been implemented in the prototype software.

The APHID software first requires the instructional designer to create a model of the topic of instruction. This model is represented with objects from the concept and element definition package. The desired characteristics of the final site are selected and the attributes are represented using objects from the patterns and instructional strategies package. The model and the patterns are used by objects in the application definition package to build the hypermedia application.
4.2 Modelling

Hypermedia development with APHID relies heavily on the design and definition of three different types of models: a data model, a semantic model and a navigational model. The data model defines the instructional classes and the data elements associated with the hypermedia application. The semantic model defines the concepts and their relationships. The navigational model is created at run-time and defines the final structure of the hypermedia application after constraints have been satisfied. The navigation model is described in Section 4.3.1. The remainder of this section provides details about the data and semantic models, including a brief introduction to the eXtensible Markup Language (XML) (XML Working Group 1998).

4.2.1 Extensible Markup Language

The eXtensible Markup Language (XML) is a subset of the Standard General Markup Language (SGML) designed to allow users to define application-specific tags (unlike HTML which has a fixed set of tags) (Bos 1999). XML is appropriate for the definition of data elements within APHID precisely because it is extensible and allows the
definition of instruction-specific markup tags. In many ways it is similar to the schemas used to describe relational tables in a data base in that it illustrates the components that make up a piece of data and how those components are combined to create composite data items. XML is more powerful when combined with supporting technologies to produce dynamic documents from a single set of marked up data. In essence the XML portion of the document set is the database and the supporting documents describe which parts of the data should be rendered for the user and how those portions should appear.

XML is a set of rules for creating tags used for marking up text. HTML is also a markup language that focuses on the presentation of the text it marks up. Well-formed HTML (with both opening and closing tags for every element) can be treated as an XML document. Common tags in HTML denote heading size (H1, H2) and text appearance (I, B). HTML tags also delineate the function of the text within the presentation, such as whether or not a piece of text is part of a list. XML tags on the other hand are commonly written to explain the semantics of the text rather than the presentation. Often an XML schema can be translated directly into a schema for a relational or object database. The designer of the XML document type may express the data-model either as a Document Type Definition (DTD) which is a grammar-like description or as an X-Schema, which is more like a description of a relational database (North 1999). Presently the DTDs are more common and have more software support.

APHID document types are expressed as DTDs.

APHID uses XML to describe the educational semantics of the data. In other words, the XML is used to identify the parts of the data associated with the different educational components that make up an instructional web site (instructional classes). Example of the document type definitions used in APHID are given in the next section.

4.2.2 Instructional Classes
The data model used in the APHID development process describes the domain of instructional hypermedia rather than the topic of instruction. This model can be represented in any object-oriented modelling language, such as UML, where each
different type of instruction is represented as a class. The model illustrates the different instructional classes and their relationships with one another. Instructional classes have attributes and, in one sense, they have methods. The methods define how instances of the class are presented to the final user of the hypermedia application. Within the prototype software, these classes are represented by data type definitions (DTDs) for the eXtensible Markup Language (XML). The methods are represented as eXensible Style Language Transformations (XSLT) (XSL Transformations (XSLT) 1.0 1999). Each instructional class has a separate definition that describes the content of the class and how it can be combined to create more general classes.

APHID uses these definitions to guide the creation and storage of data elements as the instructional designer fleshes out the hypermedia application design. The document types for all the instructional classes implemented in the prototype software are given in Appendix A. The DTDs for the description class and the instructions class are given in Figure 4-4.

In these type definitions, a description is a PCDATA field (which means that it contains raw data) with one of five attributes: intro, summary, conclusion, explanation or preformatted. The first four attributes allow the instructional designer to provide detailed meta-data about the semantics of any particular description instance. The fifth attribute is an artifact that proved expedient for the prototype implementation. The default attribute for a description is explanation. Instructions are defined as a list that must contain at least one description instance and then a set of one or more instruction steps. Instruction step may also contain a description and must contain a single action. An action is a text statement. The interesting thing about the document type definitions is that they naturally allow for hierarchical descriptions of data and for reuse of previous
definitions. For instance, many of the instructional classes defined use the *description* element. Because the definition of the data is separate from the display characteristics, simple re-use of the definitions is possible. XSL allows the styling of the data to change depending on the context, but the information stays the same. This feature alone makes XML and XSL appropriate for use within APHID.

4.2.3 Data Elements
The second part of the data model for the hypermedia applications is composed of the meta-data for the data elements. Although data elements are instantiations of instructional classes, they form a large portion of the hypermedia application model from the perspective of the instructional designer. The instructional designer defines

```xml
<!ELEMENT data_element
   (title?, description?,
    (question_list|example|instructions|index|simulation|
     practise_problem|quiz|FAQ|description|narrative
    )
  )>
<!ATTLIST data_element
   id ID #REQUIRED
   name CDATA #IMPLIED
   importance (critical | explain | enrich) "explain"
   level (beginner | intermediate | advanced) "beginner"
  >
```

*Figure 4-5 Data Type Definition for Elements*

and organizes the data elements. A data element can be considered to be a class that inherits from both instructional classes and the concepts that make up the domain of instruction. It inherits structure from the instructional class and meaning from the domain concept. It is possible to create a model of the application using template data elements and add the actual content later in the development process. The document type definition for data elements is shown in Figure 4-5.

A data element may have a title and a description and then must consist of one instance of an instructional class. In addition a data element has a set of meta-data including a
unique ID, a name, an importance rating and a level rating. The name makes it possible to display something meaningful in a list-view of data elements. The importance and level ratings are critical to the hypermedia application construction algorithms.

The *importance* of a data element indicates the priority that should be placed on ensuring that the particular data element is included in a hypermedia application. Elements that are of critical importance contain basic information that is necessary to an understanding of the topic domain. Elements that are explanatory may contain basic information, but are written with more depth than critical elements and may also have some information that is optional. Enrichment elements contain interesting information about the topic that is not considered to be crucial to an understanding of the domain.

The *level* of a data element indicates the type of learner for which the element is most likely to be appropriate. Elements at a novice level will typically be written in simpler language than elements at the intermediate or advanced levels. Novice level elements are usually shorter and contain fewer sentences or ideas than intermediate or advanced elements. Both the importance and the level attribute are used by the software to guide the selection of data elements for the hypermedia applications.

The APHID software is designed to facilitate data element construction using simple edit boxes and drop-down lists for attributes. The actual data elements are stored as XML documents while the meta-data is stored along with the other attributes of the model. Any elements that are not textual in nature (i.e. images) are stored separately and the file name and meta-data is stored as an XML document. Because XML is the storage mechanism, the data element editing portion of the prototype software functions exactly like an XML editor. To avoid re-implementing existing software a third party XML editor, Xeena from IBMAlphaworks (IBM Alphaworks 2000), was used for XML editing rather than an editor embedded in the prototype. Figure 4-6 shows the dialog window that users work with to create new data elements. The left-hand side of the screen lists the data elements that are already created and the dialog for creating new elements is on the right-hand side of the screen.
The user can select the level, importance and instructional class from drop-down lists. The Display field becomes the name attribute of the element (and is, in fact, also used as the title in the prototype software). The FileName attribute points to the name of the XML file associated with the data element. In this implementation the XML file is created using a third-party XML editor. A sample XML file for one of the data elements used in the stacks tutorial is given in Figure 4-7.

```xml
<vocabulary_list>
    <vocabulary_item>
        <term>Stack</term>
        <definition>A stack is a homogeneous collection of items of any one type, arranged linearly with access at one end only, called the top. This means that data can be added or removed from only the top. Formally this type of stack is called a Last In, First Out (LIFO) stack. Data is added to the stack using the Push operation, and removed using the Pop operation.</definition>
    </vocabulary_item>
</vocabulary_list>
```

**Figure 4-7 Example XML Source for Data Element**
4.2.4 Semantic Model

The APHID development process uses a semantic model to define the domain of instruction independently from the data that presents the concepts to the learner. The separate modelling of the semantics of the domain facilitates the reuse of elements and instructional items within different hypermedia applications. Semantic models are not new to instructional design, but are not frequently incorporated into hypermedia design.

The semantic model used by APHID is represented as a concept map with four types of relationships between entities on the map. The graphical representation for the map is based on a simplified class-diagram representation. The simplified representation shows concepts as classes with no attributes or methods and allows for abstraction, aggregation, and prerequisite relationships between concepts. The representation is not quite accurate from a software design viewpoint, since the concepts do have attributes and even methods after a fashion, but a complete class-diagram would be inappropriate for the instructional designer using the APHID design environment.

4.2.4.1 Concepts

Concepts form the basis for the semantic model. A concept is an idea or unit of knowledge that has cohesion and a sense of belonging together. A dictionary definition for concept is as follows: “an abstract or generic idea generalized from particular instances” (Merriam-Webster Online 2000). For the purposes of building concept maps, concepts can be quite broad or general, and often have sub-concepts, but should be able to be described succinctly in a sentence or two.

Four types of concepts have been defined for use within the prototype APHID software. The four types allow for enough distinction between concepts to allow the hypermedia construction algorithms to function adequately without overwhelming the instructional designer with choices. The four types are: root, seminal, secondary, and target. The root concept is the main concept for the domain of instruction. For example, if a concept map were being created about different modes of transportation, the root concept would likely be transportation.
Seminal concepts are those concepts which are key to understanding the domain. If a completed concept map were stripped of all concepts except the root and seminal concepts, there should still be enough information in the map to provide a good, general picture of the domain. Secondary concepts are concepts that are not critical to a general understanding of the domain but that are necessary for a detailed understanding.

The notion of target concept is more related to instruction than to the semantics of the domain. A target concept is one that is the focus of the instruction. A target concept will be explored in more detail than other concepts, and often will be returned to frequently during the course of a tutorial. It is possible for the instructional designer to change the type of a concept within the environment. Figure 4-8 shows the dialog box for editing concepts. The user may select from the four types of concepts, change the name of the concept and observe the number of links to the concept and the number of elements associated with the concept. The latter two attributes are intended only as information for the instructional designer as the design of the hypermedia application proceeds; they cannot be changed from within this dialog. Figure 4-9 shows the concept

Figure 4-8 Concept Editing Dialog
map for the stacks example. In the figure, concepts represented by a 1 are seminal concepts and concepts represented by a 2 are secondary concepts. The root concept is shown by the R icon. There are no target concepts on this concept map.

4.2.4.2 Links

Links between the concepts define the relationships between ideas and add structure to the domain definition. The process of identifying relationships between concepts increases the instructional designer's understanding. The relationships are the mechanism for providing guidelines for the construction algorithms so careful identification of relationships is crucial if good hypermedia applications are desired.

There are four types of relationships between concepts, with the roles of each concept within the relationship playing an important part in the design. Facility is provided within the prototype software for the aggregation, abstraction, uses and prerequisite
relationships discussed in Section 3.3.2. Links are created within the prototype environment by dragging a line between two concepts. The completed concept map for the stacks example is shown in Figure 4-9. The symbol on the link between the concepts differentiates the types of links. The symbol is closest to the concept that is on the 'receiving' end of the link; the concept that would be the object in a sentence about the link. For instance, the concept of applications is part of the concept of stack- so the link between them points towards stack. The type of a link can be changed by the instructional designer, but the only way to change the direction of a link is to delete it and draw it the other way around.

4.2.4.3 Adding Data Elements
Once the concept map is created and the data elements are defined the final step in creating the semantic model is to associate data elements to concepts. The associations between elements and concepts are not typed and an element can be associated with more than one concept. Multiple associations are likely in the case where an element is a simulation or demonstration that illustrates many concepts in the domain. One such element from the stacks example is the applet that demonstrates all of the stack operations.

Elements are dragged from the element list to a tree representation of the domain model to form the associations. The interface can be seen in Figure 4-10. The list of elements is on the left and the tree representation of the concepts and elements is on the right. From the tree representation, the designer can check on the properties for both concepts and elements. Once the instructional designer is satisfied with the number of elements associated with each concept, hypermedia applications can be generated.
4.3 Creating Hypermedia

From the instructional designer's point of view, the creation of a hypermedia application from the completed model can be as simple as setting two parameters (type of application and level of user) and clicking a button. The APHID environment decides which concepts to include, which data elements to include and which hyperlinks to create between pages based on the model and the supplied parameters. The actual processing that occurs is much less simple, however. This section discusses how the algorithms behind the creation process work and how the different parts of the model are chosen or excluded from the finished application.

The basic process is quite straightforward. Given a graph-representation of a domain, traverse the graph and at every node of the graph determine if the concept represented
by that node should be included or excluded from the final application. If the concept is included, select the appropriate data elements for the concept, select the necessary hyperlinks to other concepts, build the HTML page and continue. When the traversal is finished, the web site will be constructed. Complexity is added when constraints to ensure quality in the web site are added.

These constraints have default values selected when the instructional designer chooses an instructional pattern and type of user. The constraints control things like the number of elements on a page, the number of pages allowed and the kinds of data-elements selected. APHID is designed to allow the instructional designer to select values for some or all of these constraints manually. This feature allows experienced designers to create hypermedia applications that accommodate their personal preferences. For instance, the default values for the constraints represent the personal preferences of the author. They are based on accumulated experience working with the subject matter and learners as well as upon personal teaching style. Other educators will have different preferences. A more complete discussion of the constraints involved can be found in Section 4.3.1.2.

The prototype software divides the work of creating the site into two discrete steps. The first step is to create a navigational model and to record that model. The second step is to transform the navigational model into HTML. The second step is accomplished by applying an XSL style sheet to the XML representation of the navigational model. The first happens within the modelling environment when the instructional designer selects the 'build web site' option. The two steps were separated because third-party processors for XML and XSL were freely available, but were written in Java while the rest of the prototype software is written in C++. Although integration of software written in the two languages is possible, a simpler solution is to create the hypermedia application using a two-step manual process.

4.3.1 Building the Navigational Model

The APHID prototype software represents the navigational model internally rather than explicitly presenting it to the instructional designer. The navigational model records all
of the entities that will ultimately be seen in the final hypermedia application including concepts, hyperlinks, and data elements. The information about the navigational model is stored in a separate data structure created during the execution of the build algorithm. The data structure is a list of navigational nodes stored in tutorial-order, the order in which they would be presented to the learner if a strict next-back tutorial were being created. The creation of each node is subject to a number of constraints and algorithms. This section first presents relevant details about the navigational nodes and the information kept about each node. Then the variables that govern the selection of items for the navigational model are discussed, along with a description of their effect on the final hypermedia application. The section concludes with presentations of the algorithms used to select entities for the model.

4.3.1.1 Navigational Nodes
Each navigational node in the model represents a single hypermedia page in the finished application. Any concept found in the domain model will be represented by one or more navigational nodes if the concept is selected to be in the final application. The C++ header information for the navigational node class is presented in Figure 4-11. It illustrates the information that makes up the navigational node class. The class keeps track of the concept it represents, the links and data elements that are associated with it and some statistical data such as the depth from the root node, and the number of other prior nodes that the same concept has representing it.
The notion of prior nodes is an important one. Any concept in the domain model can
be represented by a number of nodes. The final navigational model is a list of
navigational nodes in tutorial-order, the order in which nodes would be presented if a
linear tutorial were constructed. A prior node in this context is an earlier node (in the
tutorial-order) that is about the same concept. A simple explanation is that the prior-
node represents part 1 of a concept explanation and the subsequent nodes represents part
2 (if there are only two parts). Keeping track of this information makes it possible for
the prototype software to customize presentations of the concept to reflect their position
in the tutorial. For instance, nodes that appear later in the tutorial might have hyperlinks
leading to earlier explanations. Or later nodes might have the more difficult elements
while earlier nodes present the easier elements. Much of the tailorability of the final
hypermedia applications comes from the software's ability to build on this type of
information.

4.3.1.2 Rules for Navigational Model Construction
Typically the navigational model is constructed using preset values for the different
rules associated with application construction. These values are determined by the two
attributes of the application, User and Instructional Strategy or by manual intervention
on the part of the instructional designer. Manual intervention presently requires minor modification to the software. A user interface to accomplish this is trivial to implement but was not important for this research.

The User attribute is chosen to be one of novice, intermediate or advanced. The level of the user determines which data elements are selected and the number of pages and elements that a web site will have. It also partially determines which concepts will be selected to be included in the data model. The Instructional Strategy attribute determines the tutorial-order for the navigational model as well as the hyperlinks and the order in which they appear on the web pages.

Any number of instructional strategies are possible; four have been implemented in the prototype software: Depth First Instruction, Spiral Curriculum, Remedial Instruction and Review Instruction. The four strategies are implementations of the organizational patterns discussed in Sections 3.4.2. Depth First Instruction and the Spiral Curriculum were discussed in Section 3.4.2. The Remedial Instruction strategy is intended to provide remedial teaching for a particular sub-concept along with a quick review of the other main concepts. The Review Instruction strategy is intended to provide a high-level review for an entire topic.

Once the values for the rules are determined, the set of rules created for the navigational model determines the ultimate size and structure of the application. The C++ header file for the rules class is shown in Figure 4-12. The rules class records the user type and translates the instructional strategy attribute set by the instructional designer into the appropriate organizational pattern. The rules are divided into several sets: rules about site size, rules about page size, rules about concept selection and rules about data element selection. The rules class could also record rules about selection of links. The prototype contains the link-selection logic in one section of the code, rather than in the rules class, because a non-optimal choice for internal storage of links was made early in the prototype design. It proved to be simpler to implement link selection directly, rather than make awkward modifications to the rules class.
Figure 4-12 C++ Header for Rules Class

The rules about size, both page size and site size, are mainly for use by constraint checking algorithms, although they are used somewhat during the building of the navigational model. The algorithms to construct the navigational model use the rules about concept and element selection as well as the implicit rules about link selection. The choice of user-type affects the rules for size, for instance, a site designed for novice users would be restricted in size more than a site designed for advanced users.

The choice of organizational pattern affects rules that determine the selection of items for the final web-site (user-level has some effect on these rules as well). The rules about concept selection include information about how the domain model should be ordered for that particular type of organizational pattern (algorithm type and traversal type).
This information is used by the APHID software to determine how the domain model (made up of concepts, links and associations to elements) will be processed to create the navigational model.

An example is instructive. Consider an application intended to present the material to a novice learner who has previously studied the concept. This learner has demonstrated difficulty with the concept of *methods* and needs remedial instruction in that concept as well as a review of other concepts. Such an application would use the remedial instruction pattern, which suggests that all concepts should be marked for expansion and that all but the target concept use the same traversal algorithm. The target concept (methods in this case) uses a different traversal algorithm to present the target material in smaller sections. The values for the rules are determined and the rules are methodically applied to each entity in the domain model. The result is an annotated domain model that supplies information about how those entities should be treated when the navigational model is constructed. The values given the four different types of concepts for this example are shown in Table 4-1. For all of the implemented strategies, the root concept and seminal concepts are handled identically. The distinction between them is necessary for the graph traversal algorithms, and it is conceivable that additional instructional strategies could be developed which treat the two differently.

In addition to values that depend on the type of concept involved, some rules are global to the intended hypermedia application. Generally these global rules are based more on

<table>
<thead>
<tr>
<th>Rule</th>
<th>Root Concept</th>
<th>Seminal Concept</th>
<th>Secondary Concept</th>
<th>Target Concept</th>
</tr>
</thead>
<tbody>
<tr>
<td>Maximum Expansions</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>3</td>
</tr>
<tr>
<td>Traversal Type</td>
<td>Prefix</td>
<td>Prefix</td>
<td>Prefix</td>
<td>Prefix</td>
</tr>
<tr>
<td>Algorithm Type</td>
<td>Depth</td>
<td>Depth</td>
<td>Depth</td>
<td>Breadth</td>
</tr>
<tr>
<td>Concept Type Selected</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
</tbody>
</table>
the type of user the application is intended for than on the instructional strategy chosen for the application. The values set for a sampling of these rules for the example application are given in Table 4-2. It should be noted that many additional rules are possible, including rules to set the minimum numbers for links and elements, the total number of pages allowed in the finished application and rules describing the desired balance between text and other media. The set used in the prototype software is rich enough to allow reasonable control over the application creation process without creating a rule set that has conflicts requiring complex constraint solving algorithms. Further development of the software will require a reassessment of the rules involved and possibly the introduction of new rules in addition to the simple ones presently used.

4.3.1.3 The Traversal Algorithms
Once all of the concepts have been annotated with values for the rules, the traversal is begun using the traversal types given to the concepts during the marking phase. The root concept of a graph must have a traversal type, which then becomes the default traversal for the application. If a sub-concept has a different traversal-type than its parent, the entire sub-tree rooted at that concept will be processed using the sub-concept's traversal algorithm. It is possible that concepts will appear several times in the list if their maximum expansion attribute is set to any number greater than one. Concepts that are not marked during the first phase of the application generation process are ignored during this phase. The order created determines the order in which concepts will be expanded and also determines, in part, which concepts will have hyperlinks to other concepts. The prototype software is limited to either a Depth First or a Breadth First traversal of the graph, although there is no reason why more sophisticated

<table>
<thead>
<tr>
<th>Rule</th>
<th>Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Maximum Links</td>
<td>4</td>
</tr>
<tr>
<td>Maximum Elements</td>
<td>4</td>
</tr>
<tr>
<td>Maximum Depth (of tree)</td>
<td>5</td>
</tr>
</tbody>
</table>

Table 4-2 Example Global Rules for Remedial Application
algorithms couldn't be experimented with. The software is designed for the addition of alternate traversal algorithms.

In addition to varying the algorithm for traversing the graph, the order of traversal can be varied. The software is designed to handle infix, prefix, postfix and a combination prefix-postfix order. A typical classroom teaching scenario generally involves a prefix expansion of concepts. The teacher usually explains the current concept before moving on to child concepts. It is possible to imagine review situations where concepts are presented in a sort of post-fix order, or in a combination of prefix and postfix where the general concept is discussed, the child concepts are discussed and the general concept is reviewed. The prototype implementation of APHID uses only prefix traversal order because it was adequate for demonstrating the principles.

The first step in creating the navigational model is to do a full traversal of the graph represented by the domain model. The graph is rooted by the root concept and the algorithm initially used for the traversal is determined by its algorithm-type value. Recall the stacks example. Root, seminal and secondary concept types were set to use a Depth First Search and target concepts were set to use a Breadth First Search to allow multiple expansions of the concept (which breaks up the information into smaller chunks and presents more detail than a single page. Each time a concept is encountered during the traversal it is added (in prefix order) to the list of concepts. At the end of the traversal, the list of concepts represents the tutorial-order for the finished hypermedia application, or the order in which the pages would be presented if a strict tutorial were being generated. The tutorial-order list of concepts that makes up the first stage of the navigational model for this application is given in Figure 4-13.

<table>
<thead>
<tr>
<th>1. Stack</th>
<th>2. Applications</th>
</tr>
</thead>
<tbody>
<tr>
<td>3. Arithmetic Expressions</td>
<td>4. Recursion</td>
</tr>
<tr>
<td>5. Representation</td>
<td>6. Linked List</td>
</tr>
<tr>
<td>7. Array</td>
<td>8. Methods</td>
</tr>
<tr>
<td>7. Push</td>
<td>10. Pop</td>
</tr>
<tr>
<td>11. Top</td>
<td>12. Methods</td>
</tr>
<tr>
<td>15. Top</td>
<td></td>
</tr>
</tbody>
</table>

*Figure 4-13 Tutorial Order List of Concepts for Stacks Example*
To streamline the traversal algorithms, rules about the format of the graph must be enforced. The graph may have loops, but there may not be loops caused by prerequisite link types. The graph must have a single root element. It is not a requirement that all nodes on the graph be connected, in fact if a concept is represented on the graph without any links to or from other concepts it will still be represented in the ordered list of concepts. Its placement in that list will be arbitrary however, since it has no relations to help determine the semantics of the concept in relation to the other concepts.

Of some interest is the ability of the software to shift from one algorithm to another in the midst of a graph traversal. If the instructional strategy chosen set the algorithm for one type of concept to depth and the algorithm for a second type of concept to breadth, a mid-traversal shift would occur. This is the case with the remedial instructional strategy.

The run-time changing of algorithms was accomplished using inheritance and static and virtual methods within the parent class. The parent class is called CGraphWalker with two key attributes: an array containing the partially ordered set of concepts, and the type of traversal for that particular graph-walker. GraphWalker has two methods of interest: a virtual method, walk, which represents the algorithm for traversing, and a static method, recurse, which handles the switch between the algorithm types. Presently two classes inherit from GraphWalker: CBreadthWalker and CDepthWalker. Each implements the appropriate algorithm in their walk method. The CDepthWalker class uses recursion to handle the list of child nodes requiring processing. CBreadthWalker has an additional static queue that stores that information. The method for using these classes is to define a GraphWalker and call it with the root concept. The recurse method is called for children of the root concept and processing proceeds. The specific algorithm used for the recurse method is given in Figure 4-14. Note that the method is called with a parameter pointing to the child concept that will be recursed on. The algorithms for the walk methods are reasonably straightforward implementations of Depth First and Breadth First traversals.
if (child.concept sent as a parameter is to be included in the application)
{
    switch (child.concept.Algorithm_Type)
    {
        case DEPTH:
        {
            newWalker = new (DepthWalker);
            newWalker.walk(child.concept);
            ordered_array.append (newWalker.ordered_array);    break;
        }
        case BREADTH:
        {
            newWalker = new (BreadthWalker);
            //make sure the concept is on the static queue for the breadthwalker
            CBreadthWalker::Queue_InsertAt(0, child.concept);
            newWalker.walk(child.concept);
            ordered_array.append (newWalker.ordered_array);    break;
        }
    }
}

Figure 4-14 CGraphWalker Recurse Algorithm

When a shift of algorithm is detected, the node with the new algorithm and all of its child nodes are processed with the new algorithm type. Child nodes are nodes in the sub-ordinate end of an abstraction or aggregation relationship. Returning to the example, the target concept is set to the concept of Methods. The rules for this application state that the target concept uses the breadth-first traversal algorithm. So, when the Methods node is reached, it and all of its children (Push, Pop, Top) are processed using the breadth-first algorithm. Once the nodes for the final application are created and the tutorial order for the concepts is calculated, the process of choosing links and elements for each navigational node is begun.

4.3.1.4 Selection Algorithms
Navigational nodes contain concepts, links and data elements. After the traversal phase, the navigational model contains a list of nodes and associated concepts but no data elements or links. The algorithms for link and data element selection use the rules associated with the hypermedia application construction to guide the selection. The algorithms used in the prototype software are simple, yet the hypermedia application
that results is still acceptable. Complex algorithms are conceivable and would likely result in highly tuned hypermedia application.

Recall that the domain model created by the instructional designer can contain four different types of associations (aggregation, abstraction, prerequisite and uses) with two roles for each type of association for each concept. APHID defines two additional types of associations between navigational nodes, again with two roles for each type, bringing the total possible number of roles to 12. Each role represents a different category of hyperlink in the finished hypermedia application. Any single node in the navigational model may participate in any of these association types in either role. The roles also determine which hyperlinks will appear in the final application. Table 4-3 lists the possible roles for each type of association.

In the stacks example, the navigational node that represents the concept of Representation participates in a number of different associations (refer to Figure 4-9). It is in an aggregation relation with Stacks and has the role of Part. It is in an

<table>
<thead>
<tr>
<th>Association Type</th>
<th>Role Label</th>
</tr>
</thead>
<tbody>
<tr>
<td>Aggregation</td>
<td>Part</td>
</tr>
<tr>
<td>Aggregation</td>
<td>Whole</td>
</tr>
<tr>
<td>Abstraction</td>
<td>Example</td>
</tr>
<tr>
<td>Abstraction</td>
<td>General</td>
</tr>
<tr>
<td>PreRequisite</td>
<td>Presib</td>
</tr>
<tr>
<td>PreRequisite</td>
<td>Postsib</td>
</tr>
<tr>
<td>Uses</td>
<td>Successor</td>
</tr>
<tr>
<td>Uses</td>
<td>Predecessor</td>
</tr>
<tr>
<td>OtherExpansion</td>
<td>Parent</td>
</tr>
<tr>
<td>OtherExpansion</td>
<td>Child</td>
</tr>
<tr>
<td>TutorialOrder</td>
<td>Next</td>
</tr>
<tr>
<td>TutorialOrder</td>
<td>Back</td>
</tr>
</tbody>
</table>

Table 4-3 Roles and Association Types
abstraction relation with both Linked List and Array, having the role of General in both associations. It is also in a prerequisite relation with its sibling concept Methods and has the role of PreSib (the pre-requisite sibling) in that relation. The same navigational node is also in a tutorial-order association with two concepts, Top and Linked List. In the association with Top it has a Back role and in the association with Linked List it plays the Next role. Since the instructional strategy for this example is Remedial and this node is not representing the target concept, there are no other nodes representing the same concept so the node does not participate in an other-expansion association. In total, this one navigational node participates in six associations with five different roles.

APHID uses this information in conjunction with the user type and organizational pattern information to select associations to appear as hyperlinks on each page of the hypermedia application. The total number of links on any page is bounded by the maxLinks value in the rules for the application. The selection algorithm presently chooses some of the roles based on the user-type and some based on the instructional strategy. Table 4-4 shows how the default application rules within APHID select

<table>
<thead>
<tr>
<th>Role Label</th>
<th>DF1</th>
<th>Spiral</th>
<th>Remedial Y=target</th>
<th>Review</th>
<th>Novice</th>
<th>Intermediate</th>
<th>Advanced</th>
</tr>
</thead>
<tbody>
<tr>
<td>Part</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>Y</td>
<td>Y</td>
<td>X</td>
<td>X</td>
</tr>
<tr>
<td>Example</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>Y</td>
<td>Y</td>
<td>X</td>
<td>X</td>
</tr>
<tr>
<td>Whole</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>Y</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>General</td>
<td>X</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Next</td>
<td>X</td>
<td>X</td>
<td></td>
<td>Y</td>
<td>Y</td>
<td>X</td>
<td>X</td>
</tr>
<tr>
<td>Back</td>
<td>X</td>
<td>X</td>
<td></td>
<td>Y</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Successor</td>
<td>Y</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Predecessor</td>
<td>Y</td>
<td></td>
<td></td>
<td></td>
<td>X</td>
<td>X</td>
<td>X</td>
</tr>
<tr>
<td>PreSib</td>
<td>X</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>X</td>
</tr>
<tr>
<td>PreSib</td>
<td>X</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>X</td>
</tr>
<tr>
<td>Parent</td>
<td>X</td>
<td>X</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>X</td>
</tr>
<tr>
<td>Child</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>X</td>
</tr>
</tbody>
</table>

Table 4-4 Association Selection Rules

associations to be included in the hypermedia application. After the list of possible hyperlinks is generated, the maxLinks rule is applied and potential links are removed if
necessary. **Next** and **Back** roles are always included, but other types may be removed if too many link possibilities exist for a particular page.

Data Elements must also be selected for each navigational node. Data Elements are selected in a similar fashion to links with two key differences. First, unlike hyperlinks, a data element cannot appear more than once in the hypermedia application so must be removed from the list of available elements once it has been selected for inclusion on a hypermedia page. Most often a data element is associated with only one concept and this is not an issue, but some data elements (such as simulations that span a number of concepts) may be associated with multiple concepts. In this instance the first navigational node that includes the element marks it as used, and other nodes simply do not use that element. Second, when several navigational nodes represent the same concept, such as in a spiral presentation of the material, data elements must be divided more or less evenly between the successive presentation of the concept. Also, the elements should be presented so that a tutorial-order viewing of the different nodes for the concept presents the material in increasing difficulty and complexity.

The prototype software accommodates these needs by keeping an ordered list of possible elements for each concept. When an element is selected for use with a navigational node, it is taken out of the ordered list for that concept. When a spiral presentation of a concept is being prepared, each navigational node in the set for the concept is allowed to select only a fraction of the elements left in the concept's list (based on how many pages are yet to be created for that concept).

Data elements have two attributes each with three possible values. An element can be at the novice, intermediate or advanced levels and can either be critical, explanatory or enrichment material. Data elements are also classified by their instructional class (e.g. quiz, simulation, description) and the intention was to also use the instructional class information to organize the selection of data elements for a single concept. In reality, there weren't enough data elements associated with a single concept, nor a wide enough variety of types of data elements in the applications developed for this research to test that idea. There are nine classes of data elements and simply identifying the elements as belonging to a particular class proved to be enough distinction. The notion of
organizing data elements with relationships and rules is still interesting and might prove useful in future implementations.

Table 4-5 shows the data elements that would be selected (and the order in which they are chosen) based on the attributes of the data elements. In the table the level of the element is denoted by N, I or A for novice, intermediate or advanced. The importance of the element is denoted by C, X or E representing critical, explanatory or enrichment. For instance, the notation NE would indicate an enrichment element at the novice level.

When building hypermedia applications using the built-in application types, APHID selects elements using both the user type and the instructional strategy as a guide. All of the elements of one type are chosen before moving on to element of the next type.

<table>
<thead>
<tr>
<th>Data Element Selection</th>
<th>Novice</th>
<th>Intermediate</th>
<th>Advanced</th>
</tr>
</thead>
<tbody>
<tr>
<td>DFI</td>
<td>NC, IC, NX, IX</td>
<td>NC, IC, NX, IX, NE, IE</td>
<td>NC, IC, AC, NX, IX, AX, NE, IE, AE</td>
</tr>
<tr>
<td>Spiral</td>
<td>NC, IC, NX, IX</td>
<td>NC, IC, NX, IX, NE, IE</td>
<td>AC, IC, NC, AX, IX, NX, AE, IE, NE</td>
</tr>
<tr>
<td>Remedial</td>
<td>NC, IC, NX, IX</td>
<td>AC, IC, NC, AX, IX, NX</td>
<td>AC, IC, NC, AX, IX, NX, AE, IE, NE</td>
</tr>
<tr>
<td>Review</td>
<td>NC, IC</td>
<td>AC, IC, NC, AX, IX, NX</td>
<td>AE, IE, NE, AC, IC, NC</td>
</tr>
</tbody>
</table>

4.3.1.5 Validation and Constraint Enforcement

The prototype does not yet validate the initial data model, which means that the instructional designer must ensure that the graph representation of the domain adheres to the rules. Validation of that graph is an unimplemented feature left for future versions. APHID does restrict the addition of concepts, links and data elements during the navigational model creation phase to ensure that the rules are adhered to. Even so, after the model is completed, it is re-checked to ensure that no rules have been violated. As more complex constraints are added to the software, this validation phase will become
more important and more complicated. The prototype software automatically ensures that size restrictions are not violated and makes sure that all links point to valid nodes. For instance, a link could point to an invalid node if the node it had been pointing to were deemed to have too few data elements and was removed from the model.

After all constraints and rules are satisfied, the prototype software creates an XML document from the navigational model. Figure 4-15 shows the XML document for one node of the stacks example. The complete listing is given Appendix B. The example in the figure illustrates how the links are typed, how url and link-text are incorporated and how data elements are included in a page. No meta-information is added to the data element tag, simply because none was used by the prototype software. The construction of this document represents the completion of the modelling portion of the APHID hypermedia development process. The next stage is to create a presentation of the model for users.
In order to clarify the idea of a stack let's look at a "real life" example of a stack. Think of a stack of plates in a high school cafeteria. When the plates are being stacked, they are added one on top of each other. It doesn't make much sense to put each plate on the bottom of the pile, as that would be far more work, and would accomplish nothing over stacking them on top of each other. Similarly when a plate is taken, it is usually taken from the top of the stack. When a plate is taken, it is usually taken from the top of the stack.

The compromise for this thesis has been to create one set of presentation patterns that are used in many applications, including function calls and recursive calls. Stacks are also used when processing expressions such as arithmetic expressions in polish or reverse polish notation.

4.3.2 Building the Presentation

The APHID process uses instructional patterns (recorded as instructional strategies) to guide the structural development of the hypermedia application. It uses presentation patterns to guide the presentation of the finished application to the user. Ideally the software would use the same sort of selection process for choosing the method of presentation as it does for selecting links and data elements, by selecting patterns based upon the level of the user and the type of application desired. However, that sort of approach requires an in-depth understanding of user interface design. It is beyond the scope of this thesis to delve into user interface design in detail.

Yet, it is impossible to determine if hypermedia applications are useable and well-constructed without a user-presentation through which to view the application. The

---

Figure 4-15 Example XML document

```
<page ref="Stack" title="Stack"><link>
<link type="NEXT"><url>Applications.html</url><link_text>Applications</link_text></link>
<link type="PREDECESSOR"><url>AbstractDataTypes.html</url><link_text>Abstract Data Types</link_text></link>
</link></page>
<element_list>
<data_element><title>Stacks: a description</title> <example><instance type="positive" media="text">
In order to clarify the idea of a stack let's look at a "real life" example of a stack. Think of a stack of plates in a high school cafeteria. When the plates are being stacked, they are added one on top of each other. It doesn't make much sense to put each plate on the bottom of the pile, as that would be far more work, and would accomplish nothing over stacking them on top of each other. Similarly when a plate is taken, it is usually taken from the top of the stack.<instance>
</example></instance></data_element> <hr>
</element_list>
<data_element><title>Examples of stacks</title> <list><description>Examples of stacks</description>
<list_item>a pile of papers</list_item>
<list_item>Cars in a non-circular driveway</list_item>
<list_item>Nested function calls</list_item>
<list_item>Code formatting and expression syntax</list_item>
<list_item>Evaluation of arithmetic expressions</list_item>
</list>
<hr>
</data_element><hr></page>
```
used for all hypermedia applications, regardless of user type or instructional strategy. The patterns are encoded using the eXtensible Style Language (XSL) which allows for simple extension of existing patterns and addition of new ones.

The remainder of this section will present a brief introduction to XSL and then discuss how XML and XSL are used to encode the presentation patterns used to create hypermedia applications with APHID.

4.3.2.1 XSL

The eXtensible Style Language(XSL) consists of two separate parts: a formatting vocabulary which is as yet incomplete, and a transformation language (XSLT) which is used to specify how one could mechanically change one XML document into a different XML document (XSL Transformations (XSLT) 1.0 1999). Such transformations have many uses, such as when only a portion of the original document is needed, when the information is needed in a different order, or when information from multiple documents must be merged into a single document (possibly with completely different XML tags).

XSLT can be used to describe which parts of an XML document should be placed in a new XML document and to describe the order in which they should be put in the new document. It has facilities for sorting data as well as for conditionally selecting data.

XSL is a collection of template rules. Each rule consists of a pattern and a template. The pattern determines which XML elements from the input document will be processed using the template. An XSLT document usually consists of at least one template for every type of element in the XML document. Every input element is processed with a single template. Each pattern takes an element from the input, applies the template, recursively processes any children, and creates XML output by combining the output from the children and the current node (Harold 1999). The information represented in the XML document is processed in depth-first order.

The APHID prototype uses XSLT documents to define the presentation for individual elements within the application and a Cascading Style Sheet (CSS) to control font, color and background. The use of the style sheet in addition to XSLT allows the software to
specify formatting as well as selection and presentation even though the formatting specification for XSL is still undefined.

4.3.2.2 Presentation Model

The XSLT portion of the presentation model consists of a set of templates or patterns for defining the presentation of the hypermedia application. The model consists of a pattern for combining elements as well as patterns for each type of instructional class. Presentation patterns must assist the pedagogical motivation for the application while maintaining a good user-interface design for the hypermedia application as a whole.

Each instructional class could be presented in a variety of ways. For instance, a set of step by step instructions can be presented as a list, or as a guided tour. Either the list or the tour is appropriate depending on the length of the instructions, the intention of the educator and whether each step contains a practice element or not. Ultimately the presentation model should depend on the attributes of the application, but the prototype implementation has one presentation model for all applications.
The patterns used in the prototype were defined with the intention of simplifying the interface so that both humans and computers could create hypermedia using the patterns. For instance, at the inception of this research, the in-line placement of hyperlinks was difficult for machine-created HTML, so the presentation model used places all hyperlinks in a separate list. The presentation styles were intentionally kept simple to make the comparison fair for the evaluation study discussed in Chapter 5. Figure 4-16 gives the XSLT template used by the prototype software to create a single page of a web site. Any tags that do not begin with <xsl: are simply copied into the output by the XSL processor. The template first sets up the HTML header and body tags then selects the title attribute of the page from the XML document and outputs that. It then sets up a table consisting of one row and two columns, the leftmost column contains the links for the page and the right-hand column contains the data elements. Control is passed to the template for links and all of the links are processed, then control is passed to the template for the element list and all of the elements in the list are processed. Finally the

```xml
<xsl:template match="page">
  <html>
    <head>
      <title><xsl:value-of select="@title"/></title>
      <LINK rel="stylesheet" type="text/css" href="/geostyle.css" title="style1"/>
    </head>
    <body>
      <A NAME="top"></A>
      <center>
        <h1>
          <xsl:value-of select="@title"/>
        </h1>
      </center>
      <table cellpadding="5">
        <tr>
          <td VALIGN="Top">
            <xsl:apply-templates select="links"/>
          </td>
          <td>
            <xsl:apply-templates select="element_list"/>
          </td>
        </tr>
      </table>
      <CENTER><A HREF="#top">top</A></CENTER>
    </body>
  </html>
</xsl:template>
```

*Figure 4-16 XSLT Template for HTML Page*
closings HTML tags are added and processing stops.

The patterns for the different types of elements are equally simple. The templates for the element list, the data_element and one element type (the list) are given in Figure 4-17. From the page template, the element list template is called and subsequently calls the data_element template for each data_element in the list. Note that if the element list contained items other than data_elements, those items would not be added to the output when using this template because only the data_element items are processed. The template for data_element, on the other hand, processes every item that makes up the data element (which can be several different combinations- see Appendix A). The difference between the two templates is in the ‘select’ part of the <xsl:apply-templates> directive.

Finally, the template for list processing selects the description for the list and outputs it, then passes the processing on to the template that handles individual items in the list. Notice that within the templates is the HTML markup (such as paragraph marks <p>) required to format the output as HTML.

Each element defined by the DTD given in Appendix A has at least one style sheet

```
<xsl:template match="element_list">
  <xsl:apply-templates select="data_element"/>
</xsl:template>
<xsl:template match="data_element">
  <xsl:apply-templates/>
</xsl:template>
<xsl:template match="list">
  <xsl:for-each select="description">
    <p>
      <xsl:value-of select="."/>
    </p>
  </xsl:for-each>
  <ul>
    <xsl:for-each select="list_item">
      <li>
        <xsl:value-of select="."/>
      </li>
    </xsl:for-each>
  </ul>
</xsl:template>
```

*Figure 4-17 Example XSLT Templates*
associated with it. The complete listing of the XSL sheet used to create the HTML documents with APHID is shown in Appendix C.

### 4.4 Example Application

One version of a tutorial about teaching the computer science concept of stacks has been used as an example throughout this chapter. This section will illustrate some of the differences between the different types of applications that APHID can generate by showing parts of some of the other types of web sites possible when using the same model and the same data.

Imagine three different types of applications, the review, the spiral and the in-depth instruction. Further suppose that a novice learner is in need of a spiral introduction to the material, an intermediate learner needs an in-depth treatment and an advanced learner requires a review. APHID creates three quite different hypermedia applications for these three learning situations, for instance, the spiral application has 27 pages, the in-depth application has 16 and the review has 12. Within each page different elements and links are selected for the different types of applications.

The following three figures (Figure 4-19, Figure 4-18 and Figure 4-20) show the format of the first representation page in each of the tutorials. The spiral page presents only one data element and links to concepts that are siblings in the graph representation of the domain. The in-depth page presents several elements of data and links to concepts that provide more detail. There are also more links provided because of the more advanced level of the intended learner. The review page presents only a few critical data elements, but chooses the ones that are the most advanced. It also has more links on it to allow the advanced learner more autonomy in choosing a path through the material.

Each tutorial presents the links down the left-hand side and has next/back links at the top of the list. The differences between the sites become more obvious when a richer set of data elements is available.
Representation

Representing Stacks

There are multiple implementations of stacks. The implementation we choose may depend on our knowledge of the use of the stack (e.g., are we going to have a limited or unlimited size?) and the limitations of our programming language (e.g., does it support dynamic data allocation). The two most basic ways to implement stacks are with vectors and lists.

Representation using Arrays

Array-based (or vector-based) implementations are fairly easy. We simply add elements to the end of the array, and remove elements from the end of the array. We may need to keep track of the position of the last element, but we can also use the size() or length to determine that.

Representation using lists

A list-based implementation is relatively easy. Some implementations include all the standard methods with another name for insertAtFront() pop() and removeAtFront() peek() is just another name for getFront() in this implementation.

Figure 4-18 Intermediate-Depth

Figure 4-19 Novice-Spiral

Figure 4-20 Advanced Review
4.5 Summary

The prototype APHID software provides a modelling environment for instructional designers. The process used to create hypermedia applications with APHID mimics the software development process with additional support for the creation of instructional materials. Instructors create an explicit, detailed, model of the domain of instruction that includes a description of the relationships between concepts in the domain. Instructors also identify the instructional materials to be used in the hypermedia application and add those materials to the model of the domain.

Support for instructional design is provided by allowing instructors to vary attributes of the finished web sites according to the specific needs of the students. The different attributes contribute greatly to the final appearance and functionality of the site. Novice designers of instructional material are supported by the definition (and implementation) of four instructional patterns which are presented to the designer as instructional strategies.

The prototype software provides two methods for creating an instructional sequence (depth first and breadth first) and has facilities for easily incorporating more methods as they become developed. The two implemented methods of ordering represent instructional design practices that are commonly used by practicing teachers.

APHID provides a support environment in which instructors can design and create well-built hypermedia applications with a minimum expenditure of time. The resulting applications can be tailored to the specific needs of individual learners, which increases the overall effectiveness of the application.
Chapter Five

Evaluating the APHID approach

A study was performed to evaluate the effectiveness of the APHID approach for designing and producing instructional hypermedia and to determine if it does efficiently produce satisfactory hypermedia applications. During the study, educators who specialized in instructional technology created web sites to be independently evaluated against a set of criteria along with sites created by the author using APHID. The instructional designers kept careful logs of time spent in order to determine the efficiency of APHID versus hand creation of sites. Independently, information about the size and composition of the hypermedia applications was collected to allow comparison between APHID sites and the sites created by the educators. The same information was also collected from a number of existing web sites for further comparison.

This collection of information is used to demonstrate that the sites created using APHID are as good as sites created by hand, are similar in size and composition to hand-created sites, and that using APHID results in a more efficient expenditure of instructional designer time. This chapter presents the details of the study as well as the results of the evaluation.

5.1 Evaluation Methodology

The objective for this research, and the objective of the evaluation was: to demonstrate that the APHID approach to designing and producing instructional hypermedia can produce satisfactory hypermedia applications more efficiently than humans are able to.

In order to evaluate whether or not this objective had been met, a study was devised to allow the comparison of instructional web sites created with APHID and those created
without using APHID. All of the sites in the study were created using the same written and visual materials and the same layout for presentation.

The participants in the study were four graduate students or research associates in educational technology, a high-school science teacher who makes use of the web for instructional purposes, a research assistant/analyst with a computer science background, and this author. All participants were familiar with instructional design and with the web.

The four educational technology experts created web sites containing materials collected by the computer science research assistant. They were allowed to use any software they liked, including applications like Page Mill™ (Adobe Systems Incorporated 2000) to create their web sites. Meanwhile, the author created web sites from the same data using APHID. The technology experts were paid for their participation and the results of their work (their final web sites) were not seen by the author until the sites created with APHID were completed.

An expert evaluator was selected because of his expertise in the content area, in instructional design and in using the web. He was not previously known to the author. Although there are risks associated with using a single evaluator, such as the possibility that the evaluator has significant biases towards particular types of hypermedia, the decision was made to go with a single expert evaluator because it proved to be extremely difficult to find willing evaluators with suitable experience and ability.

To evaluate the effectiveness of APHID in creating instructional hypermedia, the evaluator was asked to rate all the sites created without being given any indication that some of the sites had been created automatically. Sites were given to the evaluator with all identification removed and in random order. After the initial evaluation, the entire project was explained to the evaluator and he was asked to help fine-tune the APHID sites to match his preferred teaching style. He then re-evaluated the APHID sites and both evaluations were compared to the hand-constructed sites.
The effectiveness of APHID at creating reasonable hypermedia was further investigated by collecting simple metrics from a number of instructional web sites as well as from the sites created for the study. Those metrics were compared to determine if APHID creates hypermedia that is similar in size and construction to that created by instructional experts.

The efficiency of APHID was evaluated by comparing the amount of time taken by the instructional technology experts to build two web sites to the amount of time required to build two web sites using APHID. The remainder of this chapter explains this study in detail and presents the results from the evaluation.

5.2 Creating Evaluation Sites

The APHID process and software address the issue of organizing and presenting content in a hypermedia application and supplying appropriate hyperlinks for that content for a particular instructional purpose and user. Aspects of hypermedia creation that the APHID process does not address, such as writing textual bridges between ideas or concepts on a page, were not evaluated. To keep the focus of the evaluation on those aspects of hypermedia development that APHID was designed for, some of the activities normally associated with hypermedia development were restricted. The instructional technologist participants in the study were given the topic (plate tectonics) and the content to use in their applications. The topic of plate tectonics was chosen because it appears prominently in the Saskatchewan Science Curriculum Guide for public school students (Saskatchewan Education 1999) and the education students creating the sites were happier to participate when the exercise had potential future use as a classroom teaching aid. The instructional technologist participants were also given layout and visual presentation guidelines. However, they were allowed to organize the applications in any way they saw fit.

The first two work sessions were conducted as a group to provide instruction or additional help to study participants, if required. Instruction and guidance was provided by the computer science research assistant. Once it was clear that all participants were
comfortable with the creation of web pages, and that they understood the task, they were allowed to complete the creation of sites on their own time. All participants completed one web site suitable for a review of plate tectonics for advanced learners. Three participants also completed a web site suitable for introducing the topic to novice learners.

Of the two sites built by each participant, one was required to present the topic as it would be presented to immature students (early junior high) beginning their study of the topic. The other was to present it as a review to a more mature student requiring remedial teaching in the concept of Earthquakes. Half of the participants were asked to create the novice site as their first site; half created the advanced site as their first site. Each participant kept a log of time spent creating the web sites and completed a questionnaire concerning their experiences while creating the web sites. See Appendix D for the complete instructions given to participants.

Content was supplied to the participants in the form of text files containing groups of paragraphs organized by topic but not in any particular sequence. Each group of paragraphs was labelled with a heading indicating the concept. The participants were asked to use only the material from the files provided (by cutting and pasting) but were not expected to use all of it because far more was supplied than would have been reasonable to include in one web site. Participants were restricted to cutting and pasting materials to guard against different writing styles creating perceived differences in the quality of the web sites. Non-textual materials such as images were placed in a separate directory and referenced by file name in the text files and could be included in the web sites along with the selected textual items. The content for the sites was selected from a variety of educational web sites on geology and plate tectonics. The participants selected from the same set of content for each of the sites, varying the organization, the hyperlinks and the choice of which content to include and which to exclude. The participants were given a concept map as a reference for organizing their web-sites but were not required to necessarily follow its structure.
The basic user interface requirements for the web sites (color, font, link placement and background) were controlled with a cascading style sheet (CSS) (Lie & Bos 1999) and a template HTML document. This controlled the appearance and layout for all the web sites produced because APHID does not yet have algorithms for selecting between different user interface attributes. Those aspects of hypermedia were not under consideration for the study and controlling for them simplified the task for the evaluator. An example of the layout of the hypermedia applications is shown in Figure 5-1. This particular page comes from one of the applications developed by the instructional technologist participants. The figure shows how the links are placed in a column on the left of the screen and data is placed on the right-hand side of the screen. It also shows the font and background selection.

Three web sites were created using APHID under the same restrictions as those imposed on the instructional technologist participants. The same guidelines were followed for user interface and link placement and content was taken from the same materials used by the instructional technologist participants. Two sites were created using APHID to
present material to novice learners and one site was created to present the material as a review for more advanced learners. The two novice sites balanced the total number of evaluation sites since three sites targeted towards novice learners were created by the instructional technologist participants, while four expert sites were created.

In the end, ten sites were created for the evaluation. Five of the sites were designed for novice learners and five were designed for advanced learners. Seven sites were created by instructional experts and three were created by APHID. Using style sheets, each site was normalized for font, color-scheme, and layout. The requirement that all information be cut/pasted from the supplied content controlled writing style. The differences between the sites were in the selection and organisation of pages, links and content.

5.3 Time Required to Construct Sites

The information presented when recruiting study participants included an estimate of the time commitment involved (10 hours) in an effort to reassure potential candidates that the time involved was not extraordinary as well as a promised monetary reward for completing the task. When people are given a target, they tend to work towards it, especially when they feel they are being rewarded for a specific amount of time. While none of the participants adhered rigidly to the ten-hour estimate all of them reported spending between ten and twenty hours in total building their web sites. Table 5-1 shows the times spent by the instructional technologist participants (labelled A, B, C and D). The most time spent on a single site was 10.5 hours, the most time spent in total was 19.5 hours. The minimum amount of time spent creating a single site was 4 hours.

<table>
<thead>
<tr>
<th></th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>D</th>
</tr>
</thead>
<tbody>
<tr>
<td>novice</td>
<td>9 (first)</td>
<td>4</td>
<td>10.5 (first)</td>
<td>N/A</td>
</tr>
<tr>
<td>advanced</td>
<td>7</td>
<td>6 (first)</td>
<td>9</td>
<td>10 (first)</td>
</tr>
</tbody>
</table>

Creating the necessary models in APHID and using the software to create the three evaluation web sites took the author 9.5 hours in total. The human labour in creating hypermedia applications with APHID lies in creating the models and the data elements
since those activities must be completed before any hypermedia can be completed with the software. Model and data element creation consumed slightly over 9 hours of time for the evaluation applications. Approximately one of those nine hours represents time lost due to the fact that the software was prototypical and lacked suitable mechanisms for creating data elements. For instance, the XML representation of the data elements had to be created by hand using a text editor and APHID accessed the file system containing the XML data elements to build the web sites. APHID kept meta-data about the data elements including filenames and paths. Occasionally filenames were transcribed incorrectly and errors would occur in the processing because files could not be found. These types of delays would not happen if APHID were not a prototype system. Once the models were created, different hypermedia applications could be created in less than five minutes. The concept map created in APHID for the evaluation is shown in Figure 5-2.
In total, 157 data elements were created (as individual XML files) for use with the APHID web sites. Table 5-2 shows the activities associated with building hypermedia applications using APHID and the approximate amount of time required for each activity while constructing the evaluation sites.
Table 5-2 Time Required to Construct APHID Sites

<table>
<thead>
<tr>
<th>Activity</th>
<th>Time Required</th>
</tr>
</thead>
<tbody>
<tr>
<td>Creating Concept Map</td>
<td>1.5 hours</td>
</tr>
<tr>
<td>Creating Data Elements</td>
<td>6 hours</td>
</tr>
<tr>
<td>Linking Data Elements to Concept Map</td>
<td>1.5 hours</td>
</tr>
<tr>
<td>Selecting Site attributes (3 sites)</td>
<td>10 minutes</td>
</tr>
<tr>
<td>Generating web site (3 sites)</td>
<td>20 minutes</td>
</tr>
<tr>
<td><strong>Total</strong></td>
<td><strong>9.5 hours</strong></td>
</tr>
</tbody>
</table>

The instructional technologist participants in this study were asked to complete an exit survey to determine their thoughts on the process. They were in agreement that the notion of creating instructional web sites with a particular instructional goal was important and felt that some aspects of the process could be automated. Suggestions for automation included indexing content, formatting and creating navigational elements. They indicated that the creation of the second web site was easier than the first one, although no one took significantly less time to create their second site (except for the person who did not create a second site). Appendix E gives a summary of the comments given by the participants.

5.4 Site Size and Organization

Each participant had a slightly different approach to meeting the objectives given them constructing the sites. Each did provide some notion of sequence within the site, some by using next and back links and others by using an ordered index page. Generally, the sequence of presentation followed the hierarchy of the data model (as represented by the concept map the developers were given), starting with general concepts and expanding into more specific concepts. A single concept was explored in depth before going on to a second concept, an approach similar to the Depth First Instruction pattern provided by APHID. This seemed to be the approach taken regardless of whether the site was intended to be remedial site or an introduction.
No single participant-developed site covered all of the 53 concepts suggested by the original concept map. The differences between the sites for novice and advanced learners seems mainly to be in terms of the content selected and in the concepts covered, not in the order of presentation nor in the number or order of hyperlinks on individual pages. Because the participants were not required to use the concept map, neither a numerical comparison of the concepts covered nor an in-depth exploration into the method used to determine the order of presentation is possible.

The computer science research assistant collected measures for the ten study web sites to compare the sizes of the sites. The measures collected were:

- The number of web pages in the site (a page is defined as a single HTML file)
- The number of words in each web page
- The number of concepts covered in the site
- The number of data elements used to create the site

It is simple to count the number of pages and words for a web site using an automated script. Each of the web sites under consideration was contained in a separate directory, so the script simply counted the number of files to determine number of pages, and then counted the number of words in each file after stripping the HTML code.

To determine the number of concepts, the research assistant was asked to determine which concepts from the example concept map were covered in the web site. He simply kept a list of concepts covered as he examined each site and compared the items on that list to the concepts represented in the original map.

It is more difficult to ascertain precisely how many different data elements are used since a formal definition for data element is not available. For the purposes of these measurements a data element was defined as a unit of information about a particular concept. It was further specified that a typical data element could consist of a paragraph, picture, or set of related paragraphs that were cut/pasted from a single source. The analyst counted the number of data elements in each site by visually inspecting each site. The measures collected are given in Table 5-3, while a comparison of the averages for APHID created sites vs. hand-created sites is given in Table 5-4. The first table also
shows with which instructional pattern the three APHID sites were constructed. This information is important because APHID varies the number of concepts and elements according to the constraints associated with the selected instructional pattern.

Table 5-3 Measurements Taken from Evaluation Sites

<table>
<thead>
<tr>
<th>Creator</th>
<th>Build Order</th>
<th>Webpages/site</th>
<th>Words/page (avg)</th>
<th>Concepts</th>
<th># Data Elements</th>
</tr>
</thead>
<tbody>
<tr>
<td>Novice Sites</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Site 1</td>
<td>A</td>
<td>1</td>
<td>43</td>
<td>245</td>
<td>18</td>
</tr>
<tr>
<td>Site 2 (spiral)</td>
<td>Aphid</td>
<td>N/A</td>
<td>50</td>
<td>131</td>
<td>19</td>
</tr>
<tr>
<td>Site 3</td>
<td>B</td>
<td>2</td>
<td>30</td>
<td>277</td>
<td>11</td>
</tr>
<tr>
<td>Site 4</td>
<td>C</td>
<td>2</td>
<td>13</td>
<td>412</td>
<td>12</td>
</tr>
<tr>
<td>Site 5 (depth)</td>
<td>Aphid</td>
<td>N/A</td>
<td>19</td>
<td>289</td>
<td>19</td>
</tr>
<tr>
<td>Averages</td>
<td></td>
<td></td>
<td>31</td>
<td>270.8</td>
<td>15.8</td>
</tr>
<tr>
<td>Advanced Sites</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Site 6</td>
<td>D</td>
<td>1</td>
<td>14</td>
<td>661</td>
<td>13</td>
</tr>
<tr>
<td>Site 7</td>
<td>C</td>
<td>1</td>
<td>13</td>
<td>411</td>
<td>16</td>
</tr>
<tr>
<td>Site 8 (remedial)</td>
<td>Aphid</td>
<td>N/A</td>
<td>23</td>
<td>349</td>
<td>20</td>
</tr>
<tr>
<td>Site 9</td>
<td>B</td>
<td>1</td>
<td>13</td>
<td>441</td>
<td>19</td>
</tr>
<tr>
<td>Site 10</td>
<td>A</td>
<td>2</td>
<td>28</td>
<td>278</td>
<td>10</td>
</tr>
<tr>
<td>Averages</td>
<td></td>
<td></td>
<td>18.2</td>
<td>428</td>
<td>15.6</td>
</tr>
</tbody>
</table>

Table 5-4 Measurement Averages

<table>
<thead>
<tr>
<th># webpages/site</th>
<th>Aphid averages</th>
<th>Hand-created averages</th>
</tr>
</thead>
<tbody>
<tr>
<td>#words/page (avg)</td>
<td>210</td>
<td>389.2857</td>
</tr>
<tr>
<td># concepts</td>
<td>19</td>
<td>14.14286</td>
</tr>
<tr>
<td># Data Elements</td>
<td>86.5</td>
<td>59.28571</td>
</tr>
</tbody>
</table>

The measures show that, on average, the APHID-produced sites covered more concepts than the hand-created sites, and used more data elements in the process. Unlike the hand-crafted sites, the number of data elements used by APHID for an advanced learner was significantly more than the number used for a novice learner.

Even though APHID used more data elements, the average number of words used per page is similar for most of the sites and on average APHID uses fewer words per page. Generally more words per page were used by both APHID and the instructional designers when creating a site for advanced users. APHID used neither the most words
per page nor the fewest words per page with the exception of the site using the Spiral Curriculum pattern (Site 2) which does have the fewest average words per page. This is consistent with the goals of the spiral curriculum pattern, which is to present material in small sections and to repeat concepts frequently. Given that none of the hand-produced sites used a spiral-like approach, it is reasonable that none of them have the smaller number of words per page.

There is a small difference when the numbers of concepts covered are compared. APHID covers more concepts for both the novice and the advanced sites. The difference is not large however, and indicates that the instructional designers who were creating sites by hand and the instructional designer working with APHID had similar notions about what should be included. Figure 5-3 is an example page taken from the APHID site using the Spiral Curriculum pattern. A comparison of it and the page illustrated in Figure 5-1 shows that similar information is presented in both pages. Generally, the sites produced by APHID were similar in size and content to the sites created by the instructional designers.
To examine the possibility that APHID sites were similar to the others only because the content was the same a second set of measurements were taken. Undergraduate university students collected simple metrics (as part of a university class assignment) from ten different web sites featuring tutorials intended for adult learners. The students were asked to count the number of pages in the web site, the number of concepts covered in the web site, the number of words on each page and the number of data elements on each page. A definition was given for concept and data element, but the identification of such was left to the students' discretion. Students were asked to take measurements for two of the ten possible sites, but were allowed to select the two sites thus the ten sites were not represented evenly in the sample. A compilation of the results from this assignment is presented in Table 5-5. The table shows the mean counts for an entire web site.

Figure 5-3 Example of APHID Produced Page
Sixty-seven students submitted measures for two web sites each. One of the web sites that was given to the students was simply one long file, and didn't fit the notion of tutorial used for this research. The measures collected for that web site are not shown in the table. The table shows the mean counts for an entire web site. Even allowing for measurement error, which may be quite high because of the inexperience of the measurers and the lack of precision of the definitions, the measurements indicate general trends in tutorial sizes. The web sites analysed by the students used a similar number of pages, concepts and data elements to APHID. The web sites tended to have more words on a page than APHID sites, which is reasonable considering these sites are intended for adult learners. The indication is that APHID produces sites that are comparable in size to those produced by other authors.

### 5.5 The Evaluation by the Independent Evaluator: Experimental Setup

An independent evaluator, with experience both in instructional design and in web site construction, was recruited to rate each web site, i.e. those produced by APHID and those produced by the instructional technologist participants. Prior to the evaluation, the
The evaluator was unaware that any of the sites had been machine-created, or precisely what the purpose of the evaluation was. He was told that the evaluation was to examine different methods of creating instructional hypermedia (see Appendix F for the complete set of instructions given to the evaluator). The web sites were given to him in random order with no possibility of identifying authors.

The evaluator was given a set of criteria to consider when rating the sites and was asked to rate each site for each criterion. The rating criteria were selected to focus the evaluation on web site structure, organization and content selection. The set of criteria is a compilation of suitable entries from a variety of web site ratings instruments (Rettig 1996; Joseph 1999; Kodas 1999). The set of criteria, along with the descriptors provided to the evaluator is given in Figure 5-4. The first nine criteria were rated using an ordinal scale ranging from one to ten, where one represented a poor effort and ten represented an excellent one. The last four criteria were also rated on an ordinal scale, but the meaning of the scale was altered so that one represented too few items, ten represented too many and five represented the correct number of items. This was done because those criteria were dealing with quantities that were difficult to describe using a simple 1-10 scale. The evaluator was asked also to provide written comments whenever possible. His evaluations and written comments are provided in Appendix G.
1. **Navigability**  
The learner can move from page to page and item to item with ease and without getting lost or confused. Links are well organised and appropriate link choices are easy to find.

2. **Suitable Hyperlinks**  
The links on a page lead to appropriate pages for the learner to select as their next page. Any choice of hyperlink on a page results in a logical ordering of the material.

3. **Organisation of Hyperlinks**  
Hyperlinks are organised within the page to help the learner make suitable choices.

4. **Instructional Strategy**  
The site has a clear instructional plan. Enough ordering supplied within the hyperlinks and pages to execute that plan. It is as easy, or easier, to use the site as an instructional tool as it is to use it for free exploration. The material presented is not overly repetitive (given the learner's level).

5. **Order of Presentation**  
The order in which concepts are presented is suitable for the particular instructional treatment of the material. (This applies more to the instructional presentation, if one is present)

6. **Organisation of Material (individual pages)**  
The information is clearly labelled and organised in a reasonable fashion. Difficult material is broken into manageable chunks.

7. **Suitability of Content**  
The information is at a level appropriate to the learner's level (understandable, but challenging enough to promote some thought and reflection).

8. **Structure of Topic Emerges**  
A sense of the overall structure of the topic emerges as the learner traverses the site. After using the site, a learner would be able to construct a model of the topic (concept-map, outline, etc). (Assuming they read and understand everything)

9. **Linkages between Concepts**  
Concepts in the topic are connected (via hyperlinks) to reflect the whole topic correctly. For instance, if one was learning about cars, and the sub-concepts were wheels, engine, and pistons, there should be hyperlinks between cars and wheels, cars and engine and engine and pistons. It is less likely that there would be a hyperlink between cars and pistons.

10. **Quantity of Pages**  
The quantity of pages in the site is neither too few nor too many.

11. **Quantity of Hyperlinks**  
There are sufficient links for both backward and forward movement. There are enough links to allow learners to explore the topic and discover the structure of the material.

12. **Quantity of Material (entire site)**  
The topic is adequately covered. The site has a suitable amount of material for the level of the learner.

13. **Quantity of Material (individual pages)**  

14. **Pages have enough material on them, without being overwhelming.**

---

**Figure 5-4 Criteria Used for Evaluation**

The criteria were selected to identify strengths and weaknesses in the organization of the web sites. Four of the criteria (1, 2, 3 and 11) are concerned with the hyperlinks found in the web site and the overall structure of the site. They elicit comment about the overall navigability of the site, the appropriateness of the hyperlink targets and the organization and quantity of the hyperlinks. Four of the criteria (4, 5, 8 and 9) deal with the instructional nature of the hypermedia applications and attempt to determine if the
The web site is organized in a way suitable for instruction about the topic of plate tectonics. The remaining five criteria address issues about the content of the web site including quantity, appropriateness and organization. Together they provide a reasonably broad view of the quality of a web site.

The second part of the evaluation was to experiment with APHID's ability to accommodate the personal preferences of instructors (and users). Once the evaluator had rated each of the web sites he was told about APHID, shown which sites were constructed by APHID and given the opportunity to request fine-tuning the APHID sites to better conform to his preferences. He was given a complete explanation of the project and invited to observe how APHID is used to create web sites. An interesting note is that the instructional patterns and their descriptions proved to be quite valuable in describing the process of building different types of hypermedia sites with APHID. Based on his initial evaluations, two of the web sites he had evaluated were selected for rebuilding using attribute values suggested by the evaluator. He then re-evaluated those two sites using the same criteria.

5.6 The Evaluation by the Independent Evaluator: Results

The results from the evaluator's initial evaluation of the web sites are shown in Table 5-6. One of the original thirteen criteria has been dropped from the results because an interview with the evaluator revealed that there had been a misunderstanding about its definition. The definition of Instructional Strategy assumed by the evaluator was quite dissimilar from the intended definition, consequently the ratings for that criteria were of no value to the discussion. As mentioned previously, the first eight categories in the table are rated on a scale from 1 to 10, where 10 is the most desirable score. The last four categories are rated on a scale from 1 to 10 where 1 represents too few, 5 is a desirable score and 10 represents too many.

The columns in bold type contain the ratings for the sites created by APHID. None of the web sites evaluated received excellent (a score of 8 or higher) ratings in all categories and all of the web sites evaluated received excellent ratings in some
categories. In a post-session interview, the evaluator stated that he had a personal preference for building and teaching with web sites that were hierarchical in nature. He felt that he may have rated sites that were hierarchical as being more desirable than sites that were constructed using a different model (like the spiral curriculum).

Table 5-7 provides a more concise view of the data. To simplify comparisons, the scores for the last four criteria in Table 5-6 (representing quantities) have been transformed from the too-few, too-many scale to a 1-10 scale using the following formula: $N_t = 10 - \text{Abs}(N-5) \times 9/4$ where $N$ is the original score given on the criterion. This formula was used to transform the results because the original scale used didn’t have an integer middle value. Table 5-7 contains these transformed scores as well as the other raw scores for the APHID sites. The criteria are grouped according to the type of information elicited by individual criteria. Comparing the means with the scores given to individual APHID-produced sites yields some interesting information about the strengths and weaknesses of APHID from the viewpoint of the evaluator. The APHID sites were usually rated well in criteria related to content selection and quantity (with one exception) and less well for criteria related to navigation.

Table 5-6 Raw Evaluation Results

<table>
<thead>
<tr>
<th>Site #</th>
<th>APHID sites</th>
<th>Hand Crafted Sites</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>2 5 8 1 3 4 6 7 9 10</td>
<td></td>
</tr>
<tr>
<td>Rated on a scale of 1-10 where 1 is poor and 10 is excellent</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Navigability</td>
<td>1 2 3 3 7 8 9 4 7 6</td>
<td></td>
</tr>
<tr>
<td>Suitable Hyperlinks</td>
<td>4 3 3 7 7 9 9 4 7 6</td>
<td></td>
</tr>
<tr>
<td>Organisation of Hyperlinks</td>
<td>2 2 2 3 7 9 8 2 7 6</td>
<td></td>
</tr>
<tr>
<td>Order of Presentation</td>
<td>5</td>
<td>5 7 5 6 4 3 5 4</td>
</tr>
<tr>
<td>Structure of Topic Emerges</td>
<td>1 6 6 4 2 6 6 5 5 6 5</td>
<td></td>
</tr>
<tr>
<td>Linkages between Concepts</td>
<td>2 6 4 3 6 6 3 4 6 4</td>
<td></td>
</tr>
<tr>
<td>Suitability of Content</td>
<td>9 6 6 3 7 7 4 6 7</td>
<td></td>
</tr>
<tr>
<td>Organisation of Material (individual pages)</td>
<td>8 4</td>
<td>6 2 6 3 4 2 6</td>
</tr>
<tr>
<td>Rated on a scale of 1-10 where 1 is too few, 10 is too many, 5 is just enough</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Quantity of Material (entire site)</td>
<td>7 5 7 9 4 2 4 5 4 5</td>
<td></td>
</tr>
<tr>
<td>Quantity of Pages</td>
<td>7 4 5 3 8 6 2 4 5 6 5</td>
<td></td>
</tr>
<tr>
<td>Quantity of Hyperlinks</td>
<td>1 4 9 3 7 5 1 4 7 4</td>
<td></td>
</tr>
<tr>
<td>Quantity of Material (individual pages)</td>
<td>7 5 8 9 6 5 5 6 5</td>
<td></td>
</tr>
</tbody>
</table>
An unanticipated difficulty arose from differences in how the instructional designers interpreted the rules given them and how the same rules were applied to the APHID-produced sites. One example of this was the use of next and back as hyperlink labels. The instructional designers added the words next and back in as link labels but APHID used the titles of the pages as link labels because next and back weren't explicitly given as part of the text. APHID used color to distinguish between types of links rather than explicit labels. The evaluator understandably found the links labelled next and back to be clearer and rated the sites with explicitly labelled next and back links higher in several categories. Another example is in the use of off-site hyperlinks. Hyperlinks to other sites were not intended to be part of the evaluation web sites, yet some of the participants included such hyperlinks and none were included in the APHID-produced sites.

Many of the evaluator's comments on the APHID sites were concerned with link labels and hyperlink arrangement. In general the features he noticed arose from strict adherence to the rules given or simply from different understandings of how the rules
should be interpreted. Fortunately, the concerns he raised were easily addressed when he fine-tuned the APHID sites to his personal preferences.

One particular attribute of two the APHID sites caused low ratings in several categories. The evaluator did not feel that the Spiral Curriculum pattern was one that he would ever use, and rated sites that demonstrated the pattern low on several categories (which affected one entire novice site and a portion of the remedial site). He disliked the fact that the same concept was presented in several segments although he liked the amount of information that was on individual pages and the total quantity of information. He suggested that he would have liked it better if the titles of the pages were less similar. When APHID creates a second page for a particular concept (for instance, if the concept of Volcanoes were broken into three parts, there would be three separate pages for it) it uses the same title for the page but adds a \textit{part N} label. This was done to avoid the need to generate text dynamically within APHID and to ensure that the APHID sites used titles that were contained in the original materials.

The evaluator consistently rated the APHID sites below average in navigability, organization of hyperlinks, and suitable hyperlinks. These categories were intended to address the navigability of the site, the suitability of target pages for linking from the source page and the organization of hyperlinks within an individual page. The comments from the evaluator (both written and verbal) indicated that he evaluated the hyperlink text and formatting for all three categories. He felt that the style used by APHID (colored link-types) was inappropriate and that the \textit{part 1} and \textit{part 2} text generated by APHID to differentiate between different versions of pages was confusing. Consequently, he rated the APHID sites lower for these categories. The evaluator suggested that labelled categories of links would have been helpful which was a presentation feature that had been considered and not implemented because it was not in conformance with the directions given to the educators who created the other sites.

A mixed rating was given to the APHID sites for the \textit{quantity of material} category. The sites created for novices were rated well for that category but the site created for the advanced learner was not. The evaluator's comments about this category indicated that
he had a different mental model of advanced learners than was used to create the sites. He felt that there was simply too much material presented at once, even for what he felt would be an advanced learner. Quantity of material is an attribute that is easily set within APHID, which made it simple to address his concerns about too much material.

The APHID produced sites were consistently rated near or above average for several other categories. The evaluator felt that the software consistently chose suitable content, organized the individual pages well and created a suitable number of pages with a suitable amount of content. Given that the evaluator stated that the Spiral Curriculum pattern was not something he would choose to use, it is interesting to compare just the Depth First and Remedial sites with the averages for the hand-crafted sites. Both the Depth First site and the Remedial are also rated near or above average for structure of topic, linkages between concepts and the order of presentation.

In summary, the evaluator felt that APHID created sites that were near or above average for seven of the twelve categories. The average rating for APHID sites was near or above the average rating for most categories dealing with instruction and content. It is significant that, prior to being told, the evaluator was not aware of, and did not suspect, that some of the sites were created automatically. His concerns about the APHID sites in the other categories were a result of using default values for attributes designed to be have values assigned by the instructional designer who would use the sites.

The default values for the APHID sites were chosen by the author to conform to personal preferences and assumptions about the target learners. The terms novice and advanced learner are general terms, and even the understanding of what a junior high student might be capable of differs from educator to educator. The default values selected for the APHID sites were inappropriate for the evaluator's preferences for a number of reasons. First, the evaluator was familiar with a different curriculum than the author, so the content selected for the sites would normally be taught to older students by the evaluator. This meant that he felt that in general, the content would be difficult for the target age-group. A second reason was that the evaluator was imagining using the sites with a class of learners rather that with individuals and he did not feel that the
APHID produced sites were suitable for an average student. Because he did not realize that the sites had been machine-produced, he couldn’t imagine going to the effort of making a web site for an individual learner.

A third reason that the defaults didn’t seem appropriate to the evaluator was a result of differing understandings of what learners are capable of. The author has worked with different types of students than the evaluator and felt that average students were more capable and more attentive than did the evaluator.

Similar differences in instructional preferences will appear given any two educators. APHID makes accommodation for these differences by allowing educators to override the default settings that govern content selection, link selection and organization of pages.

5.7 Fine Tuning and Re-evaluating the APHID Sites
The flexibility of the APHID approach was demonstrated when two of the APHID sites were re-built using the evaluator's preferences for site and page attributes. The evaluator was invited to select two of the sites that he felt best reflected how he might teach the topic for fine-tuning. He selected site 2 and site 8 for fine-tuning. The possible settings were explained to him and he selected those that he felt would improve the web sites.

The evaluator chose to reduce the number of data elements presented to both novice and advanced learners. He also chose to reduce the number of hyperlinks allowed on a page. A different presentation for hyperlinks was selected to include a link-label as well as the link title. He was satisfied with the ordering of data elements and the selection of concepts so those settings were not altered. The number of parts a concept could be broken into was reduced to two (from three).

Even though these changes required modification to the source code for APHID and a recompilation of the program (which was an artifact of the prototype and would not be the case in a production-quality system), the total time required to make the changes was less than half an hour. This includes time for making the changes, recompiling the
Table 5-8 Re-evaluation Results

<table>
<thead>
<tr>
<th>Hyperlinks and structure</th>
<th>Aphid sites</th>
<th>Hand Crafted sites</th>
</tr>
</thead>
<tbody>
<tr>
<td>Navigability</td>
<td>8</td>
<td>8</td>
</tr>
<tr>
<td>Suitable Hyperlinks</td>
<td>8</td>
<td>8</td>
</tr>
<tr>
<td>Organisation of Hyperlinks</td>
<td>7</td>
<td>7</td>
</tr>
<tr>
<td>Quantity of Hyperlinks</td>
<td>10</td>
<td>10</td>
</tr>
<tr>
<td>Instructional Nature of Application</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Order of Presentation</td>
<td>7</td>
<td>7</td>
</tr>
<tr>
<td>Structure of Topic Emerges</td>
<td>10</td>
<td>7</td>
</tr>
<tr>
<td>Linkages between Concepts</td>
<td>7</td>
<td>9</td>
</tr>
<tr>
<td>Content of Application</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Organization of Material (individual pages)</td>
<td>7</td>
<td>7</td>
</tr>
<tr>
<td>Suitability of Content</td>
<td>7</td>
<td>8</td>
</tr>
<tr>
<td>Quantity of Pages</td>
<td>8</td>
<td>10</td>
</tr>
<tr>
<td>Quantity of Material (entire site)</td>
<td>8</td>
<td>10</td>
</tr>
<tr>
<td>Quantity of Material (individual pages)</td>
<td>10</td>
<td>10</td>
</tr>
</tbody>
</table>

source code and regenerating the sites. An additional half-hour was spent familiarizing the evaluator with the APHID process.

The evaluator performed a second evaluation on the revised web sites, the results of which are shown in Table 5-8. As can be seen from the table, the evaluator felt that the deficiencies he had noticed in the web sites had been corrected by changing parameters to reflect his preferences. He indicated that both sites, in their revised form, were clearly above average. What is interesting is that changing relatively few parameters made such a significant difference to the evaluator's perceptions of the sites.

Overall, the portion of the study involving the evaluator shows that instructional patterns with default attributes can be used to create acceptable hypermedia applications, and that the APHID approach to realizing those patterns can be quickly and easily tuned to create good hypermedia applications that appeal to specific users.

5.8 Summary
We have shown that APHID can be used to create customized hypermedia applications that are as good as those created by hand and that the process of creating those
applications is more efficient than creating similarly customized applications by hand. Using APHID to create hypermedia applications is more efficient if the intention is to create more than one application from the same information. It is not necessarily more efficient (although it may result in better hypermedia) if only one application is desired. We have also shown that at least a small sample of educators sees a need for web sites that are customized to particular instructional purposes which points to a need for creating multiple sites from the same information.

Simple metrics collected indicate that APHID creates sites roughly comparable in size and complexity to other instructional websites. APHID provides a similar (or slightly greater) depth of coverage in terms of number of concept covered in a detailed web site and the number of data-elements used.

The idea of semi-automatically creating hypermedia applications is appealing. All of the study participants indicated that they felt parts of the hypermedia creation process could be automated. All participants also thought that learners would benefit from web sites that were specifically tailored to their needs. The evaluator also felt customization would be beneficial, but indicated that he would never have considered actually creating individualized sites for particular students because of the time involved in creating multiple sites. He was most positive about an automated approach to individualization. APHID makes customization for learners possible because it is more efficient than creating sites by hand. Building a single site using APHID takes approximately the same amount of time as creating one by hand. Creating additional sites from the same materials with APHID takes significantly less time than creating additional sites by hand.

APHID is not intended to be a completely autonomous generator of hypermedia. The intent is that an instructional designer can use the method and the software to easily create instructional hypermedia applications that are tailored to meet the needs of specific users or to teach using a specific strategy.

The initial evaluation of the web sites showed that, even when using the default attributes for the instructional patterns provided with APHID, the resulting web sites
were acceptable. In fact, the APHID sites were rated near or above average for most categories. The power of the APHID approach is that it provides defaults for designers who are inexperienced (or in a hurry) and allows fine-tuning by those designers who wish for more control. The re-evaluation of the APHID sites after the evaluator was allowed to customize the sites demonstrates that APHID can produce hypermedia that meets the personal goals and requirements of individual instructors resulting in well-designed applications that are also flexible and maintainable.
Chapter Six

Conclusions and Future Directions

The previous chapter illustrated that this research has achieved the objective set in the beginning. We have shown that the APHID approach to designing and producing instructional hypermedia can produce satisfactory hypermedia applications more efficiently than humans are able to.

The first chapter of this thesis suggested that the achievement of that objective had the side effect of realizing five additional goals. This section explores those additional goals and examines how they have been accomplished.

To reiterate, the five general goals stated in Chapter one were:

1. To identify common components within a hypermedia application intended for instructional use. These components will be comprised of element types and relationship types. Any instructional application is composed of elements and relationships that are drawn from this set of common components.

2. To identify the current ‘best practices’ for the creation of instructional hypermedia applications and to codify those practices in the form of patterns. Some patterns are design patterns, some are instructional patterns through the conceptual space. Each instructional pattern corresponds to a specific instructional strategy or goal.

3. To identify a development approach for hypermedia that utilizes patterns and concept maps to produce well designed instructional hypermedia applications. The production of the applications is partially automated.

4. To implement a prototype software system that embodies the APHID approach.
5. To evaluate the implemented system to demonstrate that the research objective has been met.

The first goal of identifying common components has been met, although certainly the list of components identified is not exhaustive. We have used data elements, a variety of instructional classes and several types of relationships to construct a wide variety of hypermedia applications. Different types of components will doubtless be identified in the future.

We have likewise identified and recorded a small sample of patterns for the development of instructional hypermedia. The sample proved to be enough to accomplish the objective set for this research, but does not include many alternate approaches to instructional design. This goal proved to be the least simple to realize because there is little agreement among educators as to what comprises good instruction or good design. Much of the future work on the APHID approach must focus on identifying additional instructional patterns and codifying them.

The remaining three goals have clearly been accomplished. That the applications produced by APHID are well designed has already been established. The APHID approach uses concept maps to describe the domain of instruction and patterns to describe both the presentation of instruction and the process of instruction. APHID provides partial automation in the prototype implementation and more automation is likely in future versions.

The process of achieving these goals and the primary objective has led to some interesting observations and contributions to the area of instructional hypermedia design. The next section explores those research contributions.

6.1 Research Contributions

The main research contribution of this work is the development of a method for modelling and creating instructional hypermedia systems. The method developed is based on sound software development principles and on principles of instructional design. It also provides scaffolding for instructional designers who may not have
knowledge about hypermedia construction as well as for software developers who may not have knowledge about instruction. The APHID approach to constructing instructional hypermedia provides a means to create instructional hypermedia applications tailored to the instructor's purpose and preferences. The underlying assumption is that the instructor knows best the needs of the intended learners and is in the best position to provide the bounding information for the APHID software.

The key difference between this research and other approaches to hypermedia design is the inclusion of the semantic model as one of the design models for hypermedia systems. Semantic modelling often requires detailed knowledge about the instances that make up the domain. For instance, consider the models created during indexing of a large body of text. That process requires a large quantity of domain knowledge to disambiguate words and identify synonyms. Semantic modelling is frequently deemed to be inappropriate for product analysis and design. The APHID approach to semantic modelling with a concept map creates a middle ground between the domain model, which is quite general and the instances, which are always specific. The knowledge used in this model is contained in the relationships allowed in the concept map. The concept map is general enough to be reusable for other applications in the same domain of instruction, and the patterns of instruction can be reused in other domains, provided similar types of relationships exist between the concepts.

The APHID approach to instructional hypermedia design has two key differences from the approach taken by designers of intelligent tutoring systems. The first difference is that the APHID domain models do not have a target or goal concept where intelligent tutoring systems usually assume that one concept of the domain model is the goal and that the steps necessary to reach the goal are precisely identifiable. Instead, the goal in an APHID-produced hypermedia application is to present an entire subset of the domain model to a learner in some predictable, organized fashion. APHID applications are designed to support the human instructor rather than to provide direct instruction.

APHID's roots in software engineering methodology provide the second difference between it and approaches to intelligent tutoring system design. APHID allows the
calculation of metrics for each hypermedia application. The metrics can be used to constrain the application size and structure, resulting in an application that conforms to the current understanding of how good hypermedia should be structured.

The research makes a contribution towards the use of patterns in analysis and design of hypermedia. Patterns have been applied to many different design problems by a variety of researchers. The contribution of this research to the patterns community is the use of patterns to describe instruction, and subsequently to guide the development of the hypermedia application. Even though relatively few instructional patterns are identified as part of this research, the concept is novel and has been a useful tool for communicating with educators during this research. The use of patterns for communicating instructional ideas should simplify the process of identifying suitable organizations for different types of instructional hypermedia.

Although the focus of the work is on instructional hypermedia applications, any hypermedia application for which the designer has a clear 'probable path' in mind could be developed using the APHID approach. APHID provides a solid baseline for future research into analysis and design of any sort of targeted hypermedia applications. A targeted hypermedia application is one for which the author has a single, specific purpose in mind. Instruction is one type of targeted application, but many others exist. The advertising industry creates targeted media, as do motivational speakers, industrial trainers and designers of help systems. This work has shown that it is possible to create good hypermedia applications algorithmically, the next step is to explore how to improve those algorithms and to apply them to similar domains. The next few sections of this chapter discuss future possibilities for APHID including some possible improvements and some ideas for how APHID could be used in arenas other than instructional design.

6.2 Improvements to APHID

There are potential improvements to the APHID software that arise simply from the fact that it is a prototype system and is not built to be either robust or efficient. These
improvements include the re-design of many of the key classes, the addition of robust error checking on data, and the creation of an XML editor to simplify data entry. These types of alterations will not change how APHID works or improve its ability to create hypermedia, they simply improve the way the software is written.

There are several other possible improvements to the design of APHID that would add to the functionality or feature set of the system. Generally the improvements are one of two types: alterations or additions to the instructional and presentation patterns, or alterations and additions to the algorithms used to generate the hypermedia applications. Most of the improvements suggested can only be realized after significant further research into related disciplines. The next two sub-sections explore these two types of improvements.

6.2.1 Additional Patterns

Two types of patterns are used within APHID to help describe hypermedia applications, instructional patterns and presentation patterns. The patterns used for the prototype software were constructed based on the instructional experiences of the researchers. A researched approach to creating additional patterns could improve the types of applications that APHID creates.

New presentation patterns should be derived from information about how learners work with instructional hypermedia and about which features are most commonly useful to learners. Such work could determine, for example, the preferred ordering for different types of instructional elements, answering questions like "should the definition go ahead of the example or after the example". This same research could yield information about the optimal values for settings that control the size and shape of the hypermedia, like the number of elements and the number of hyperlinks. This research would have to take into account the abilities and preferences of a variety of learners and would likely also result in the definition of a larger variety of learner types for APHID.

New instructional patterns should be developed after a methodical investigation into what kinds of hypermedia educators create and how effective those sites are. The
research also needs to examine classroom teaching practices and the current understanding of instruction in general. Many teaching strategies exist that could be modified for hypermedia presentation, but presently most hypermedia seems to be strictly hierarchical.

One requisite for the development of new patterns (both instructional and presentation) is an understanding of the characteristics of hypermedia and an examination of which of those characteristics are known to be of value instructionally. Presently there is no consensus on how to describe a hypermedia application by measuring it. Depth, breadth, number of nodes and similar measurements all seem to be likely candidates, but there is no understanding of how the different values for those measurements affect the usability of the hypermedia application. One method of determining characteristics of sites would be to use the types of measures for hypermedia discussed in Section 2.2.3.3. An interesting experiment would be to juxtapose such measurements against student and instructor ratings for a variety of instructional sites and determine which characteristics seem to be most important to users. One promising source of information about how usability and structure of web sites are interrelated is the user studies presently being done in conjunction with the MetaLinks project (Murray, et al. 1999)

One user interface construct that is necessary for the APHID hypermedia is an overview. The overview could be a map, an omnipresent index, a fish-eye view or any of a number of other constructs. The investigation into additional presentation patterns should consider the necessity for supplying a context to learners and developing a pattern that accommodates that need.

6.2.2 Additional and Improved Algorithms
APHID uses a variety of algorithms to create a hypermedia application. The software is designed to allow new algorithms to be easily incorporated into the design, which facilitates the creation of new types of hypermedia applications. There are also points in the prototype software where the existing algorithm is sketchy or experimental and should be refined in future versions of the software. Two points in the prototype
software are in need algorithmic refinement: constraint management and data element selection. New algorithms should be explored for traversing the concept map and the use of XML and XSL should be further incorporated into the program design.

APHID maintains a set of rules for the construction of hypermedia applications, but it has no facility for true constraint solving. As the rule-set becomes more complex, simple application of the rules is unlikely to suffice because conflicts will arise. Rules are applied as nodes are created in PHID, and should be checked each time a new node is created and, if necessary, modifications should be made to the navigation model to ensure adherence to the constraints. Presently rules are relaxed rather than employing a backtracking mechanism to make different choices.

An example of this type of problem arises when the maximum depth from the root node is exceeded. Ideally, PHID would backtrack and make the parent node of the violating node more detailed so that the critical information of the 'out of depth' node was included in its parent. Presently the violating node is simply deleted and its information is not presented to the learner. A more complex constraint-management system to ensure reasonable adherence to rules would give a less severe solution to problems such as this one.

Related to constraint-management is the issue of validating the hypermedia documents. Hypermedia validation is used to determine if the hypermedia application contains the desired information, is built to the desired specifications, and to determine if it has the desired effect upon the user (see Section 2.2.3 for a more complete exploration). Validation of hypermedia is an interesting (and open) research question. PHID presently does none, but validation modules could easily be added to it. As part of the information necessary to provide the ability to customize applications PHID keeps track of most of the data required to do basic structural validation (eg, depth from root, fan-in, fan-out). It could also potentially use information from the concept map to validate the instructional coverage of the application (i.e., correct number of concepts covered and adequate data presented for each concept).
The APHID prototype uses nine types of data elements (novice-critical being an example of one type) and has no facility for ordering elements within each type. This proved to be somewhat problematic, because there was no way of telling the software which of the novice-critical elements should receive priority for selection. A future version of the software should increase the number of types of data elements as well as provide for a more sophisticated selection algorithm that provides for some sort of ordering within each type of element. It may be possible to use the same algorithms that were implemented within the prototype to identify and sort out prerequisite concepts.

In general, the selection method for data elements in the prototype software was simple-minded and must be reviewed. A more sophisticated algorithm based upon more complex relations between data elements is one possibility. This would make the selection of data elements a similar process to the selection of concepts.

The prototype software utilizes two types of traversals and one traversal order to build the different types of hypermedia applications. Even with these two traversal types, several different types of hypermedia are possible. APHID can generate 12 different applications from the algorithms that are presently implemented. A summary of the characteristics of these 12 applications is given in Appendix H. It is possible to imagine how different traversal orders using these same types of traversals would result in new, interesting hypermedia applications.

As new instructional patterns are identified, new traversal techniques must also be incorporated to model those patterns. For instance, it might be possible to use a completely different algorithm (such as a modified hill-climbing algorithm) to effect the traversal of the graph, which would result in a different tutorial-order for the final pages in the application. The choice of algorithm could result in rather disjoint presentations, if it were not carefully orchestrated (consider what a branch and bound approach would do to a presentation), but it is worth investigating further.

In this implementation, XML and XSL are used simply as a convenient method of representing data and applying presentation rules to that data. The technologies related to XML have matured significantly in recent months and could be used for more tasks
within the APHID hypermedia creation process. For instance, all of the presentation patterns for instructional classes could be represented as fragments of an XSL document. The APHID software would then simply select from a list of styles for each type of data element and create a custom style-sheet for each application. Or, APHID could create different style sheets for different portions of the application, allowing, for instance, the remediation portion of an application to be presented differently than the review portion. XSLT can also perform simple selection and sorting, so lists of hyperlinks and elements could be sorted before presentation, if desired.

Data elements for the prototype were stored as large chunks of data. Their XML representation would have allowed APHID to decompose them, and to use small parts of a data element as a part of some other composite data element. The XPath specification (XML Path Language (XPath) 1999) makes possible the precise identification of parts of XML documents, and allows algorithmic selection of those parts. So, future versions of APHID should be able to assemble larger data elements from smaller parts (for instance, it could assemble elements with different titles for different levels of users, or use the same title and attach different explanations to it). This sort of refinement would work well with the improvements for data element selection made earlier. It would require additional guidelines for the composition of elements including well-defined document types, possibly schemas and some additional rules built in to the APHID system.

The APHID software in its present state creates good instructional hypermedia applications. The improvements suggested in this section would make the software more flexible and capable of creating many new types of hypermedia applications. It would also make the software more responsive to the differing needs of users. As the software product becomes more flexible, it can be used in different domains for different purposes. The next section of this chapter explores some possible uses for future versions of APHID.
6.3 Future Directions

While the prototype is targeted at the education and training segment of society, the ideas behind the APHID process are applicable well beyond the domain of instruction. Some of the alternate domains would realize immediate benefits from the software as it is currently implemented; others represent potential applications for future versions of the software. All are equally interesting markets for the APHID style of hypermedia construction.

6.3.1 Industrial Training Materials

One obvious application of the technology is in the domain of industrial training. Industries spend money training and re-training their employees. Some of this money is spent hiring trainers, some is spent creating training materials and much is spent revising materials to bring them up to date or to tailor them for a specific audience. The APHID software would allow trainers to create a set of information for a particular topic and then quickly create training materials for specific audiences as the need arose.

In conjunction with this a tutorial system for the trainers would be helpful. The APHID patterns are useful for communicating ideas to all kinds of people who might be involved in creating training materials. A tutorial or scaffolded environment in which trainers were taught what comprises a good instructional hypermedia system as they constructed one would be quite useful. It would allow trainers who were not educators to learn about what makes good instruction and it would assist instructors to make the transfer between the teaching skills they have and the domain of hypermedia. Such a tutorial system requires better pattern descriptions and a help system that is intertwined with the APHID software.

APHID has the added advantage that maintenance of the assembled information is simplified because all information revisions happen within the APHID software. So, when information changes, or is added to, the changes are made within APHID and new materials are generated from the revised information. There is no need to edit existing
materials because they are simply discarded and replaced with new versions. Creating new versions is simple and painless.

6.3.2 Help Systems
Help systems, especially those that come with modern computer software, are often distributed as some form of hypermedia. Authoring help systems for software is a difficult task made worse by the fact that the help pages must be relevant to users with disparate abilities and needs. The different types of users require different levels of help and require different types of help. For instance, some require basic information, some require an indexed reference, and some require tutorials. These differing needs are presently partially addressed by providing different methods of accessing the same help pages (indices, keyword searches, and hypertext links for instance). This does allow people to find material in different fashions, but it does nothing to ensure that the material they find is suitably presented for the specific user.

An APHID approach to designing help systems would have all the same advantages for help system construction as it would for the creation of industrial training tools. It would simplify maintenance and ultimately could create help systems that were more useful to a wider audience.

6.3.3 Automated Query Display
In one sense, APHID is a primitive means of automating user-interface creation. It is primitive because it does not generate the actual widgets that comprise the interface, rather it relies on the ability to manipulate an existing, configurable interface framework (in the case of the prototype, the framework is a web browser and the language of manipulation is HTML). There are application domains for which this simple type of interface creation is all that is needed. One example is the domain of information retrieval.

Often information retrieval applications are connected to large federated databases and queries composed in these applications can return thousands of results. Efforts to create
understandable interfaces from such queries have had mixed success (Kleinberg 1998) and generally techniques for sorting and classifying query results are improving.

Under certain, reasonably common, conditions APHID presents another interesting possibility for the management of query results. Suppose that the queries in question are restricted to a specific domain for which there is a large quantity of data. This situation is common in scientific research where large data sets are queried. A search engine returns a large number of hits and the user would like to see something other than a flat-list of those responses. Because the domain is restricted, a concept map of the domain can be created by hand that will be reusable between queries. Each response to the query can be treated as an individual data element and can be assigned to a concept using traditional indexing or keyword approaches to information retrieval (Salton, et al. 1994). Once the concepts in the concept map representing the domain have data elements, APHID can generate pages using any of its available algorithms.

This approach is limited only by the ability to classify query results into data elements. As long as results have enough identifying characteristics to allow them to be classified and assigned to different concepts (and possibly to different element-types) APHID would be capable of creating organized, structured hypermedia out of a flat list of query results. Users would specify the type of organization they desired by selecting a pattern for APHID to follow (in the prototype these patterns are called instructional patterns). Thus users would get query results in a form that matched their own personal preferences.

6.3.4 Adaptive Hypermedia Systems
Probably the most exciting possibility for future work with APHID lies in its applicability to adaptive hypermedia systems. The APHID approach to designing hypermedia has a focus on user preferences, be they end users or instructors. The goal is to present hypermedia applications that comply with the preferences of the user. This goal is congruent with the goals of adaptive hypermedia and, although APHID has some
significant differences from typical adaptive systems, it has complimentary features that would combine well with adaptivity.

Adaptive hypermedia is "a hypertext or hypermedia system which reflects some features of the user and/or characteristics of his system usage into a user model, and utilizes this model in order to adapt various behavioral aspects of the system to the user" (Brusilovsky, et al. 1998). In many ways, APHID is similar to an adaptive hypermedia system but there are two key differences. The first is that APHID does not dynamically adapt to a user where most adaptive hypermedia systems perform their adaptations on-the-fly. The second difference is that APHID does not have a model of an individual user, rather it relies on the instructor to supply information about desired characteristics that the final hypermedia should have. APHID does have pre-set values for these characteristics for each of the instructional patterns and user-types, which serve the same function of a user model, but they represent stereotypes rather than an actual individualized model. The assumption made in APHID is that the instructor (or the learner) has a mental model of the intended user and translates that model into values for the attributes of the hypermedia application. So, while on the surface APHID appears similar to adaptive hypermedia systems, it is lacking a refined user model and it creates static hypermedia pages rather than dynamic.

APHID does provide a predictable, configurable mechanism for creating hypermedia given a model of a user (as long as the model can be translated into values for site attributes). APHID could be combined with a system capable of maintaining sophisticated user models, such as (Brusilovsky, et al. 1998) to create a powerful adaptive hypermedia system that responds both to the changing characteristics of users and to the preferences of the site creator.

Because APHID separates the process of creating the presentation from the process of creating the navigation model, it would be a simple task to rework parts of the software to generate pages on-the-fly. The obvious approach to reworking the software is to rewrite APHID so that it creates hypermedia sites dynamically as the user traverses the site. This requires that some part of the software keep track of each user connected to
the system and what their characteristics are. This approach would work, but a simpler approach is possible.

The simple method would be to create a server that caches the XML document that APHID creates for a particular user and sends the appropriate parts of that document to the user when requested. This would allow for automated selection and generation of next and back links and also for the use of a variety of presentation elements, such as color and font, depending upon user history and the changing user model. This approach would not require much alteration to the portion of APHID that supports the instructional designer, nor to the algorithms that create the navigational model. It would require the construction of software to manage the user requests and keep track of the state of the various users, but most user-modelling adaptive systems have such software in place already.

The combination of APHID with techniques for user modelling and adaptivity provide advantages to both approaches. APHID gains the ability to react to specific users rather than simple stereotypes, and also the ability to react dynamically. APHID provides the ability to design the hypermedia based on solid principles and the ability for the designer of the hypermedia application to determine how the application will react to particular user characteristics.

6.4 Conclusions

This research has presented an approach (APHID) to the design of instructional hypermedia applications that is based on a set of models describing all aspects of the instructional hypermedia system. APHID uses data models, navigation models and presentation models to represent an instructional hypermedia application. These models are drawn from previous work in hypermedia design and are customized for the APHID approach. The data model consists of a model of instructional classes and a concept map depicting the domain of instruction. The concept map is a familiar construct for many educators, making APHID easy for instructors to work with. APHID augments the navigation model with information about how the instruction is intended to proceed,
which results in a richer navigation model than is usual for most hypermedia development methods. The APHID navigation model addresses specific requirements for instructional hypermedia.

APHID uses patterns to guide the construction of hypermedia applications and to facilitate communication between people involved with that construction. The patterns used describe both interface features and navigational paths through hypermedia applications. These descriptions are paired with an algorithmic representation whenever possible that allows the pattern to be encoded as part of the automated portion of APHID.

The APHID approach is appealing because it addresses deficiencies in present instructional hypermedia development systems. APHID provides support for instructors who may be unfamiliar with the hypermedia system they are using. It provides direct support for making instructional decisions as well as for customizing those decisions to reflect personal preferences. APHID is designed to allow for the addition of new instructional strategies and the development method is independent from the instructional strategy selected. APHID also supports the designer from the initial stages of application development through to the end. The concept mapping environment supports the initial planning and design of instruction as well as the design of the hypermedia application.

APHID is an efficient method to use. Instructors can create initial hypermedia applications in approximately the same amount of time as it takes to create one by hand, but can create subsequent applications, or rapidly revise existing ones. APHID simplifies the maintenance of instructional hypermedia because the data is changed in only one place and the hypermedia applications are simply replaced with new versions. This is not practical for hand-created hypermedia applications. In general, APHID can decrease the amount of time and resources required to create and maintain educationally sound, customized hypermedia applications.

We have shown that APHID can automatically generate acceptable instructional hypermedia applications. Aside from the obvious time savings associated with
automatically generating hypermedia, the fact that it can be automated allows for customization and individualization that is not possible when the hypermedia is created by hand. APHID provides the groundwork for a powerful adaptive hypermedia system that considers both user preferences and instructional preferences when creating applications. Of the numerous possibilities for future work arising from this research, the potential for adaptivity in hypermedia applications is one of the most interesting and should be pursued.
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Appendix A- Document Type Definitions for Instructional Classes

<!ELEMENT description (#PCDATA)>
<!ATTLIST description
type (intro|summary|conclusion|explanation|preformatted) "explanation">

<!ELEMENT quiz (description?, quiz_item)+>
<!ELEMENT quiz_item (description?|(question,answer)+)>
<!ELEMENT question (#PCDATA)>
<!ELEMENT answer (#PCDATA)>
<!ELEMENT description (#PCDATA)>
<!ATTLIST description
type (intro|summary|conclusion|explanation|preformatted) "explanation">

<!ELEMENT question_list (question_item)+>
<!ELEMENT question_item (question, answer?)>
<!ELEMENT question (#PCDATA)>
<!ELEMENT answer (#PCDATA)>

<!ELEMENT narrative (description+)>
<!ELEMENT description (#PCDATA)>

<!ELEMENT list (description+, list_item)+>
<!ELEMENT list_item (#PCDATA)>
<!ELEMENT description (#PCDATA)>

<!ELEMENT instructions (description+, instruction_step+)>  
<!ELEMENT instruction_step (description? |action)> 
<!ELEMENT description (#PCDATA)>
<!ATTLIST description
type (intro|summary|conclusion|explanation|preformatted) "explanation">

<!ELEMENT index (index_entry+)>
<!ELEMENT index_entry (#PCDATA)>

<!ELEMENT FAQ (question,answer)>  
<!ELEMENT question (#PCDATA)>
<!ELEMENT answer (#PCDATA)>

<!ELEMENT example (instance+)>
<!ELEMENT instance (#PCDATA)>
<!ATTLIST instance
type (positive|negative) "positive" media (image|applet|text) "text" >

<!ELEMENT vocabulary_list (vocabulary_item+)>
<!ELEMENT vocabulary_item (term, definition)>
<!ELEMENT term (#PCDATA)>
<!ELEMENT definition (#PCDATA)>
Appendix B- XML Source for Stacks example

<?xml version="1.0"?>
<website>
  <page ref="Stack" title="Stack">
    <links>
      <link type="part">
        <url>Applications.html</url>
        <link_text>Applications</link_text>
      </link>
      <link type="part">
        <url>Representation.html</url>
        <link_text>Representation</link_text>
      </link>
      <link type="part">
        <url>Methods.html</url>
        <link_text>Methods</link_text>
      </link>
      <link type="predecessor">
        <url>AbstractDataTypes.html</url>
        <link_text>Abstract Data Types</link_text>
      </link>
    </links>
    <element_list>
      <data_element>
        <title>Stacks: a description</title>
        <example>
          <instance type="positive" media="text">In order to clarify the idea of a stack let's look at a "real life" example of a stack. Think of a stack of plates in a high school cafeteria. When the plates are being stacked, they are added one on top of each other. It doesn't make much sense to put each plate on the bottom of the pile, as that would be far more work, and would accomplish nothing over stacking them on top of each other. Similarly when a plate is taken, it is usually taken from the top of the stack.</instance>
          <instance type="positive" media="image">plates.gif</instance>
        </example>
      </data_element>
      <hr/>
      <hr/>
      <data_element>
        <title>Stack: a definition</title>
        <vocabulary_list>
          <vocabulary_item>
            <term>Stack</term>
          </vocabulary_item>
        </vocabulary_list>
      </data_element>
    </element_list>
  </page>
</website>
A stack is a homogeneous collection of items of any one type, arranged linearly with access at one end only, called the top. This means that data can be added or removed from only the top. Formally this type of stack is called a Last In, First Out (LIFO) stack. Data is added to the stack using the Push operation, and removed using the Pop operation.

```c
#include "stackclass.h"

//----Default constructor
stack::stack(void) {
  Initialize();
}

//----Initialise
void stack::Initialize(void) {

  //----Set to no items
  NumberOfItems = 0;
}

//----Push
boolean stack::Push(element Item) {

  //----Check there is space
  if (NumberOfItems < STACK_SIZE) {
    //----Store the item
    TheItems[NumberOfItems] = Item;
    NumberOfItems++;
    //----Return true
    return(TRUE);
  }

  //----If not enough space return false
  else return(FALSE);
}

//----Pop
boolean stack::Pop(element &Item) {

  //----Check there is an item
  if (!Empty()) {
    //----Take of the item
    Item = TheItems[NumberOfItems];
    NumberOfItems--;
    return(TRUE);
  }

  //----No items to remove
  return(FALSE);
}
```
NumberofItems--;  
Item = TheItems[NumberofItems];  
//----Return true  
return(TRUE);  
}  
//----If no items return false  
else return(FALSE);  
}  

------------  
//----Empty  
boolean stack::Empty(void) {  
//----Check there are items  
return(NumberofItems == 0);  
}  

------------  
//----Top of stack  
boolean stack::TopOfStack(element &Item) {  
//----If can pop one, then push it  
if (Pop(Item)) {  
    Push(Item);  
    return(TRUE);  
}  
else return(FALSE);  
}  

]]>  
</description>  
</data_element>  

<hr>  
</hr>  

<data_element>  
title=Stack: a simulation</title>  

<simulation type="applet">  
<APPLET CODE="stackGUI.class" width="580" height="430">  
<center>Enable Java to use the applet</center>  

<PARAM name="trays" value="3">  
</PARAM>  
</APPLET>  
</simulation>  
</data_element>  

<hr>  
</hr>  
</element_list>  
</page>  

<page ref="Applications" title="Applications">  
<links>  
<link type="example">  
?url=ArithmeticExpressions.html</url>  

<link_text>Arithmetic Expressions</link_text>  
</link>  
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Stacks are used in many applications, including function calls and recursive calls. Stacks are also used when processing expressions such as arithmetic expressions in polish or reverse polish notation.

There are many uses for stacks including:

- Providing support for recursive procedure calls
- Searching structures
<list_item>Computation</list_item>
Recursion is nothing more than a function that calls itself. It is therefore in a loop which must have a way of terminating. When you called the function from itself, it stored all of the variables and all of the internal flags it needs to complete the function in a block somewhere. The next time it called itself, it did the same thing, creating and storing another block of everything it needed to complete that function call. It continued making these blocks and storing them away until it reached the last function when it started retrieving the blocks of data, and using them to complete each function call. The blocks were stored on an internal part of the computer called the "stack". This is a part of memory carefully organized to store data just as described above. A stack is used in nearly all modern computers for internal housekeeping chores.
To allow for a stack with a variable maximum size, it can be implemented as a linked list using pointers. When a stack is implemented this way, each node contains a data field for the information, and a pointer to the next node on the list. Top is a pointer to the top of the list. When top is NULL (or NIL, depending on the programming language), the stack is empty.

Implementing stacks as linked lists provides a solution to the problem of dynamically growing stacks, as a linked list is a dynamic data structure. The stack can grow or shrink as the program demands it to. However, if a small and/or fixed amount of data is being dealt with, it is often simpler to implement the stack as an array.

Array-based (or vector-based) implementations are fairly easy. We simply
add elements to the end of the array, and remove elements from the end of the array. We may need to keep track of the position of the last element, but we can also use the size() or length to determine that.</description>

<title>Representing Stacks</title>
<description type="explanation">There are multiple implementations of stacks. The implementation we choose may depend on our knowledge of the use of the stack (e.g., are we going to have a limited or unlimited size?) and the limitations of our programming language (e.g., does it support dynamic data allocation). The two most basic ways to implement stacks are with vectors and lists.</description>

<title>Representation using lists</title>
<description type="explanation">A list-based implementation is relatively straightforward, as many list implementations include all the standard stack operations. push() is just another name for insertAtFront(), pop() is just another name for removeFromFront(), peek() is just another name for head().</description>

<title>Arrays: an introduction</title>
<description type="intro">The purpose of an array is to store information in an organized way. It allows the programmer to group data together. It provides a convenient way for handling large amounts of data, due to the fact that the arrays indexing structure is easily manipulated with iterative control structures. The main disadvantage to using an array is that it is a static data structure. The array must be formally declared before using it. This
involves knowing the amount of data that will be written into the array beforehand. This often leads to the programmer "guessing high" when deciding upon array bounds, so that there will be enough room available in the array. This can be very inefficient memory wise.

One of two ways to implement a stack is by using a one dimensional array (also known as a vector). When implemented this way, the data is simply stored in the array. Top is an integer value, which contains the array index for the top of the stack. Each time data is added or removed, top is incremented or decremented accordingly, to keep track of the current top of the stack. By convention, an empty stack is indicated by setting top to be equal to -1.

Stacks implemented as arrays are useful if a fixed amount of data is to be used. However, if the amount of data is not a fixed size or the amount of the data fluctuates widely during the stack's life time, then an array is a poor choice for implementing a stack.

For example, consider a call stack for a recursive procedure. It can be difficult to know how many times a recursive procedure will be called, making it difficult to decide how large the maximum stack size (array size) should be. Additionally, the recursive procedure may not be called the same number of times each time it is invoked—meaning that the stack size changes at run time. An array representation for the stack would be a poor choice, as you would have to declare it to be large enough that there is no danger of it running out of storage space when the procedure recurses many times. This would waste a significant amount of memory if the procedure normally only recurses a few times.
<hr/>
</hr>
</element_list>
</page>

<page_ref title="Methods">
<link type="example">
<url>Push.html</url>

<link_text>Push</link_text>
</link>

<link type="example">
<url>Pop.html</url>

<link_text>Pop</link_text>
</link>

<link type="example">
<url>Top.html</url>

<link_text>Top</link_text>
</link>

<link type="whole">
<url>Stack.html</url>

<link_text>Stack</link_text>
</link>
</links>

<element_list>
<data_element>
<title>Methods: an introduction</title>

<vocabulary_list>
<vocabulary_item>
<term>Push</term>

<definition>Adds or pushes another item onto the stack. The number of items on the stack must be less than the stack maximum.</definition>
</vocabulary_item>

<vocabulary_item>
<term>Pop</term>

<definition>This operation removes an item from the stack and returns the item. The number of items on the stack must be greater than 0.</definition>
</vocabulary_item>

<vocabulary_item>
<term>Top</term>

<definition>This operation returns the value of the item at the top of the stack. The operation does not change the stack.</definition>
</vocabulary_item>
</vocabulary_list>
</data_element>
</page_ref>
<term>Is Empty</term>

<definition>This boolean operation returns true if the stack is empty and false if it is not.</definition>

<term>Is Full</term>

<definition>This operation returns true if the stack is full and false if it is not.</definition>

<description type="preformatted">procedure Push(item : items); //add item to the stack //top is the current top of stack //n is the maximum stack size begin if top = n then stack full; top := top+1; stack(top) := item; end: //of Push</description>

<description>Push requires a parameter - item. This parameter is of the same data type as the rest of the stack. Item is the data to be added to the
if top = n then stack full;

This line performs a check to see whether or not the stack is full. If it is, then some error condition, such as an error handling routine, is triggered. If it is not, the procedure continues. If the stack is implemented as linked list, you simply cannot compare top to n to see if the stack is full. Top is a pointer, and will not be equal n when the stack is full. The easiest solution to this problem is to keep a counter, and increment or decrement it accordingly each time you push or pop. This counter will contain the number of items on the stack, and can be used for condition testing.

If the stack is not full, top is increased by a value equal to the size of another item. This allocates room for the insertion. If implementing the stack as a linked list, allocation must be handled differently. Allocation of space for the item to be inserted is dependent on the language you are using. What you need to do is create/declare/initiate a new pointer, which can be used to reference the new node. This node must then be linked to the stack by referencing it from the previous node.

After the room for another item has been added, the data is then inserted. This is done by setting the new value of top to be equal to the item to be inserted.
<title>Pop: the algorithm</title>

<instructions>
<description>Data is removed from a stack by using Pop. From a procedural perspective, pop is called with the line Pop(item), where item is the variable to store the popped item in. Pop returns the item at the top of the stack (and only that item).</description>

<description type="preformatted">procedure Pop(var item : items); // remove top element from the stack and put it in the item begin if top = -1 then stackempty; item := stack(top); top := top-1; end; // of Pop</description>

<instruction_step>
<action>procedure Pop(var item : items);</action>

<description>Pop is called with the parameter item. This variable is where the item popped off the top of the stack is stored for later access.</description>
</instruction_step>

<instruction_step>
<action>if top = -1 then stackempty;</action>

<description>If top is equal to -1, the stack is empty - there is no item to pop off the stack. Control can then be passed to an error handling routine. If the stack is implemented as a linked list, the stack will be empty if top = NULL/NIL.</description>
</instruction_step>

<instruction_step>
<action>item := stack(top);</action>

<description>Set item to be equal to the data in the top node.</description>
</instruction_step>

<instruction_step>
<action>top := top-1;</action>

<description>This statement removes the top item from the stack. Decrement top by 1 so that it now accesses the new top of the stack. If implementing the stack as a linked list, this step is done by setting top to point to the next item on the stack, which will become the current top. In addition, if implementing the stack as a linked list, it is necessary to add a statement that will decrement the count variable that keeps track of the number of items on the stack.</description>
</instruction_step>
</instructions>
</data_element>

</page>

<page ref="Top" title="Top">
procedure Top(var item : items); //return top element from the stack stack and put it in the item begin if top = -1 then stackempty; item := stack(top); end; //of Top

procedure Pop(var item : items);

Pop is called with the parameter item, which is the variable in which the popped item is to be stored.

if top = -1 then stackempty;

If top is equal to -1, the stack is empty. Control can then be passed to an error handling routine. If the stack is implemented as a linked list, the stack will be empty if top = NULL/NIL.

item := stack(top);

Set item to be equal to the data in the top node.

What if you want to access the data field at the top of the stack, but you do not want to remove the item? It seems like a hassle (not to mention that it is inefficient) to pop the top item, use it, and push it back onto the stack. The solution to this problem is the function Top (do not confuse this function with the variable top). Top will return the data segment of the top item without removing it from the stack. It is called with Top(item), where item is a variable that will hold the data item.
<hr/>
</hr>
</element_list>
</page>

<page ref="AbstractDataTypes" title="Abstract Data Types">
<links>
<link type="successor">
<url>Stack.html</url>
<link_text>Stack</link_text>
</link>
</links>
<element_list>
<data_element>
<title>ADT: a description</title>
<description type="explanation">An Abstract Data Type (ADT) is a set of allowed data values, with a set of allowed operations. This allows the user to create data types to their own specifications. All data must conform to the predefined structure, and this data may only be manipulated through a set of predefined operations. These operations must not violate the integrity of the data structure. The purpose of the ADT is to shield the programmer from the internal workings of the data structure, by giving access to the data only through the operations.</description>
</data_element>
</element_list>
</page>
</website>
Appendix C - XSL Style Sheets

<xsl:stylesheet xmlns:xsl="http://www.w3.org/XSL/Transform/1.0"
xm xmlns:xt="http://www.jclark.com/xt"
extension-element-prefixes="xt">
  <xsl:strip-space elements="description * " />

  <xsl:variable name="DEBUG"/>
</xsl:variable>

  <xsl:variable name="DETAILS"/>
</xsl:variable>

<!-- ------------------------- -->
<!--template for web site -->
<!-- ELEMENT website (page+) -->
<!-- ------------------------- -->
<xsl:template match="website">
  <xsl:apply-templates select="page" />
</xsl:template>

<!-- ------------------------- -->
<!--template for pages -->
<!-- ELEMENT page (links, element_list) -->
<!-- ATTLIST page
  ref ID #REQUIRED
  title CDATA #REQUIRED -->
<!-- ------------------------- -->
<xsl:template match="page">
  <xt:document href="(concat(@ref,'.html'))">
    <html>
      <head>
        <title>
          <xsl:value-of select="@title" />
        </title>

        <LINK rel="stylesheet" type="text/css"
        href="../geostyle.css" title="styles" />

      </head>

      <style>
        b A:link {color:@990099; font-size: 8pt}
        <!-- next links -->
        i A:link {color:@000088; font-size: 8pt}
        <!-- back links -->
        em A:link {color: @996600; font-size: 8pt}
        <!-- down links -->
        A:link {font-size: 8pt}
        cite {font-size: 6pt}
      </style>

      <body>
        <A NAME="top">
          </A>

        <center>
          <h1>
            167
<table cellpadding="5">
<tr>
  <td VALIGN="Top">
    <xsl:apply-templates select="links" />
  </td>
</tr>
</table>

<CENTER>
  <A HREF="#top">top</A>
</CENTER>
</html>
</xsl:document>
</xsl:template>

<!-------------------------- -->
<!-- templates for links
<!-- !ELEMENT links (link+)-->  
<!-- ELEMENT link (link_text, url)-->
<!-- PART, EXAMPLE, SUCCESSOR, WHOLE, GENERAL, PREDECESSOR, PARENT, CHILD, PRESIB, POSTSIB, NEXT, BACK--> 
<!-- -------------------------- -->
<xsl:template match="links">
  <xsl:apply-templates select="link" />
</xsl:template>

<!--links that go down the hierarchy--> 
<xsl:template match="link[@type='PART']|link[@type='EXAMPLE']|link[@type='SUCCESSOR'] |link[@type='CHILD']|link[@type='POSTSIB']">
  <xsl:if test="$DEBUG=1">
    <xsl:value-of select="@type" />
  </xsl:if>

  <em>
    <a href="(normalize(url))">
      <xsl:value-of select="link_text" />
    </a>
  </em>

  <cite>-- Detailed Topic--</cite>
</xsl:template>

<!--links that climb up the hierarchy--> 
<xsl:template match="link[@type='WHOLE']|link[@type='GENERAL']|link[@type='PREDECESSOR'|link[@type='PRESIB']|link[@type='PARENT']">
<cite>--Next--</cite>
<br/>
</cite>
</xsl:template>

<xsl:template match="link[@type='BACK']">
  <xsl:if test="$DEBUG=1">  
    <xsl:value-of select="@type" />
  </xsl:if>

  <i>
    <a href="{normalize(url)}">
      <xsl:value-of select="link_text" />
    </a>
  </i>
</xsl:template>

<cite>--Back--</cite>
<br/>
</xsl:template>

<xsl:template match="link">
  <xsl:if test="$DEBUG=1">  
    <xsl:value-of select="@type" />
  </xsl:if>

  <a href="{normalize(url)}">
    <xsl:value-of select="link_text" />
  </a>
<br/>
</xsl:template>

<xsl:template match="url">  
  <xsl:value-of select="." />
</xsl:template>

<xsl:template match="link_text">  
  <xsl:value-of select="." />
</xsl:template>

<!--  ************************************************************  -->
<!-- templates for data-elements  -->
<!-- <!ELEMENT element_list (data_element+) > -->
<!-- <!ELEMENT data_element (title?,
     description?,(question_list|example|instructions|index|simulation|practice_problem|quiz|FAQ|description))> -->
<!-- <!ATTLIST data_element
     id ID #REQUIRED
     name CDATA #IMPLIED
     importance (critical | explain | enrich) "explain"
     level (beginner | intermediate | advanced) "beginner" -->
<!--  ************************************************************  -->
<xsl:template match="element_list">
  <xsl:apply-templates select="data_element" />
</xsl:template>

<xsl:template match="data_element">
  <xsl:apply-templates />
</xsl:template>

<xsl:template match="data_element/title">
  <h3>
    <xsl:value-of select="." />
  </h3>
</xsl:template>

<xsl:template match="list">
  <xsl:for-each select="description">
    <p>
      <xsl:value-of select="." />
    </p>
  </xsl:for-each>

  <ul>
    <xsl:for-each select="list_item">
      <li>
        <xsl:value-of select="." />
      </li>
    </xsl:for-each>
  </ul>
</xsl:template>

<xsl:template match="question_list">
  <ol>
    <xsl:for-each select="question_item">
      <li>
        <xsl:apply-templates />  
      </li>
    </xsl:for-each>
  </ol>
</xsl:template>

<xsl:template match="question">
  <li>
    <xsl:apply-templates select="answer" />
    <dir>
      <i>
        <xsl:value-of select="answer" />
      </i>
    </dir>
  </li>
</xsl:template>
<!-- ELEMENT FAQ (question, answer)+ -->

<!-- ELEMENT index (index_entry+) -->

<!-- ELEMENT FAQ (question, answer) -->

<!-- ELEMENT vocabulary_list (vocabulary_item+) -->

<!-- ELEMENT vocabulary_item (term, definition) -->

<!-- ELEMENT term (#PCDATA) -->
<! ELEMENT definition (#PCDATA) -->
<! ELEMENT quiz (description?, quiz_item+) -->
<! ELEMENT quiz_item (description? (question, answer)?) -->
<! ELEMENT question (#PCDATA) -->
<! ELEMENT answer (#PCDATA) -->
<! ELEMENT quiz -->
<! ELEMENT quiz_item -->
<! ELEMENT narrative (description+) -->
<! ATTLIST description -->
<! DESCRIPTION -->
<! ATTLIST description -->
type {intro|summary|conclusion|explanation|preformatted}
"explanation"-->
<!--  ******************************************** -->
<xsl:template match="description">
  <xsl:choose>
    <xsl:when test="@type='preformatted'">
      <pre>
        <xsl:value-of select="." />
      </pre>
    </xsl:when>
    <xsl:otherwise>
      <p>
        <xsl:value-of select="." />
      </p>
    </xsl:otherwise>
  </xsl:choose>
</xsl:template>

<!--  ******************************************** -->
<!--Simulation-->  
<!--ELEMENT simulation (#PCDATA)-->
<!--may want to make this a CDATA-->  
<!--ATTLIST simulation media (image|applet|text) "applet"-->
<!--  ******************************************** -->
<xsl:template match="simulation">
  <xsl:choose>
    <xsl:when test="@media='text'">
      <p>
        <xsl:value-of select="." />
      </p>
    </xsl:when>
    <xsl:when test="@media='applet'">
      <center>
        <xsl:value-of disable-output-escaping="yes" select="." />
      </center>
    </xsl:when>
    <xsl:when test="@media='image'">
      <img src="[normalize(.)]" />
      <br>
    </xsl:when>
  </xsl:choose>
</xsl:template>

<!--  ******************************************** -->
<!--practise problem-->  
<!--ELEMENT practise_problem (#PCDATA)-->
<!--ATTLIST practise_problem media (image|applet|text) "text"-->
<!--  ******************************************** -->
<xsl:template match="practise_problem">
  <xsl:choose>
    <xsl:when test="@media='text'">
      <p>
        
      </p>
    </xsl:when>
  </xsl:choose>
</xsl:template>
<xsl:template match="title">
  <b>
    <xsl:value-of select="." />
  </b>
</xsl:template>

<xsl:template match="summary">
  <xsl:value-of select="." />
</xsl:template>

<xsl:stylesheet>
</xsl:stylesheet>
Appendix D- Instructions to Study Participants

You are asked to build two different web sites from the materials on geology and plate tectonics. The web site s may contain the any combination of materials you choose (re-use things between the sites if you like). You do not have to use all of the materials provided, but you may not add additional material (even cut/paste titles please).

Your web sites will be compared in a blind study to other web sites. To make the comparison fair, we ask that you use the style sheet that we provide and that you are consistent about placing links only on the 'link' portion of the pages. (I recognize that this may not be the 'best' design, but it is the easiest to make consistent).

One of your sites should present the material as it would be presented to students who are beginning their study of Plate Tectonics. These students would be unfamiliar with even the basic concepts concerning Plate Tectonics. The students are relatively immature (grade 7/8).

Your other site should present the material as a review to a more mature student who requires remedial teaching in the concept of Earthquakes. This student has been taught the material previously but has demonstrated difficulty with it, and is especially lacking an understanding of Earthquakes.
## Appendix E - Comments from Participants

<table>
<thead>
<tr>
<th>Question</th>
<th>A</th>
<th>B</th>
<th>C</th>
</tr>
</thead>
<tbody>
<tr>
<td>What types of activities consumed the bulk of your time?</td>
<td>Sorting and organizing the material.</td>
<td>Cutting/pasting</td>
<td>Sorting and organizing the material.</td>
</tr>
<tr>
<td>Was it easier or more difficult to construct your second site?</td>
<td>Easier</td>
<td>Easier</td>
<td>easier</td>
</tr>
<tr>
<td>What was the most difficult (or dreary) aspect of the website construction?</td>
<td>Fitting the material together. Restriction on creating new content.</td>
<td>Fitting the material together.</td>
<td></td>
</tr>
<tr>
<td>Which parts of the construction process do you feel could be automated?</td>
<td>Navigational tools and format could be automated. Content selection done by a human</td>
<td>Indexing of content</td>
<td>Template files Indexing content</td>
</tr>
<tr>
<td>Do you feel that a website targeted towards a specific type of user would be a valuable educational tool?</td>
<td>yes</td>
<td>yes</td>
<td>yes</td>
</tr>
<tr>
<td>Would you be willing to construct a third type of site from the same set of materials?</td>
<td>yes</td>
<td>More info first</td>
<td>yes</td>
</tr>
<tr>
<td>Additional comments</td>
<td>Need a complete topic tree and more instructional structure.</td>
<td>Restriction on creating new content and editing was troublesome.</td>
<td></td>
</tr>
</tbody>
</table>
Appendix F- Instructions to Evaluator

Background

Instructional hypermedia materials (namely web sites) are usually constructed to be general-purpose sites due to time constraints and designer inexperience. We feel that better instructional sites can be built if a specific instructional purpose is identified before building the site. Although free exploration has a prominent place in learning and in hypermedia, so does direct instruction. Hypermedia applications can be constructed to provide some of the features of direct instruction such as ordering and spiraled presentation of concepts.

The sites to be evaluated have each been constructed (by different people) with a specific instructional goal in mind. Each site-builder used a different approach to the design of the site. Each approach may have strengths and weaknesses. This study is intended to get an assessment of those strengths and weaknesses as they are illustrated in the finished web sites.

This study is concerned with organisation and structure of hypermedia only. All the sites have been normalized with the same font, layout and colour scheme. The layout chosen has all the information on the right hand side of the screen, and all the hyperlinks on the left-hand side. While this is likely not an optimal layout for interesting hypermedia, it is one of the easiest to calculate measures of site size and complexity from and is adequate for the purposes of this study. To further normalize the sites, each was constructed using the same bank of data, although no one site presents all of the available data. To ensure consistency of data across sites, and to improve the longevity of the sites, only hyperlinks to pages within the web site were permitted (no off-site links).

Format of the Evaluation

Ten different instructional web sites have been developed. Five were designed to present material to novice learners, five were designed to present the same concepts to advanced learners who required remediation. (See the original task description for more information).

Complete the attached Website Evaluation Sheet for each site (10 sheets in total). All the criteria should be considered from the perspective of the target audience. For example, when rating "navigability", rate whether the navigability is suitable for the target audience. Feel free to include written comments as well. Before rating the sites, please read the criterion descriptions.

The Web Site Creation Tasks

Below is the task description given to the participants who created the web sites for this study.

You are asked to build two different web sites from the materials on geology and plate tectonics. The web sites may contain the any combination of materials you choose (re-use things between the sites if you like). You do not have to use all of the materials provided, but you may not add additional material (even cut/paste titles please).

Your web sites will be compared in a blind study to other web sites. To make the comparison fair, we ask that you use the style sheet that we provide and that you are consistent about placing links only on the 'link' portion of the pages. (I recognize that this may not be the 'best' design... but it is the easiest to make consistent).

One of your sites should present the material as it would be presented to students who are beginning their study of Plate Tectonics. These students would be unfamiliar with even the basic concepts concerning Plate Tectonics. The students are relatively immature (grade 7/8).

Your second site should present the material as a review for a more mature student who requires remedial teaching in the concept of Earthquakes. This student has been taught the material previously but has demonstrated difficulty with it, and is especially lacking an understanding of Earthquakes.
Descriptions of Rating Criteria

These descriptions indicate the desired features in an excellent site. All criteria should be considered with the target audience in mind.

1. Navigability
   The learner can move from page to page and item to item with ease and without getting lost or confused. Links are well organised and appropriate link choices are easy to find.

2. Suitable Hyperlinks
   The links on a page lead to appropriate pages for the learner to select as their next page. Any choice of hyperlink on a page results in a logical ordering of the material.

3. Organisation of Hyperlinks
   Hyperlinks are organised within the page to help the learner make suitable choices.

4. Instructional Strategy
   The site has a clear instructional plan. Enough ordering supplied within the hyperlinks and pages to execute that plan. It is as easy, or easier, to use the site as an instructional tool as it is to use it for free exploration. The material presented is not overly repetitive (given the learner’s level).

5. Order of Presentation
   The order in which concepts are presented is suitable for the particular instructional treatment of the material. (This applies more to the instructional presentation, if one is present)

6. Organisation of Material (individual pages)
   The information is clearly labelled and organised in a reasonable fashion. Difficult material is broken into manageable chunks.

7. Suitability of Content
   The information is at a level appropriate to the learner’s level (understandable, but challenging enough to promote some thought and reflection).

8. Structure of Topic Emerges
   A sense of the overall structure of the topic emerges as the learner traverses the site. After using the site, a learner would be able to construct a model of the topic (concept-map, outline, etc). (Assuming they read and understand everything)

9. Linkages between Concepts
   Concepts in the topic are connected (via hyperlinks) to reflect the whole topic correctly. For instance, if one was learning about cars, and the sub-concepts were wheels, engine, and pistons, there should be hyperlinks between cars and wheels, cars and engine and engine and pistons. It is less likely that there would be a hyperlink between cars and pistons.

10. Quantity of Pages
    The quantity of pages in the site is neither too few nor too many.

11. Quantity of Hyperlinks
    There are sufficient links for both backward and forward movement. There are enough links to allow learners to explore the topic and discover the structure of the material.

12. Quantity of Material (entire site)
    The topic is adequately covered. The site has a suitable amount of material for the level of the learner.

13. Quantity of Material (individual pages)
    Pages have enough material on them, without being overwhelming.
### 6.5 Website Evaluation Sheet

**Site number:**

**Site purpose and audience:** Introduction for novice learner

*Please rate the site on each criterion. Use a scale from 1 to 10 where 1 indicates a poor score and 10 indicates an excellent score. Refer back to the criteria descriptions as needed.*

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Navigability**

(novice introduction)

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Suitable Hyperlinks**

(novice introduction)

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Organisation of Hyperlinks**

(novice introduction)

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Instructional Strategy**

(novice introduction)

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Order of Presentation**

(novice introduction)

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Organisation of Material (individual pages)**

(novice introduction)

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Suitability of Context**

(novice introduction)

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Structure of Topic Emerges**

(novice introduction)

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Linkages between Concepts**

(novice introduction)

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

*For the following criteria use a scale from 1-10, where 1 indicates too few items, 5 indicates the correct number of items and 10 indicates too many items.*

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Quantity of Pages**

(novice introduction)

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Quantity of Hyperlinks**

(novice introduction)

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Quantity of Material (entire site)**

(novice introduction)

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

**Quantity of Material (individual pages)**

(novice introduction)

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>
Appendix G- Evaluator's Reviews and Comments

<table>
<thead>
<tr>
<th>Site number: 1</th>
<th>Site purpose and audience: Novice</th>
</tr>
</thead>
<tbody>
<tr>
<td>Please rate the site on each criterion. Use a scale from 1 to 10 where 1 indicates a poor score and 10 indicates an excellent score. Refer back to the criteria descriptions as needed.</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Criteria</th>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td>Navigability (Novice introduction)</td>
<td>3</td>
<td>It was easy to lose track of what I was reading about as I went back and forth</td>
</tr>
<tr>
<td>Suitable Hyperlinks (Novice introduction)</td>
<td>7</td>
<td>Some of the &quot;top&quot; of page buttons didn't work, which could lead to some problems</td>
</tr>
<tr>
<td>Organisation of Hyperlinks (Novice introduction)</td>
<td>3</td>
<td>It was difficult to remember how far to go back</td>
</tr>
<tr>
<td>Instructional Strategy (Novice introduction)</td>
<td>4</td>
<td>Hard to follow</td>
</tr>
<tr>
<td>Order of Presentation (Novice introduction)</td>
<td>7</td>
<td>Some material was covered in depth several pages after it was first introduced</td>
</tr>
<tr>
<td>Organisation of Material (Individual pages) (Novice introduction)</td>
<td>6</td>
<td>Material was broken into chunks well, but connections between bits should be stronger</td>
</tr>
<tr>
<td>Suitability of Content (Novice introduction)</td>
<td>3</td>
<td>I would need to already know about the material to follow what is being covered.</td>
</tr>
<tr>
<td>Structure of Topic Emerges (Novice introduction)</td>
<td>2</td>
<td>It was easy to lose track of what was going on</td>
</tr>
<tr>
<td>Linkages between Concepts (Novice introduction)</td>
<td>3</td>
<td>Should be better organised</td>
</tr>
</tbody>
</table>

For the following criteria use a scale from 1-10, where 1 indicates too few items, 5 indicates the correct number of items and 10 indicates too many items.

<table>
<thead>
<tr>
<th>Criteria</th>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td>Quantity of Pages (Novice introduction)</td>
<td>8</td>
<td></td>
</tr>
<tr>
<td>Quantity of Hyperlinks (Novice introduction)</td>
<td>3</td>
<td>Need more control of how to get to different pages, like where to go next</td>
</tr>
<tr>
<td>Quantity of Material (Entire site) (Novice introduction)</td>
<td>9</td>
<td>A junior high student will be overwhelmed</td>
</tr>
<tr>
<td>Quantity of Material (Individual pages) (Novice introduction)</td>
<td>9</td>
<td>Some pages were far too short, while others were incredibly long!</td>
</tr>
</tbody>
</table>
Site number: 2
Site purpose and audience: Novice

*Please rate the site on each criterion. Use a scale from 1 to 10 where 1 indicates a poor score and 10 indicates an excellent score. Refer back to the criteria descriptions as needed.*

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Where am I going? How do I get back? I don’t even know if I saw all the pages!</td>
</tr>
<tr>
<td>4</td>
<td>All the “Part 2” sort of stuff makes the links too hard to follow.</td>
</tr>
<tr>
<td>2</td>
<td>Too confusing</td>
</tr>
<tr>
<td>2</td>
<td>Kids will get lost</td>
</tr>
<tr>
<td>2</td>
<td>What “order”?? It’s all over the place.</td>
</tr>
<tr>
<td>8</td>
<td>I do like the material.</td>
</tr>
<tr>
<td>9</td>
<td>Well written</td>
</tr>
<tr>
<td>1</td>
<td>Very difficult to see how it builds</td>
</tr>
<tr>
<td>2</td>
<td>Felt like I was being bounced back and forth between ideas.</td>
</tr>
</tbody>
</table>

*For the following criteria use a scale from 1-10, where 1 indicates too few items, 5 indicates the correct number of items and 10 indicates too many items.*

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td>7</td>
<td>Too many to keep track of. I didn’t know where I’d been, or where I should go.</td>
</tr>
<tr>
<td>1</td>
<td>Can’t get back to a specific spot easily</td>
</tr>
<tr>
<td>7</td>
<td></td>
</tr>
<tr>
<td>7</td>
<td></td>
</tr>
</tbody>
</table>
**Site number:** 3  
**Site purpose and audience:** Novice

Please rate the site on each criterion. Use a scale from 1 to 10 where 1 indicates a poor score and 10 indicates an excellent score. Refer back to the criteria descriptions as needed.

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

| Navigability  | 7       |
| (novice introduction) |         |
| Suitable Hyperlinks | 7       |
| (novice introduction) |         |
| Organisation of Hyperlinks | 7       |
| (novice introduction) |         |
| Instructional Strategy | 8       |
| (novice introduction) |         |
| Order of Presentation | 5       |
| (novice introduction) |         |
| Organisation of Material (individual pages) | 2       |
| (novice introduction) |         |
| Suitability of Content | 1       |
| (novice introduction) |         |
| Structure of Topic Emerges | 6       |
| (novice introduction) |         |
| Linkages between Concepts | 6       |
| (novice introduction) |         |

For the following criteria use a scale from 1-10, where 1 indicates too few items, 5 indicates the correct number of items and 10 indicates too many items.

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<p>| Quantity of Pages | 6       |
| (novice introduction) |         |
| Quantity of Hyperlinks | 7       |
| (novice introduction) |         |
| Quantity of Material (entire site) | 4       |
| (novice introduction) |         |
| Quantity of Material (individual pages) | 6       |
| (novice introduction) |         |</p>
<table>
<thead>
<tr>
<th>Site number: 4</th>
<th>Site purpose and audience: Novice</th>
</tr>
</thead>
<tbody>
<tr>
<td>Please rate the site on each criterion. Use as scale from 1 to 10 where 1 indicates a poor score and 10 indicates an excellent score. Refer back to the criteria descriptions as needed.</td>
<td></td>
</tr>
<tr>
<td><strong>Rating</strong></td>
<td><strong>Comments</strong></td>
</tr>
<tr>
<td>Navigability (novice introduction)</td>
<td>8</td>
</tr>
<tr>
<td>Suitable Hyperlinks (novice introduction)</td>
<td>9</td>
</tr>
<tr>
<td>Organisation of Hyperlinks (novice introduction)</td>
<td>9</td>
</tr>
<tr>
<td>Instructional Strategy (novice introduction)</td>
<td>5</td>
</tr>
<tr>
<td>Order of Presentation (novice introduction)</td>
<td>6</td>
</tr>
<tr>
<td>Organisation of Material (individual pages) (novice introduction)</td>
<td>6</td>
</tr>
<tr>
<td>Suitability of Content (novice introduction)</td>
<td>7</td>
</tr>
<tr>
<td>Structure of Topic Emerges (novice introduction)</td>
<td>6</td>
</tr>
<tr>
<td>Linkages between Concepts (novice introduction)</td>
<td>6</td>
</tr>
</tbody>
</table>

*For the following criteria use a scale from 1-10, where 1 indicates too few items, 5 indicates the correct number of items and 10 indicates too many items.*

<table>
<thead>
<tr>
<th><strong>Rating</strong></th>
<th><strong>Comments</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>Quantity of Pages (novice introduction)</td>
<td>2</td>
</tr>
<tr>
<td>Quantity of Hyperlinks (novice introduction)</td>
<td>5</td>
</tr>
<tr>
<td>Quantity of Material (entire site) (novice introduction)</td>
<td>2</td>
</tr>
<tr>
<td>Quantity of Material (individual pages) (novice introduction)</td>
<td>5</td>
</tr>
<tr>
<td>Site number: 5</td>
<td>Site purpose and audience: Novice</td>
</tr>
<tr>
<td>----------------</td>
<td>----------------------------------</td>
</tr>
<tr>
<td>Rating</td>
<td>Comments</td>
</tr>
</tbody>
</table>

Please rate the site on each criterion. Use a scale from 1 to 10, where 1 indicates a poor score and 10 indicates an excellent score. Refer back to the criteria descriptions as needed.
| Site number: 6 |
| Site purpose and audience: Advanced |
| Please rate the site on each criterion. Use a scale from 1 to 10 where 1 indicates a poor score and 10 indicates an excellent score. Refer back to the criteria descriptions as needed. |
| | Rating | Comments |
| Navigability (novice introduction) | 9 | Broken up in a clear way, but need back buttons on pages |
| Suitable Hyperlinks (novice introduction) | 9 | |
| Organisation of Hyperlinks (novice introduction) | 8 | |
| Instructional Strategy (novice introduction) | 4 | Actually says on one page “You already know how to measure the s-p interval”... shouldn’t make those sorts of assumptions on a remedial site. Put in links to reinforce these concepts |
| Order of Presentation (novice introduction) | 4 | Better to put “Plate Tectonics and Earthquakes” first |
| Organisation of Material (individual pages) (novice introduction) | 3 | Some pages are missing material or the material runs off the page. |
| Suitability of Content (novice introduction) | 7 | |
| Structure of Topic Emerges (novice introduction) | 5 | |
| Linkages between Concepts (novice introduction) | 3 | |

For the following criteria use a scale from 1-10, where 1 indicates too few items, 5 indicates the correct number of items and 10 indicates too many items.

| | Rating | Comments |
| Quantity of Pages (novice introduction) | 4 | Put in extra pages for remedial material |
| Quantity of Hyperlinks (novice introduction) | 1 | Need “back” buttons |
| Quantity of Material (entire site) (novice introduction) | 4 | |
| Quantity of Material (individual pages) (novice introduction) | 5 | |
Site number: 7  
Site purpose and audience: Advanced

Please rate the site on each criterion. Use a scale from 1 to 10 where 1 indicates a poor score and 10 indicates an excellent score. Refer back to the criteria descriptions as needed.

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Navigability</th>
<th>4</th>
<th>Good links on first page, but poor after that</th>
</tr>
</thead>
<tbody>
<tr>
<td>(novice introduction)</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Suitable Hyperlinks</td>
<td>4</td>
<td>Hard to get back to beginning. Why does “mantle” page have “next page” links that take you hopping around topics...</td>
</tr>
<tr>
<td>(novice introduction)</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Organisation of Hyperlinks</td>
<td>2</td>
<td>Too much jumping around</td>
</tr>
<tr>
<td>(novice introduction)</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Instructional Strategy</td>
<td>7</td>
<td>Easy to get student to where you want from 1st page</td>
</tr>
<tr>
<td>(novice introduction)</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Order of Presentation</td>
<td>3</td>
<td>Hard to follow jumping around</td>
</tr>
<tr>
<td>(novice introduction)</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Organisation of Material (individual pages)</td>
<td>4</td>
<td>Runs off page</td>
</tr>
<tr>
<td>(novice introduction)</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Suitability of Content</td>
<td>4</td>
<td>Not a lot of coverage for the “Earthquake” material that this page is supposed to be geared towards</td>
</tr>
<tr>
<td>(novice introduction)</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Structure of Topic Emerges</td>
<td>5</td>
<td></td>
</tr>
<tr>
<td>(novice introduction)</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Linkages between Concepts</td>
<td>4</td>
<td></td>
</tr>
<tr>
<td>(novice introduction)</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

For the following criteria use a scale from 1-10, where 1 indicates too few items, 5 indicates the correct number of items and 10 indicates too many items.

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
</tr>
</tbody>
</table>

| Quantity of Pages | 5 | |
| (novice introduction) |   | |
| Quantity of Hyperlinks | 4 | |
| (novice introduction) |   | |
| Quantity of Material (entire site) | 5 | |
| (novice introduction) |   | |
| Quantity of Material (individual pages) | 5 | |
| (novice introduction) |   | |
**Site number: 8**  
**Site purpose and audience: Advanced**  
*Please rate the site on each criterion. Use a scale from 1 to 10 where 1 indicates a poor score and 10 indicates an excellent score. Refer back to the criteria descriptions as needed.*

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
</table>
| **Navigability**  
(novice introduction) | 3 | |
| **Suitable Hyperlinks**  
(novice introduction) | 3 | Again, why have all this “Part 3” stuff like on novice site #2 |
| **Organisation of Hyperlinks**  
(novice introduction) | 2 | Too easy to get lost |
| **Instructional Strategy**  
(novice introduction) | 2 | Hard to get a kid to where I might need them to be on the site |
| **Order of Presentation**  
(novice introduction) | 5 | |
| **Organisation of Material (individual pages)**  
(novice introduction) | 4 | Lose sight of how it connects |
| **Suitability of Content**  
(novice introduction) | 6 | |
| **Structure of Topic Emerges**  
(novice introduction) | 4 | |
| **Linkages between Concepts**  
(novice introduction) | 4 | |

*For the following criteria use a scale from 1-10, where 1 indicates too few items, 5 indicates the correct number of items and 10 indicates too many items.*

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
</table>
| **Quantity of Pages**  
(novice introduction) | 3 | Need to break up the material onto extra pages |
| **Quantity of Hyperlinks**  
(novice introduction) | 9 | “Which should I click?” |
| **Quantity of Material (entire site)**  
(novice introduction) | 7 | Overwhelms a person in its current format |
| **Quantity of Material (individual pages)**  
(novice introduction) | 8 | Could break up pages more, though, to make them more effective |

190
<table>
<thead>
<tr>
<th>Site number: 9</th>
</tr>
</thead>
<tbody>
<tr>
<td>Site purpose and audience: Advanced</td>
</tr>
</tbody>
</table>

*Please rate the site on each criterion. Use a scale from 1 to 10 where 1 indicates a poor score and 10 indicates an excellent score. Refer back to the criteria descriptions as needed.*

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td>Navigability (novice introduction)</td>
<td>7</td>
</tr>
<tr>
<td>Suitable Hyperlinks (novice introduction)</td>
<td>7</td>
</tr>
<tr>
<td>Organisation of Hyperlinks (novice introduction)</td>
<td>7</td>
</tr>
<tr>
<td>Instructional Strategy (novice introduction)</td>
<td>8</td>
</tr>
<tr>
<td>Order of Presentation (novice introduction)</td>
<td>5</td>
</tr>
<tr>
<td>Organisation of Material (individual pages) (novice introduction)</td>
<td>2</td>
</tr>
<tr>
<td>Suitability of Content (novice introduction)</td>
<td>6</td>
</tr>
<tr>
<td>Structure of Topic Emerges (novice introduction)</td>
<td>6</td>
</tr>
<tr>
<td>Linkages between Concepts (novice introduction)</td>
<td>6</td>
</tr>
</tbody>
</table>

*For the following criteria use a scale from 1-10, where 1 indicates too few items, 5 indicates the correct number of items and 10 indicates too many items.*

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
<tbody>
<tr>
<td>Quantity of Pages (novice introduction)</td>
<td>6</td>
</tr>
<tr>
<td>Quantity of Hyperlinks (novice introduction)</td>
<td>7</td>
</tr>
<tr>
<td>Quantity of Material (entire site) (novice introduction)</td>
<td>4</td>
</tr>
<tr>
<td>Quantity of Material (individual pages) (novice introduction)</td>
<td>6</td>
</tr>
</tbody>
</table>
Site number: 10
Site purpose and audience: Advanced

Please rate the site on each criterion. Use a scale from 1 to 10 where 1 indicates a poor score and 10 indicates an excellent score. Refer back to the criteria descriptions as needed.

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
</table>
| Navigability  
(novice introduction) | 6  
Great to have all the links on the first page, but a few pages in a “back” button took me all the way back to the beginning, instead of just back one page. Should be labelled better. |
| Suitable Hyperlinks  
(novice introduction) | 6  |
| Organisation of Hyperlinks  
(novice introduction) | 6  |
| Instructional Strategy  
(novice introduction) | 7  
Set out well to allow a person to tell a student exactly where to go. |
| Order of Presentation  
(novice introduction) | 4  
Put “Plate Tectonics Definition” & “Types of Plates” BEFORE covering their “Movement” |
| Organisation of Material (individual pages)  
(novice introduction) | 6  |
| Suitability of Content  
(novice introduction) | 7  |
| Structure of Topic Emerges  
(novice introduction) | 5  
Could be more clear |
| Linkages between Concepts  
(novice introduction) | 4  
Need more links between main concepts... although this might serve well as a resource page in its current form. |

For the following criteria use a scale from 1-10, where 1 indicates too few items, 5 indicates the correct number of items and 10 indicates too many items.

<table>
<thead>
<tr>
<th>Rating</th>
<th>Comments</th>
</tr>
</thead>
</table>
| Quantity of Pages  
(novice introduction) | 5  |
| Quantity of Hyperlinks  
(novice introduction) | 4  
Give me an easier way to go back one page, not just back to the index. |
| Quantity of Material (entire site)  
(novice introduction) | 5  |
| Quantity of Material (individual pages)  
(novice introduction) | 5  |
### Appendix H- Summary of alternate sites generated by APHID

<table>
<thead>
<tr>
<th>Site Type</th>
<th>NumElements</th>
<th>NumLinks</th>
<th>NumPages</th>
<th>AvgElements</th>
<th>AvgLinks</th>
</tr>
</thead>
<tbody>
<tr>
<td>DFI-Novice</td>
<td>64</td>
<td>58</td>
<td>19</td>
<td>3.37</td>
<td>3.05</td>
</tr>
<tr>
<td>DFI-Int</td>
<td>87</td>
<td>60</td>
<td>19</td>
<td>4.58</td>
<td>3.16</td>
</tr>
<tr>
<td>DFI-Advanced</td>
<td>106</td>
<td>60</td>
<td>19</td>
<td>5.58</td>
<td>3.16</td>
</tr>
<tr>
<td>Spiral-Novice</td>
<td>64</td>
<td>178</td>
<td>50</td>
<td>1.28</td>
<td>3.56</td>
</tr>
<tr>
<td>Spiral-Int</td>
<td>87</td>
<td>182</td>
<td>51</td>
<td>1.71</td>
<td>3.57</td>
</tr>
<tr>
<td>Spiral-Advanced</td>
<td>106</td>
<td>182</td>
<td>51</td>
<td>2.08</td>
<td>3.57</td>
</tr>
<tr>
<td>Remedial-Novice</td>
<td>58</td>
<td>77</td>
<td>15</td>
<td>3.87</td>
<td>5.13</td>
</tr>
<tr>
<td>Remedial-Int</td>
<td>74</td>
<td>78</td>
<td>23</td>
<td>3.22</td>
<td>3.39</td>
</tr>
<tr>
<td>Remedial-Advanced</td>
<td>92</td>
<td>78</td>
<td>23</td>
<td>4.00</td>
<td>3.39</td>
</tr>
<tr>
<td>Review-Novice</td>
<td>41</td>
<td>41</td>
<td>15</td>
<td>2.73</td>
<td>2.73</td>
</tr>
<tr>
<td>Review-Int</td>
<td>79</td>
<td>40</td>
<td>15</td>
<td>5.20</td>
<td>2.67</td>
</tr>
<tr>
<td>Review-Advanced</td>
<td>58</td>
<td>40</td>
<td>15</td>
<td>3.87</td>
<td>2.67</td>
</tr>
</tbody>
</table>