
Unsupervised Domain Adaptation

for Object Counting

A Thesis Submitted to the

College of Graduate and Postdoctoral Studies

in Partial Fulfillment of the Requirements

for the degree of Master of Science

in the Department of Computer Science

University of Saskatchewan

Saskatoon

By

Tewodros Wondifraw Ayalew

©Tewodros Wondifraw Ayalew, November/2020. All rights reserved.



Permission to Use

In presenting this thesis in partial fulfilment of the requirements for a Postgraduate degree from the

University of Saskatchewan, I agree that the Libraries of this University may make it freely available for

inspection. I further agree that permission for copying of this thesis in any manner, in whole or in part, for

scholarly purposes may be granted by the professor or professors who supervised my thesis work or, in their

absence, by the Head of the Department or the Dean of the College in which my thesis work was done. It is

understood that any copying or publication or use of this thesis or parts thereof for financial gain shall not

be allowed without my written permission. It is also understood that due recognition shall be given to me

and to the University of Saskatchewan in any scholarly use which may be made of any material in my thesis.

Requests for permission to copy or to make other use of material in this thesis in whole or part should

be addressed to:

Head of the Department of Computer Science

176 Thorvaldson Building

110 Science Place

University of Saskatchewan

Saskatoon, Saskatchewan

Canada

S7N 5C9

Or

Dean

College of Graduate and Postdoctoral Studies

University of Saskatchewan

116 Thorvaldson Building, 110 Science Place

Saskatoon, Saskatchewan S7N 5C9

Canada

i



Abstract

Supervised learning is a common approach for counting objects in images, but for counting small, densely

located objects, the required image annotations are burdensome to collect. Counting plant organs for image-

based plant phenotyping and crowd counting fall within this category. Object counting in plant images is

further challenged by having plant image datasets with significant domain shift due to different experimental

conditions, e.g. applying an annotated dataset of indoor plant images for use on outdoor images, or on a

different plant species. Learning to count from synthetic data to apply the knowledge in real-world data

is also another important domain shift addressed in crowd counting tasks where getting annotations for

real-world images, especially for highly crowded images, is tedious and potentially inaccurate.

In this thesis, we propose a domain-adversarial learning approach for domain adaptation of density map

estimation for the purposes of object counting. We took a fully convolutional network — initially designed

for image segmentation — and trained it to count objects via density estimation from images sampled

from a distribution and in parallel adapted the knowledge to a related counting task without the need of

annotations. The proposed approach does not assume perfectly aligned distributions between the source

and target datasets, which makes it more broadly applicable within general object counting and plant organ

counting tasks. Evaluation on three diverse object counting tasks (wheat spikelets, leaves, crowd) demonstrate

consistent performance on the target datasets across different classes of domain shift: from indoor-to-outdoor

images, from species-to-species, and from synthetic-to-real.
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1 Introduction

1.1 Motivation

Object counting is an important task in computer vision with a wide range of applications, including counting

the number of people in a crowd [49, 98, 48, 76], the number of cars on a street [87, 115], and the number

of cells in a microscopy image [105, 120, 72]. Object counting is a highly relevant task in image-based plant

phenotyping, notably for counting plants in the field to estimate the rate of seedling emergence, and counting

plant organs to estimate traits relevant for selection in crop breeding programs. For example, counting spikes

or heads in cereal crops is a relevant trait for estimating yield [74, 59, 2], counting flowers for estimating the

start and duration of flowering is relevant for demarcating plant growth stages [52, 23], and counting leafs

and tillers is a relevant trait to assess plant health [1, 31]. Leaf counting, in particular, has been a seminal

plant phenotyping task, thanks to the widely utilized CVPPP leaf counting challenge dataset [65, 64].

Convolutional neural networks (CNN) provide state-of-the-art performance for object counting tasks.

Supervised learning is most common in previous work, but object detection [50, 48] and density estimation

[49, 68, 59] approaches both require fairly tedious annotation of training images with either bounding boxes

or dots centered on each object instance. In the context of plant phenotyping, plant organ objects are often

small and densely packed making the annotation process even more laborious. In addition, unlike general

objects which can be annotated reliably by any individual, identifying and annotating plant organs in images

often requires specialized training and experience in plant science [29, 118]. This makes it difficult to obtain

large annotated plant image datasets.

Another challenge for computer vision tasks in plant phenotyping is that, unlike large image datasets

of general objects, plant image datasets usually include highly self-similar images with a small amount of

variation among images within the dataset. An individual plant image dataset is often acquired under

similar conditions (single crop type, same field) and therefore trying to directly use a CNN trained on a

single dataset to new images from a different crop, field, or growing season will likely fail. A model trained

to count objects on one dataset (source dataset) will not perform well on a different dataset (target dataset)

when these datasets have different prior distributions. This challenge is generally called domain-shift. An

extreme case of domain shift in plant phenotyping is using a source dataset of plant images collected in an

indoor controlled environment, with individual plants with controlled lighting on a blank background, which

can be more easily annotated, and attempting to apply the model to a target dataset of outdoor field images

with multiple, overlapping plants with variable lighting and backgrounds, and blur due to wind motion.
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1.2 Proposed solution

Domain-shift is often handled by fine-tuning a model, initially trained on a source dataset, with samples taken

from a target dataset. Fine-tuning, however, requires the existence of some annotated images in the target

dataset. Annotating sufficient data to fine-tune models is an expensive and time-consuming task. A second

approach commonly used to solve this problem is domain adaptation. Domain adaptation techniques typically

try to align the source and target data distributions [94]. In most cases, domain adaptation techniques do

not require the existence of annotated data in the target domain or require much less annotation than needed

for fine-tuning techniques.

In this thesis, we propose a method that applies an unsupervised domain adaptation technique, first pro-

posed for image classification [24], to jointly train a CNN to count objects from images with dot annotations

(i.e., source domain) and adapt this knowledge to related sets of images (i.e., target domain) where labels

are absent. We modeled the object counting problem as a density map estimation problem. We evaluated

our proposed domain adaptation method on three object counting tasks (spikelet counting, leaf counting

and crowd counting) each with a different challenge. The wheat spikelet counting task adapts from indoor

images to outdoor images and presents challenges due to self-similarity, self-occlusion, and appearance vari-

ation [74, 2]. The leaf counting task adapts from one plant species to a different plant species and presents

variability in shape and size, overlapping and occlusion [44]. Crowd counting tasks present challenges such

as variation in background, occlusion, and variation in scale [84]. Results show consistent improvements over

the baseline models and comparable results to previous domain adaptation work in leaf counting.

1.3 Contributions

The contributions of this thesis include:

1. The extension of an unsupervised domain adaptation method, initially designed for classification tasks,

for density map estimation that learns in the source domain and adapts the knowledge to the target

domain in each step of a training.

2. The evaluation of our method on three diverse counting tasks with different domain-shift. From indoor-

to-outdoor, from species-to-species, and from synthetic-to-real-world domain adaptation on object

counting tasks

3. A new public dataset of annotated wheat spikelets imaged in outdoor field conditions. We made dot

annotations representing spikelet positions. This dataset can be used for training and testing machine

learning models for wheat spikelet localization and counting tasks.

4. A baseline model for a new domain adaptation task: Domain adaptation in wheat spikelet counting
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5. Detailed discussion on our proposed architecture, how hyperparameters were selected, and how we

trained the model.

6. Detailed analysis of the results and discussions on the drawbacks of our proposed method

1.4 Organization of Thesis

This thesis is organized as follows:

• Chapter 2: provides essential background information on the topics that help to understand the rest of

the thesis: Convolutional Neural Networks, Fully Convolutional Networks, object counting, Adversarial

learning, and Deep transfer learning.

• Chapter 3: presents related works where we review important papers in spikelet, leaf, and crowd

counting. Additionally, we also reviewed publications on domain adaptation tasks in plant phenotyping

and crowd counting tasks.

• Chapter 4: provides a detailed explanation of our method, including our proposed architecture,

the cost functions used to train the model, and the training process. We also describe the designed

experiments and the dataset we used for these experiments.

• Chapter 5: outlines the results of our experiments from evaluating our proposed method and the

baseline models. Furthermore, we compared our method with previously proposed methods for those

experiments with existing related work.

• Chapter 6: provides a detailed discussion of the results. After that, we present the limitations and

potential future works following our work.

• Chapter 7: summarizes this thesis and presents its contributions.
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2 Background

This chapter presents the background concepts used to develop our proposed method. Section 2.1 gives a

general overview of Convolutional Neural Networks and their building blocks. The following section, Section

2.2, discusses the need and the design principles of Fully Convolutional Networks. Section 2.3 describes the

object counting problem and prominent deep-learning-based solutions. Section 2.4 defines the adversarial

learning framework by discussing the pioneering work in deep generative learning. Finally, section 2.5 presents

the problems associated with training deep learning models in the absence of an extensive training dataset

and how they are approached.

2.1 Convolutional Neural Networks

LeCun et al. [47] defined Deep learning as a representation learning technique used to train multi-layered

computational models. Typically, these computational models are composed of layers of non-linear functions.

Deep learning has shown state-of-the-art performance in a broad spectrum of learning tasks particularly in

domains such as computer vision [83, 43, 35, 40] and natural language understanding [73, 63, 96].

Convolutional Neural Networks (CNNs) [45] are a particular kind of deep learning models that are typically

used for image or video analysis. CNNs are built from layers designed to learn hierarchical visual features in

various levels of abstraction. Basic CNN architectures are usually composed of Convolutional layers, Pooling

layers, Fully-Connected layers, and Non-Linear activations.

2.1.1 Convolutional Layer

Convolutional layers are the main components of a CNN. These layers are designed to perform a linear

operation called convolution in order to extract features. The convolution of a function f with another

function g is defined as:

(f ∗ g)(t) =

∫
f(τ)g(t− τ)dτ (2.1)

where ∗ represents the convolution operation. For discrete functions

(f ∗ g)(t) =

∞∑
τ=−∞

f(τ)g(t− τ) (2.2)
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Figure 2.1: Convolution operation between a 4× 4 image with a 3× 3 kernel with a stride of 1

which is extended to the two dimensional case as

(f ∗ g)(x, y) =
∑
i

∑
j

g(i, j) · f(x− i, y − j) (2.3)

In image-based tasks, f represents a pixel intensity of an input image, and g represents a 2D matrix called

a kernel or filter. Convolution of an image with a filter is performed by sliding the filter over the image and

applying elementwise multiplication between the image’s submatrix aligned with the kernel and the kernel

itself followed by summing over the results. The step size defining the number of pixel a kernel slides while

convolving an image is defined by the stride. Figure 2.1 provides an example for the convolution operation

between a 4× 4 image with a 3× 3 kernel with a stride of 1. As can be seen in the example, the size of the

convolution operation is smaller than the input. Generally, given an input of shape Ih × Iw, a kernel size

kh × kw and stride of s the output shape is computed as:

⌊
Ih − kh

s

⌋
+ 1×

⌊
Iw − kw

s

⌋
+ 1. (2.4)

The edges of the input image are padded — commonly with zeroes (i.e., zero-padding) — to get an output

with a similar size as input.

Usually, kernels are small k × k square matrices employed to extract features (e.g., edges) from images

while accounting for the spatial (neighborhood) dependencies. These spatial dependencies are encoded via
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Figure 2.2: Visualization of kernel weights from AlexNet’s first convolutional layer trained on the
ImageNet [79] dataset. Figure taken from Krizhevsky et al. [43]

the elements of the matrix forming the kernel, which are used as weights in the convolution operation. In

traditional image-processing, the elements of a kernel are predetermined to perform specific tasks such as

image denoising and edge detection. For instance, the Sobel filter is designed to detect edges from images.

The horizontal and vertical Sobel filters are represented as:
−1 −2 −1

0 0 0

1 2 1




1 0 −1

2 0 −2

1 0 −1


where the matrix on the left is designed to detect horizontal edges from images whereas the one on the right

is for vertical edges.

Even though there are several preexisting kernels designed to extract various features from images, com-

plex computer vision tasks — such as object detection and classification — require a combination of several

kernels. Handcrafting these kernels is a cumbersome task. Additionally, selecting an optimum combination

of kernels to extract important features for each image is difficult [71]. To tackle these problems, CNNs use

layers of trainable kernels called Convolutional layers. Each convolutional layer is composed of a set of n

kernels. The architecture of a CNN defines the number and size of these kernels. However, the weights are

discovered from data via a training process.

In the context of deep learning, training a model is tasked to find parameters θ such that the model, G, can

approximate the mapping between a set of input-output pairs {(xi, yi)}ni=1, G(x; θ) = y. These optimizations

are performed by trying to minimize errors computed via a prespecified function called a Cost function (a.k.a

Objective function or Loss function). An objective function evaluates a model’s performance by computing

the error between the model’s predicted values and ground-truth values. In each step of a training loop,

the parameters are updated by the gradient of the cost function with respect to the weights computed via

the back-propagation algorithm [78]. Figure 2.2 shows a visualization of learned kernel weights taken from

AlexNet’s [43] first convolutional layer — an early important CNN models in the deep learning literature —
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Figure 2.3: Example (Top) max-pooling and (Bottom) average-pooling operations using a 4×4 image
and a 2× 2 kernel with a stride of 2

after training it using the ImageNet [79] dataset.

1 × 1 convolutions are a special kind of convolutional layers that use 1 × 1 kernels. This layers are used

for dimensinality reduction instead of feature extraction. Applying a 1× 1 kernel results in the same spatial

resolution output but with a reduced depth, i.e number of channels. Szegedy et al. [85] showed that 1 × 1

kernels can be used to compress an input volume before expensive convolutional operations in order to learn

efficient data representations.

2.1.2 Pooling Layer

Typically, outputs from convolutional layers — called Feature Maps or Activation Maps — are passed to

pooling layers. The Pooling layer is designed to reduce the spatial resolution of activation maps using a pre-

defined downsampling operation. The downsampling operations, in turn, reduces the number of parameters

in CNNs. Commonly used downsampling operations are max- and average- pooling. Max-pooling is more

commonly used because it preserves details that are important for the discriminative ability of a CNN [81].

The max-pooling layer selects the maximum pixel value with a k× k kernel. On the other hand, the average

pooling takes the mean of the pixel values. Figure 2.3 shows an example of how the two pooling layers

estimate an output given the same input.
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Figure 2.4: Visualization of the (left) ReLU and (right) Sigmoid activation functions

2.1.3 Fully Connected Layer

The outputs of a sequence of convolutional and pooling layers are usually unrolled to form a vector, in a

process called flattening. The flattened vectors are passed to Fully-Connected layers. Fully-Connected layers

are functions that map vector representations of an input x from IRn to IRm. These functions are defined as

an affine transformation of the input vector x:

f(x) =Wx + b (2.5)

where W is a matrix of size IRm×n, and b is the bias term. The values for the elements of W and b are

learned from data. Unlike convolutional layers that share kernel weights across inputs, fully-connected layers

form weighted mappings — via the matrix W — between all inputs and outputs, which drastically increases

the number of parameters. The resulting pre-activations after the affine transform are then typically passed

through a non-linear ”activation” function.

2.1.4 Non-linear Activation Functions

As the name suggests, Non-linear Activation Functions are designed to help deep learning models learn com-

plex non-linear relations from datasets. In the absence of these functions, deep learning models can only learn

some form of an affine transform. In CNNs, non-linear activation functions generally follow convolutional-

layers and fully-connected layers. Each components of the outputs from these layers (Equations 2.3 and 2.5)

are passed to a pre-defined activation function.

Among the several non-linear activation functions, the Rectified linear unit (ReLU) is one of the most

commonly used in CNN models. It is defined as ReLU(x) = max(0, x). Figure 2.4 (left) shows the visu-

alisation of the ReLU activation function. The ReLU function and its variants have practical benefits over
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other non-linear activation functions. The most important advantages are their ability to accelerate model

convergence and solve the vanishing/exploding gradient problems [107, 43].

The Sigmoid function is another important non-linear activation function, which is defined as σ(x) =

(1 + e−x)−1. The sigmoid function is a squashing function that takes inputs and maps them to real numbers

between 0 and 1, as shown in Figure 2.4 (right). This activation function is commonly used on a CNN’s

output layers to predict probability in binary classification tasks.

2.1.5 Transposed Convolutional Layer

The transposed convolutional layer is a special kind of layer designed to upsample and increase the spatial

dimensions of a given input. This layer is typically present in CNNs designed to perform tasks that require

per-pixel predictions such as image segmentation and density estimation. It employs trainable upsampling

operations parametrized by weights of kernels. Moreover, by using an activation layer, the transposed con-

volution layer learns a nonlinear upsampling function.

2.2 Fully Convolutional Network

Fully convolutional networks (FCN) are CNN architectures whose feature extracting layers are exclusively

built with convolutional layers. This design permits a network to take an arbitrary sized input, and it

drastically reduces the number of trainable parameters without losing the representation learning capacity

of a CNN. Fully connected layers are commonly replaced by 1 × 1 convolutions. Because of the absence

of fully-connected layers, inputs are not required to be flattened, which gives the advantage of preserving

the input image’s spatial information. In general, preserving spatial information is important for tasks that

require per-pixel prediction such as semantic segmentation and density estimation.

Current state-of-the art techniques for density estimation regression [116, 105, 39, 2] employ FCNs .

Long et al. [56] presented the first end-to-end trainable FCN for pixel-wise prediction. Following this work,

Ronneberger et al. [77] proposed the U-Net architecture. The U-Net architecture is designed as a symmetric

down-sampling network followed by an up-sampling network. This network was shown to have state-of-the art

performance for biomedical image segmentation applications. Different extensions of the U-Net architecture

have been successfully applied to counting tasks [95, 82].

2.3 Object Counting

Object counting is a fundamental task in computer vision that tries to estimate the number of instances of

an object in a given image or video [49]. Formally, the learning problem of object counting can be stated as

given an image or video-frame, Ij , finding parameters θ for a model G that could map from the image to a

real number — G(Ij ; θ) 7→ IR — where the real number represents the number of instances of the object of
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Figure 2.5: Example ground truth annotations overlaid on top of a sample image taken from the
Penguin dataset [5]: (left) counting by detection method and (right) counting by density estimation

interest present in Ij . A number of approaches have been proposed to train CNNs for the object counting

task. Among these, the most prominent methods are counting by object detection [61, 28, 27], counting by

regression [31, 18, 91, 1], and counting by density estimation [49, 26, 84, 74].

Counting by detection methods are two step processes that first detect objects in an image followed by

counting the number of detected objects. These methods use object detection models that could localize

and classify instances of an object in an image. Commonly, object detection models localize objects with

axis-aligned bounding boxes. Figure 2.5 (left) shows sample ground truth that can be used to train an object

detection models where each Penguin in enclosed by a rectangular bounding box. Counting by detection

method uses these bounding boxes to estimate the number of object instances. The accuracy of counting by

detection methods is highly dependent on the performance of the detection model used. Additionally, these

methods’ performance is hindered by occlusion and high density of objects.

Counting by regression methods estimate count by directly predicting an integer representing the number

of objects in an image. Models designed to estimate count by regression extract features from images and

output a number. Counting by regression methods are less prone to inaccuracies caused by occlusion and

high density. However, these methods disregard all location information.

Alternatively, density estimation methods estimate a count by generating continuous density maps and

then integrating over the values of the density maps. As opposed to counting by regression methods, den-

sity estimation methods employ localized regression to estimate density maps, which preserves the location

information. Density estimation based counting was first proposed by Lempitsky and Zisserman [49], who

demonstrated higher counting accuracy with smaller amounts of data. Density estimation based methods

use weak labels (dot annotations on object centers) which are less tedious to annotate than bounding boxes

or instance segmentation masks. Dot annotations are a set of 2D points, Pj , representing the pixel posi-

tions. Figure 2.5 (right) shows example ground truth with dot annotation where each Penguin’s position

is represented using a dot. Given dot annotated ground-truth, density maps are generated by filtering the

10



Figure 2.6: Effects of increasing the standard deviation (σ) for the Gaussian kernel on a sample dot
annotation overlaid on the corresponding image [5]. (Left) σ = 1, (Middle) σ = 5 and (Right) σ = 10

Figure 2.7: Simplified model for Generative Adversarial Networks [32]. The generator and discrim-
inator are deep learning models where the generator is tasked to generate handwritten digits using
MNIST [46] dataset as the training set

annotation using a normalized Gaussian kernel with mean µ = 0 and standard deviation σ controlling the

area of the kernel. As can be seen from Figure 2.6, increasing the standard deviation increases the area of

the kernel. At prediction time, the total number of objects is computed by summing over the pixel values of

the density map.

2.4 Adversarial Learning Framework

Adversarial learning is a learning framework used to train Neural Networks that compete to optimize for

different but interdependent tasks. In the learning framework, these networks compete to help advance

each other’s performance. Learning in this manner creates robust representation learning and increases
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generalizability [33]. This training scheme has been used in tasks such as image generation [41, 62, 40],

image-to-image translation [15, 119], and domain adaptation [37, 14].

Goodfellow et al. [32] presented one of the most influential adversarial learning techniques: the Generative

Adversarial Network (GAN). GANs are generative models that try to learn the distribution of data via a

minimax game between two networks, namely Generator (G) and Discriminator (D). Figure 2.7 shows a

simplified model for GANs. The generator, G, takes a latent vector z ∼ pz(z) as input and tries to map it to

an output: data point similar to the training data. The latent vector is a noise sampled from multivariate

Gaussian distribution. The intention of using a the noisy latent vector is to help the generator produce

diverse output. In the absence of that, the network might learn to produce a single data point from the

data distribution. The discriminator is a classifier tasked to decide whether a data point is sampled from the

training data or generated by the generator. In the training loop, the discriminator is provided with real data

points sampled from the training data and the generator’s outputs with labels real and fake, respectively.

Therefore, the discriminator learns to distinguish between real and fake data. In parallel, the generator is

tasked to trick the discriminator into classifying a generated data point as sampled from the training data.

Goodfellow et al. [32] formulated this minimax game (i.e., the objective function) as

min
G

max
D

V (D,G) = E
x∼pdata(x)

[log(D(x)] + E
z∼pz(z)

[log(1−D(G(z)))] (2.6)

where V represents the value function for the minimax game and x is a data point sampled from the training

data distribution. At the end of a successful training, the generator learns to generate data indistinguishable

from the training data. However, training such models often encounters convergence problems [4].

Theoretically, the competition between the generator network and the discriminator network is defined

as a zero-sum game. Assuming that the two networks have sufficient capacity, it has been shown that

Nash equilibrium is achieved when the generated data distribution matches the data distribution, and the

discriminator always predicts 0.5 for all inputs. A prediction of 0.5 from the discriminator for inputs sampled

from the training data as well as for the generated data means the discriminator cannot distinguish between

real and fake data points. This is the theoretical convergence point when training GANs.

2.5 Domain-Shift

Training deep learning models from scratch requires large annotated datasets. Training deep learning models

in the absence of such data would create generalization issues. Given sizeable deep learning models with the

number of parameters exceeding the number of training data points, Zhang et al. [113] empirically showed

the models could easily memorize training datasets under different scenarios. Recent deep learning models

with state-of-the-art performance in different tasks have millions of parameters. However, collecting and

annotating datasets in the order of magnitude of these models’ parameters is expensive. This problem, in

turn, hurts the generalizability of deep learning models.
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Figure 2.8: Domain-shift between the representation of a source domain (free-hand sketches [111])
and a target domain (RGB images [111])
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Machine learning applications generally assume the training and testing dataset are sampled from the

same underlying distribution. However, in real-world deep learning applications, it is impractical to rely on

such assumptions given the challenges in collecting sufficient data that could align with the various test data

distributions when the models are deployed in the real world. Such shifts in distributions across datasets

have been shown to hinder the performance of deep learning models [20, 60, 19]. This shift in the joint

distributions of input and output between training and testing data is called Domain Shift.

In image-based applications, domain-shift can be a consequence of change in background, lighting con-

ditions, imaging sensor, color, and many other factors. In practice, these changes affect the performance

of a trained deep learning model. Commonly, in domain adaptation setting, the source task T s is similar

to the target task T t. Here, we focus on one of the most practical kinds of domain-shift: covariate shift.

The covariate shift is a domain-shift setting in which the distribution of the inputs changes across datasets.

Figure 2.8 shows a graphical example showing domain-shift between the representations for the free-hand

sketches and RGB images with the same class label (i.e., shoe).

A number of strategies have been proposed to reuse learned weights to alleviate these generalization prob-

lems caused by domain-shift. The two most prominent schemes are transfer learning and domain adaptation.

2.5.1 Transfer learning

Transfer learning (TL) is one of the most prominent techniques developed to overcome the problem of

insufficient data. It is a technique that tries to transfer the knowledge a model learns from a sufficiently

annotated dataset Ds (source- domain or dataset) for a certain task T s (source task) to improve performance

on a different task T t (target task) or on a similar task with changes in the distribution of the input data Dt

(target- domain or datataset).

Fine-tuning is a TL technique in which a deep learning model is pre-trained on an existing dataset (i.e.,

source data Ds) with sufficient annotations for a particular task (source task T s) followed by training on a

target task T t. Even though the source tasks and the target tasks are different, Yosinski et al. [110] showed

that transferring learned weights from any number of layers could improve generalization. Figure 2.9 shows

a typical fine-tuning process. The process starts with pre-training all the layers of a deep-learning model.

The weights optimized for each layer (with the exception of the output layer if T s 6= T t) in the pre-training

stage are copied to a similar model designed for the target task. These weights are used as initialization to

train for the target task. In the fine-tuning process, the model gets trained on the target dataset, typically

with a smaller learning rate than used for the pre-training. A practical application of fine-tuning uses object

classification networks — for instance, Inception[85] or EfficientNet[86] — pretrained on the ImageNet[79]

dataset to a different image classification task such as plant disease identification [7, 66].
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Figure 2.9: Fine-tuning (reproduced from Zhang et al. [112])
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2.5.2 Domain Adaptation

Domain Adaptation (DA) approaches the generalizability issues by trying to learn labels from the source

domain and adapting the learned knowledge to the target domain via reducing the gap between the source and

the target domain distributions. Following the taxonomy from Wilson and Cook [103], domain adaptation

can be categorized as Supervised DA, Semi-supervised DA, and Unsupervised DA. Supervised DA tasks

assume the presence of annotated data in the source dataset (Ds) as well as in the target dataset (Dt) at

training time. Semi-supervised DA makes the same assumption about the source dataset but makes use of

a mix of labeled and unlabeled target datasets. On the other hand, Unsupervised DA represents the cases

where labels are only available for the source domain data.

Deep domain adaptation techniques are methods that leverage deep neural networks to address the

domain-shift problem. Wang and Deng [99] classified these approaches into three groups: Discrepancy-based,

Reconstruction based, and Adversarial-based. Discrepancy-based techniques try to minimize the divergence

between the source and target domain features measured by certain criteria. Commonly, these techniques

use statistic-based discrepancy measures such as Maximum Mean Discrepancy [57]. On the other hand,

Reconstruction-based methods try to achieve data invariance via data reconstruction. These methods try to

reconstruct the target data from the source data and vice versa. The reconstruction aims to get indistinguish-

able intra-domain representation. Finally, Adversarial-based techniques address the domain-shift problem by

leveraging the adversarial learning framework. Generally, these methods try to align the source and target

distributions via an adversarial objective that tries to confuse a discriminator, which attempts to distinguish

between source and target domain data.

Several works have been done towards understanding the learning bound for unsupervised domain adap-

tation techniques [114, 9, 10]. Ben-David et al. [9] gave an approximation for learning bounds in the target

domain showing the trade-off between the source data size and the target data accuracy. Their work suggests

different approaches to learn domain-invariant features via reducing the domain gap. Zhang and Harada [114]

proposed a general upper bound by accounting for the joint error created by matching marginal distributions.

Quantifying the learning bound for domain adaptation is still an open question in the literature.
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3 Literature review

In this chapter, we review research-works that are relevant to our project. We start by discussing works in

object counting tasks, particularly in wheat spikelet counting, leaf counting, and crowd counting. Following

the discussion, we present various approaches in the domain adaptation literature and their plant phenotyping

and crowd counting applications.

3.1 Counting

Object counting is a well-studied computer vision task. It has been examined for tasks such as crowd

counting [22, 97, 108, 70], vehicle counting [87, 115], plant-organ counting [18, 1], and cell counting [105,

36]. This thesis focuses on plant-organ and crowd counting because these tasks are prevalent in the object

counting literature, and in addition to that, they present general counting challenges, including occlusion,

self-similarity, and size variation.

3.1.1 Wheat Spikelet counting

Convolutional Neural Networks have been employed to estimate the number of spikes and spikelets from

images taken in the field (Figure 3.1). The in-field spike detection task has been investigated by leveraging

segmentation based [80], bounding-box regression-based [34], and density estimation based [106] methods.

These approaches have shown to be successful. However, it is more challenging to count individual wheat

grains (spikelets) on spikes mainly because of their size and high-density concentration among others.

Pound et al. [74] presented a method for counting and localizing spikes and spikelets using stacked

hourglass networks. They trained and evaluated their model on spring wheat plant images taken in a

controlled environment. Their approach achieved a 95.91% accuracy for spike counting and a 99.66% accuracy

for spikelet counting. Even though their results show high accuracy, counting spikelets from field images

requires further fine-tuning of their model.

Alkhudaydi et al. [2] proposed a method to count spikelets from infield images using a fully convolutional

network named SpikeletFCN. They compared the performance of training SpikeletFCN from scratch on

infield images and fine-tuning the model, which is initially trained using images taken in a controlled setting.

Additionally, they showed manually segmenting the background increases the performance of their proposed

model. However, manually annotating spikelets for infield datasets and manually removing background is a

time-consuming process.
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Figure 3.1: Wheat Spike and Spikelet. Image taken from the ACID dataset [74]

3.1.2 Leaf counting

Estimating the number of leaves in a plant is an important phenotypical trait related to its growth stages

and yield potential [30]. However, manually counting leaves is a time-consuming and error-prone process.

Towards automating this task, the CVPPP leaf segmentation and counting challenge was organized. The

challenge featured a dataset composed of top view images of Arabidopsis and tobacco plants with their

corresponding annotations, including segmentation masks and dot annotations. Following the challenge, the

leaf counting task has become a popular counting task. Leaf counting in rosette plants has been widely

studied, and CNN-based regression approaches have shown promising results.

Dobrescu et al. [18] proposed a direct regression based method to estimate the number of leaves from an

image. They used a pre-trained ResNet architecture fine-tuned on rosette images to demonstrate state-of-

the-art leaf counting performance in the CVPPP 2017 leaf counting competition. They showed combining

datasets from sampled from different datasets and across different species improves the performance of their

model. Their method achieved a 20% decrease in mean absolute difference in count compared to previous

segmentation based algorithms.

Aich and Stavness [1] presented a two step leaf counting method, first using a encoder-decoder network

to create a semantic segmentation separating the plant region from background, and then using a VGG-like

CNN to estimate the count. To get a better performance of their method they used data augmentation

techniques. Their method achieved an mean absolute count difference of 1.62 tested on the five datasets from

the CVPPP 2017 leaf counting competition.
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Giuffrida et al. [31] extended the CNN regression method by creating a multi-input network that leverages

features from multiple modalities. They demonstrated that using multiple image modalities can improve

counting accuracy. They also showed their architecture could easily be extended to accommodate different

modalities. They demonstrated the generality of the approach by evaluating it with different plant species

and image modalities.

Itzhaky et al. [39] proposed two deep learning based approaches that utilize a Feature Pyramid Network

(FPN) for counting leaves, namely using direct regression and density map estimation. For their direct

regression based model, they proposed a novel fusion technique to aggregate multi-scale predictions. This

method achieved an MSE 1.49 tested across the five datasets from the CVPPP 2017 leaf counting competition.

On the other hand, their density map based approach achieved an MSE of 1.17.

Ubbens et al. [90] presented a method that utilizes synthetic plants to improve the performance of a

Convolutional Neural Network in the leaf counting task. The authors showed improved performance by

training models with real plant images augmented with synthetic ones. Additionally, they showed that

training CNN models solely on the computer-generated plant accounts for dataset shift better than training

on a dataset with real plant images sampled from one distribution when tested on real plant images from

another distribution.

3.1.3 Crowd counting

Crowd counting is one of the most popular counting tasks studied in the object counting literature. It is

applied in real-world tasks such as public safety and surveillance. Due to the nature of the task, crowd

counting commonly presents various challenges: occlusion, size and scale variability, and variation in back-

ground. Several CNN-based techniques have been developed for the crowd counting task [84, 26]. The

techniques are mainly categorized as detection-based [104, 3], regression-based [12, 38], and density estima-

tion [22, 116, 6, 97, 13]. Gao et al. [26] further classified the crowd estimation based on the availability of

data at training time (form of supervision) as (1) Fully-supervised methods and (2) Un/semi/weakly/self-

supervised methods. In this sections, we briefly review some of these methods.

Fu et al. [22] presented the first CNN based fully supervised crowd density estimation method. The

authors proposed an architecture with multi-stage cascading CNNs that first starts by classifying if a sample

has a complex background, and then performs a crowd density estimation. Zhang et al. [116] presented a

Multi-Column Convolutional Neural Network architecture to estimate crowd density from an input image.

Their proposed architecture is built from three columns, each defined by their filter size. This arrangement

is targeted to account for differences in people’s head size in images caused by a perspective effect and image

resolution. Their results showed that they outperformed all state-of-the-art methods at the time. Babu Sam

et al. [6] proposed a switching convolutional neural network that accounts for within image variations of

crowd density. Their method switches between columns with different receptive fields instead of fusing them

together. Their architecture passes patches extracted from images to a network designed to select a crowd
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density estimator. This network, in turn, selects the estimator with appropriate receptive field size. Fang et al.

[21] presented Locality-constrained Spatial Transformer Network (LSTN), which uses CNNs for estimating

a density map from video frames. The method leveraged Locality-constrained Spatial Transformer (LST)

to relate the density estimate from the current frame to the following. They also presented a dataset with

15,000 video frames called the Fudan-ShanghaiTech (FDST) dataset. Evaluating their proposed method on

the FDST dataset achieved an MSE of 4.45.

Olmschenk et al. [68] proposed a semi-supervised crowd density estimation technique by leveraging the

GAN objective. They showed their method outperforms a similar CNN trained with significantly more labeled

data. In their following work, Olmschenk et al. [69] presented a semi-supervised method with a dual-goal

GAN (DG-GAN) to learn from partially labeled data. They showed their method improves the performance

of the discriminator network (i.e., the density estimation network) compared to a similar CNN trained with

the same data but without the adversarial loss.

3.2 Domain Adaptation

In recent years, a number of deep domain adaptation approaches have been proposed to solve the domain-

shift problem [99]. The general approaches are classified as supervised [67, 42], semi-supervised [88, 109], and

unsupervised [58, 11, 89, 55]. Here, we mainly focus on adversarial-based unsupervised domain adaptation

techniques.

Liu and Tuzel [55] presented a framework called coupled generative adversarial networks (CoGAN) that

could learn the joint distribution of images sampled from multiple domains. CoGAN is designed with a pair

of GANs with tied weights in the first and last few layers of the network. This design is targeted to force the

network to learn joint distributions from samples drawn independently from each domain’s marginals. Their

experiment showed CoGAN learned correspondence of images in the two domains without any supervision.

Li et al. [51] presented a novel unsupervised density-based domain adaptation technique trained via an

adversarial learning approach. Their method leverages the local structure similarity in density patterns. Their

method, additionally, included a scale-aware adaptation by providing their network a multi-scale pyramid of

patches. Their experiments showed that their model resulted in performance close to state-of-the-art object

counting techniques. However, their proposed method requires pre-training a density estimation network

before performing the domain adaptation task.

Tzeng et al. [89] proposed a generalized framework to an adversarial approach for an unsupervised domain

adaptation named Adversarial Discriminative Domain Adaptation (ADDA). Their proposed method takes the

advantages of discriminative modeling to learn representations for input images. This results in asymmetric

mappings assigning different feature space for the source and target domain data. ADDA, then, minimizes

the representation shift between the two domains using a GAN loss function.

As an alternative to a GAN loss, Ganin and Lempitsky [24] presented an unsupervised domain adaptation
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technique by creating a network with shared feature extraction layers and two classifiers. In their proposed

method, the first classifier is a class label predictor, whereas the second one is a domain classifier. The

adaptation process works by minimizing the class label prediction loss and maximizing the domain confusion.

The authors showed that their proposed method learns to align the source and target domain representation

for different image classification tasks.

Most of the previous domain adaptation works have only been evaluated on image classification problems.

Domain adaptation has garnered less attention for other computer vision tasks, such as density estimation

or regression problems.

3.2.1 Domain Adaptation in Plant Phenotyping

Valerio Giuffrida et al. [94] proposed a method to adapt a model trained to count leaves in a particular

dataset to an unseen dataset in an unsupervised manner. Under the assumption that the images in the

source domain are private, their method uses the representations of images from the source domain (from a

pretrained network) to adapt to the target domain. They employed the Adversarial Discriminative Domain

Adaptation approach to solve the domain shift problem in the leaf counting task across different datasets.

Their method aligns the predicted leaf count distribution with the source domain’s prior distribution, which

limits the adapted model into learning a leaf count distribution similar to the source domain. They have

shown their method achieved a best-case mean square error of 2.36 and 1.84 for intra-species and inter-species

domain adaptation experiments, respectively.

For fruit counting in orchard images, Bellocchio et al. [8] proposed a Cycle-GAN based domain adaptation

method combined with weak presence/absence labels. They demonstrated state-of-the-art counting results

for many combinations of adapting between plant species (almond, apple, olive). These promising results on

leaf and fruit counting motivate a broader investigation of different domain adaptation approaches, which

could be used for counting different plant organs and different categories of domain shift, e.g. from indoor

image to field images. To the best of our knowledge, this is the first work that has applied domain adaptation

to wheat spikelet counting and to a counting task with an indoor-to-outdoor domain shift.

3.2.2 Domain Adaptation in Crowd counting

Wang et al. [101] presented a method, called Neuron Linear Transformation (NLT), to represent the domain-

shift between the source and the target domain as the difference in model weights. NLT updates weights

in the adapted model by leveraging a few annotated target data via linear transformation. Their synthetic-

to-real experiments have shown their method outperformed other domain-adaptation techniques. However,

their method requires the presence of a few annotated images.

Wang et al. [100] proposed to train and adapt crowd counting from synthetic data to real world data.

They presented two approaches that could increase the performance of a crowd counting model. On the first

approach, they designed a Spatial Fully Convolutional Network (SFCN) which was first pretrained with the
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synthetic data and fine-tuned on real world datasets. The second approach utilizes a domain adaptation

technique where the authors employed an SSIM Embedding (SE) Cycle GAN to change the synthetic images

to photo-realistic images. Then these images are used to train the SFCN model. Their domain adaptation

approach showed a reasonable increase in performance from their baselines.

3.3 Summary

Object counting is an important and well-studied computer vision task. Various deep-learning-based methods

have been proposed to approach the object counting task. Recently, density-based count estimation methods

have become the most prominent techniques to approach the problem. The evaluation of these methods

resulted in high accuracy for different counting tasks.

However, changes in the distribution of test images (e.g., from indoor to outdoor) hiders the performance

of object counting methods. For this reason, domain adaptation is highly relevant for counting. But previous

domain adaptation methods in the literature have focused on classification or have strong assumptions about

aligning source/target distributions. Therefore, a domain adaptation approach tailored to object counting

with density estimation and greater flexibility than the previous leaf counting adaptation work would improve

organ counting in plant phenotyping.
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4 Method

In this chapter, we discuss the problem setting for our proposed method, followed by a description of the

proposed architecture and cost function. Finally, we describe the training procedures used for all experiments.

4.1 Problem setting

We model the task of domain adaptation in object counting as an unsupervised domain adaptation problem.

We assume that the data is sampled from two domains: a source domain (Ds) and a target domain (Dt).

Furthermore, we assume that labels only exist for the images sampled from the source domain. Therefore,

the source domain is composed of a set of images (X s) and their corresponding labels (Ys). Where as, the

target domain only has images (X t) without labels.

4.2 Architecture

Our proposed model is a Domain-Adversarial Neural Network (DANN), a class of models designed for un-

supervised domain adaptation tasks [25]. These networks are traditionally characterized by two parallel

classification networks that share weights in the first n layers and a custom layer called Gradient Reversal

Layer (GRL) [99]. One of the parallel networks is designed for the main classification task, while the second

network is a classifier designed to discriminate whether an input is sampled from the source domain or from

the target domain. We customize this general architecture by replacing the main classification network with

a U-Net network [77] that is used for density map estimation.

Our proposed architecture is a fully convolutional network composed of two parallel networks, as can be

seen in Figure 4.1. These parallel networks share weights from Conv1 to Conv8. Given these shared weights,

the architecture can be seen as one network containing three subnetworks: the downsampling subnetwork

(Gd), the upsampling subnetwork (Gu), and the domain classifier subnetwork (Gc). In Figure 4.1 these

subnetworks are denoted by different color boxes. The model takes an image xj and predicts a density map

as ŷdensity = Gu(Gd(xj)) and a class probability prediction representing whether xj is sampled from the

source domain or from the target domain given by ŷdomain = Gc(Gd(xj)).

A downsampling subnetwork followed by an upsampling subnetwork (sometimes referred to as an Hour-

glass network or encoder-decoder network) is a commonly used architecture for density estimation tasks[54,

105]. The general structure for the Hourglass network we used is adapted from U-Net [77] with modifications.
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Figure 4.1: The proposed Domain-Adversarial Neural Network composed of two networks that share
weights between Conv1 and Conv8. The downsampling subnetwork (Gd), the upsampling subnet-
work (Gu), and the domain classifier (Gc) are denoted by the blue, red, and green boxes respectively.
The red arrow shows the Gradient Reversal Layer used to reverse the gradient in the backpropagation
step as proposed by [24].

The downsampling subnetwork is composed of blocks of two 3 × 3 padded convolutions followed by a 2 × 2

max pooling layer with a stride of 2. The upsampling network is composed of blocks of 2 × 2 transpose

convolutions followed by a pair of 3× 3 padded convolutions. The feature maps generated from each convo-

lution preceded by a transpose convolution are concatenated with their corresponding feature maps from the

upsampling subnetwork (shown in Figure 4.1 as dashed boxes). The domain classifier subnetwork is formed

from 3×3 unpadded convolutions, a 2×2 maxpooling layers, and a 1×1 convolution (which is used to reduce

the dimension of the output to a single value). All of the convolutions in our network with the exception of

the ones in the output layers are followed by batch normalization and a ReLU activation. The output layer

is followed by a sigmoid activation function.

The output of the downsampling subnetwork passes through a Gradient Reversal Layer (GRL) before

passing through to the domain classifier subnetwork. The GRL is a custom layer proposed by Ganin and

Lempitsky [24] which is designed to reverse the gradient in the backpropagation step by multiplying the

gradient by a negative constant (−λ). The GRL acts like an identity function in the forward propagation

steps; however, it reverses the gradient in the backward propagation steps. The purpose of reversing the

gradient is to ensure the network would not recognize between the source and target domain images via the

extracted features, which confuses the domain classifier. Since the density estimation sub-network is getting

trained in parallel with the domain classifier, the downsampling sub-network is forced into finding domain-

invariant features common to both the source and target domain. This, in turn, aligns the distributions of

the representations of images sampled from the two domains.
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4.3 Cost functions

The parameters for the proposed model are optimized via minimizing two cost functions. The first cost

function accounts for errors in the density map estimation for samples taken from the source domain. This

cost is implemented as the logarithm of mean square error between the ground truth density map sampled

from the source dataset and the predicted density map from the model which is given by

Ldensity = log(
1

N

N∑
i=0

(Gu(Gd(x
s
i ))− ysi )2) (4.1)

where (xsi , y
s
i ) represents the ith image and density map label sampled from the source domain (Ds).

The second cost function is a Binary Cross Entropy loss for domain classification:

Ldomain = −Exs∼X s [log(Gc(Gd(x
s
i ))]

−Ext∼X t [1− log(Gc(Gd(x
t
i))]

(4.2)

Finally the total cost is given by

L = Ldensity + Ldomain (4.3)

The overall optimization goal in training our proposed model is a competition to ensure that the total loss

(L) decreases throughout while increasing the domain classification loss (Ldomain). Therefore, for successful

training, the increase in the domain classification loss should be accounted for by decreasing the density loss

(Ldensity) to keep the total loss to decrease throughout the training consistently. The choice of the logarithm

of mean squared error instead of mean squared error, regularly used as a density estimation loss, is intended

to balance the two costs.

4.4 Training

Conceptually, the general training scheme we use to train our model can be decomposed into two sub-tasks:

supervised density estimation on the source dataset, and domain classification on the merged source and

target datasets. Algorithm 1 presents a pseudo-code showing the general training scheme used to optimize

our proposed model’s weights. The goal of this training scheme is to extract relevant features for the density

estimation task and, in parallel, condition the downsampling network to extract domain-invariant features.

This is achieved by minimizing the density map estimation error (Ldensity) and maximizing the domain

classification error (Ldomain).

In all experiments, we randomly partitioned the source domain dataset into training and validation sets.

The images from the training partition of the source domain are mixed with the target domain images.

Following that, the mixed training set is shuffled. Shuffling the training set is intended to remove possible

bias from the dataset creation. Since we only have ground truth density maps for the source domain,
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Figure 4.2: Example batch for training our proposed method where the source domain images are
taken from the CVPPP dataset [65, 64], and the target domain images are taken from the KOMAT-
SUNA Dataset [92]. The images denoted by yellow outline are taken from the target dataset.

Table 4.1: Range of parameters used in the grid search to tune the learning rate hyperparameter

Minimum Value Maximum Value

Downsampling subnetwork 10−6 10−2

Upsampling subnetwork 10−6 10−2

Domain classifier 10−6 10−2

in-training validations are carried out using the validation set taken from the source domain. In-training

validation is intended to prevent overfitting by evaluating our model’s performance in estimating density in

each epoch.

The model was trained with a batch size of 8. The input images in the training set were resized to 256×256

pixels. These images can optionally be small patches taken from high-resolution images. Figure 4.2 shows

example training images used to create one batch, where the images from the target domain are denoted by

the yellow outline. We used the Adam optimizer with tuned learning rates for each subnetwork. To tune the

learning rate hyperparameters, we leveraged a grid search method. Table 4.1 shows the range of values used

in the grid search to tune the three subnetworks’ learning rate hyperparameters. We used a learning rate of

10−3 for the downsampling and upsampling subnetworks, and 10−4 for the domain classifier.

The constant parameter λ — which multiplies the gradient in the GRL layer — is updated on each

iteration during training. Following Ganin et al. [25], the value is provided to the network as a scheduler in

an incremental manner ranging from 0 to 1.

λp =
2

1 + exp (−10p)
− 1 (4.4)

As the training progresses, λ increases the effect of the reversed gradient, which is intended to have less effect

in the initial stages when the model’s parameters are noisy.
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Algorithm 1: Training Algorithm

Input: 256× 256 RGB image and label pairs from the source domain {(xsi , ysi )}ni=1 ∼ Ds ,

256× 256 RGB images from the target domain {xti}ni=1 ∼ Dt

Result: learned weights

initialize Gd, Gu and Gc

merge xsi and xti and shuffle

for each training epoch e do

for each batch b do

for each data point xi in b do

if xi ∼ Ds then

ŷdensity = Gd(Gu(xi))

ŷdomain = Gd(Gc(xi))

L = Ldensity(ŷdensity, yi) + Ldomain(ŷdomain, 1)

else

ŷdomain = Gd(Gc(xi))

L = Ldomain(ŷdomain, 0)

end

end

update weights based on the ∇L
end

end
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Image Dot Annotation Density Map

Figure 4.3: Sample ground truth dot annotations and their corresponding density maps
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4.5 Ground truth generation

Training our proposed model requires density maps as labels for the source domain images. The density

maps are generated from 2D point coordinate, (x, y), ground truth depicting objects’ position on images. For

all of our experiments, the coordinates of the 2D points are rescaled to the range 0 to 255 in both directions.

Afterward, the rescaled coordinates are mapped to a 256 × 256 image creating dot annotations. Finally,

the dot annotations are filtered using a normalized Gaussian kernel with a standard deviation σ provided

depending on the size of the object the dots represent. Figure 4.3 shows dot annotations and density maps

for sample images. We selected the standard deviation values for each experiment based on the objects’ area

represented by the dot annotations.

4.6 Baseline models

To demonstrate the counting performance improvement provided by our domain adaptation method, we

use a vanilla U-Net as a baseline model by removing the domain classifier sub-network from our proposed

architecture. We train this baseline model exclusively on the source domain and evaluate performance with

the target domain data. This baseline serves as the expected lower-bound of our experiment. We used a

learning rate of 10−3 and Ldensity as the cost function to train the model.

For the target datasets that come with dot annotations, we train a second baseline model — Baseline

(Fine-tuned) — in a supervised manner. Two steps are taken to train this model: a pre-training step with

the source dataset followed by fine-tuning with the target dataset. On the pre-training step, we used the

same setting as the first baseline model. On the other hand, the fine-tuning step starts with a lower learning

rate of 10−6, which is typical for fine-tuning. Furthermore, the learning rate decays with a step size of 5

by a multiplicative factor of γ = 0.1. The results form the fine-tuned models are expected to be better

than unsupervised domain adaption because they are fine-tuned with labeled training data from the target

domain. Therefore, we consider them as an expected upper-bound to our experiments.

4.7 Experiments

In this section, we present three object counting tasks to evaluate the proposed method: wheat spikelet

counting, leaf counting, and crowd counting.

The performance of our proposed method in all of the experiments are evaluated using target domain

data as our test set. Our experiments are mainly assessed using Root Mean Square Error(RMSE) and Mean
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Absolute Error(MAE):

RMSE =

√√√√ 1

N

N∑
i=0

(ŷi − yi)2 (4.5)

MAE =
1

N

N∑
i=0

|ŷi − yi| (4.6)

where N represents the number of test images, ŷi and yi represent the predicted value and the ground truth

for the ith sample, respectively.

In addition to these metrics, we include task specific metrics that are commonly used in the literature for

each task. For the wheat spikelet counting task, we provide coefficient of determination (R2) between the

predicted and ground truth counts:

R2 = 1−

N∑
i=0

(yi − ŷi)2

N∑
i=0

(yi − ȳ)2
(4.7)

where ȳ represents the mean of the ground truth values .

For the leaf counting task, we report metrics that are provided for the CVPPP 2017 leaf counting challenge.

These metrics are Difference in Count (DiC), absolute Difference in Count (|DiC|), mean squared error

(MSE) and percentage agreement(%):

DiC =
1

N

N∑
i=0

(ŷi − yi) (4.8)

|DiC| = 1

N

N∑
i=0

|ŷi − yi| (4.9)

% =
1

N

N∑
i=0

1yi=ŷi (4.10)

where 1yi=ŷi represents an indicator function that takes value 1 when the prediction is equal to the ground

truth and 0 otherwise.

All experiments were performed on a GeForce RTX 2070 GPU with 8GB memory using the Pytorch

framework. All of our implementations are available at https://github.com/p2irc/UDA4POC

4.7.1 Wheat Spikelet Counting

For the wheat spikelet counting task, we used the general problem definition of wheat spikelet counting as

defined by Alkhudaydi et al. [2]. Under this setting, the wheat spikelet counting experiment is trying to adapt

wheat spikelet density estimation task from images taken in a greenhouse to images capture in an outdoor

field. The datasets used for this task are
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Figure 4.4: Example images for wheat spikelet counting experiments: (Top) Source dataset:
ACID [74], (Middle) Target dataset 1: Global Wheat Dataset [17], and (Bottom) Target dataset
2: CropQuant dataset [117].
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Figure 4.5: spikelet count distribution of the datasets in the wheat spikelet counting experiment
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1. ACID dataset [74]: This dataset is composed of wheat plant images taken in a greenhouse setting.

The dataset is composed of 520 images with a total of 48,000 annotated spikelets. Each image has dot

annotations representing the position of each spikelet.

2. Global Wheat Dataset (GWD) [17]: A dataset presented in the Kaggle wheat head detection competi-

tion. The dataset comes with bounding box annotations for each wheat head, but these are not used

in the present study.

3. CropQuant dataset [117]: This dataset is composed of images collected by the Norwich Research Park

(NRP). Each of the images have corresponding segmentation masks for wheat heads, but these are not

used in this study. As a ground truth, we used the dot annotations created by Alkhudaydi et al. [2],

where they annotated 15 of the images from the CropQuant dataset. The ground truth has a total of

63,006 spikelets.

Sample images from these datasets are displayed in Figure 4.4. Figure 4.5 presents the distribution of

wheat spikelet counts from the three datasets used in the experiment. The plot demonstrates that the wheat

spikelet count distributions in our experiments are sampled from three different Gaussian distributions with

µ = 93.68 and σ = 28.82 for ACID dataset, µ = 147.46 and σ = 61.55 for GWD, and µ = 290.43 and

σ = 157.85 for the patches taken from the CropQuant dataset.

Using these datasets, we designed two indoor-to-outdoor domain adaptation experiments. We chose the

indoor ACID dataset as the source domain in these experiments. The groudtruth density maps for the source

dataset were generated by filtering the dot annotations with a 2D gaussian filter with σ = 1.

In the first experiment, we used the GWD dataset as the target domain. We randomly sampled 80%

of the images in the source dataset for training. These images were mixed with 200 images taken from the

target dataset, making up the training set. Using this as the training set, the network is trained on the ACID

dataset for spikelet counting and in parallel adapted to the GWD. To evaluate our method, we created dot

annotations for 67 images from the GWD which are used as ground truth. All the annotations are made

with a single annotator. These annotations are made publicly available at https://doi.org/10.6084/m9.

figshare.12652973.v3.

In the second experiment, we used the CropQuant dataset as the target domain. To be consistent with

the experiments presented in Alkhudaydi et al. [2], we randomly extracted 512× 512 sized patches from each

image in the CropQuant dataset. We generated 300 patches as the target domain. We partitioned the source

domain with a 80:20 training-validation split. We merged the training split with the generated patches and

trained the model. For testing, we randomly extracted 300 patches where the annotations are provided by

Alkhudaydi et al. [2].
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Figure 4.6: Example images for leaf counting experiments: (Top) Source dataset: Arabidopsis,
CVPPP Dataset[65, 64], (Middle) Target dataset 1: KOMATSUNA Dataset [92], and (Bottom) Target
dataset 2: Arabidopsis, MSU-PID Dataset [16].
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Figure 4.7: Leaf count distribution of the datasets in the leaf counting experiment

4.7.2 Leaf counting

For the leaf counting task, we follow [94] in order to compare to their baseline results. Therefore, we used

the following datasets:

1. CVPPP 2017 LCC Dataset [65, 64]: A dataset compiled for the CVPPP leaf counting competition,

containing top-view images of Arabidopsis thaliana and tobacco plants. To be consistent with Vale-

rio Giuffrida et al. [94], we use the A1, A2 and A4 Arabidopsis image subsets with a total of 783 images.

The dataset includes annotations for leaf segmentation masks, leaf bounding boxes, and leaf center dot

annotations.

2. KOMATSUNA Dataset [92]: Top-view images of Komatsuna plants developed for 3D plant phenotyping

tasks. We use the RGB images for the experiments presented here. The dataset contains 300 images.

3. MSU-PID [16]: A multi-modal imagery dataset which contains images of Arabidopsis and bean plants.

Among these, we use the RGB images of the Arabidopsis subset which has 576 images.

Figure 4.6 shows sample images from these datasets where the top and bottom rows are Arabidopsis
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Figure 4.8: Example composite images generated by randomly sampling four images from KOMAT-
SUNA dataset and stitching them together.

plants and the the middle row is Komatsuna plants. The leaf count distribution for each of these datasets

is shown in Figure 4.7. The distributions show the leaf counts from the three datasets are sampled from

different Gaussian distributions with µ = 13.98 and σ = 5.50 for the CVPPP 2017 LCC Dataset, µ = 4.71

and σ = 1.63 for the KOMATSUNA Dataset, and µ = 8.93 and σ = 1.72 for the MSU-PID. Using these

datasets, we performed three leaf-counting experiments in total. In all experiments, the CVPPP dataset was

used as the source domain. Taking the leaf center annotations, we generated the groudtruth density map by

filtering the center points with a 2D gaussian filter with σ = 3.

The first experiment involved adapting leaf counting from the CVPPP dataset to the KOMATSUNA

dataset. For this experiment, we randomly selected 80% of the images from the CVPPP dataset and merged

them with the images from the KOMATSUNA dataset. The remaining 20% of the source domain is used

for validation. With this setting, we trained our model for 150 epochs, which took around 2hrs on average.

Finally, we evaluated performance on the 300 images taken from the KOMATSUNA dataset.

In the second experiment, we used the MSU-PID dataset as the target domain. The data from the

source domain was partitioned into training and validation sets in a similar procedure as experiment 1. After

partitioning the data, we trained the model for 150 epochs. The model was then evaluated using the 576

images taken from MSU-PID dataset.

In the final experiment, we aimed to verify that our domain adaptation scheme is independent of the leaf

count distributions in the source domain. To test this, we took the model trained in the first experiment

and evaluated it on composite images created from the KOMATSUNA dataset containing multiple plants.

The composite images are generated by randomly selecting four images from the KOMATSUNA dataset and

stitching them together to form a 2× 2 grid (Figure 4.8).
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Figure 4.9: Example images used for the domain adaptation task in crowd counting: (Top) images
taken from the GCC Dataset [100] and (Bottom) images taken from the FDST Dataset [21].

4.7.3 Crowd Counting

In this task, we performed domain adaptation for the crowd counting task from a dataset of synthetic imagery

to a dataset of natural imagery. We used the following two datasets:

1. GTA5 Crowd Counting(GCC) Dataset [100]: a synthetic crowd counting dataset collected from the

video game Grand Theft Auto V (GTA5). The dataset contains 15,212 images with 7,625,843 annotated

heads. The images are generated in different settings including variation in location, weather condition,

crowd size, etc.

2. Fudan-ShanghaiTech(FDST) Dataset [21]: a large-scale video crowd counting dataset with 15,000 frames.

The dataset has a total of 394,081 annotated heads.

For the crowd counting experiment, we used the synthetic GCC dataset as the source domain and the

FDST dataset as the target domain. Example images from the two datasets are shown in Figure 4.9. Taking

the annotated heads, we generated the groudtruth density map by filtering the center points with a 2D

gaussian filter with σ = 1.
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We randomly sampled 80% of the source data and mixed it with the target domain making up the training

set and the remaining 20% from the source domain is used as a validation set for the density estimation task.

Our model is trained with the mixed training set where crowd density estimation is trained using the GCC

dataset and, at the same time, adapted to the FDST dataset. Training our proposed model for this task took

an average of 21hrs. We evaluated the model using the FDST dataset’s test set, which is composed of 6000

images.

4.8 Summary

In this chapter, we presented an unsupervised domain adaptation technique for the object counting task. We

used a density estimation based counting technique. We designed three experiments: wheat spikelet counting,

leaf counting, and crowd counting. In the next chapter, we will present the results of the experiments described

above.
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5 Results

In this chapter, we present the performance of the proposed model on three counting tasks. We also

compare these results with the baseline model and with other existing methods, where possible. Additionally,

we include supervised methods where the proposed model is trained on the source datasets and fine-tuned on

the target datasets. The supervised methods serve as our expected upper-bound on expected performance.

5.1 Wheat Spikelet Counting

5.1.1 ACID to GWD

Table 5.1 shows the results from the wheat spikelet counting adaptation experiment. Our method reduced

the MAE by 67.8% and the RMSE by 68.7% as compared to the baseline model without adaptation. The

proposed method also achieved an R2 value of 0.66 on the target domain. The scatter plots (Figure 5.2)

corroborate the performance evaluated by the R2 value. It also shows that the baseline model’s predictions

generally overestimated the number of spikelets in a given image. Figure 5.1 (left) shows the training and

validation loss as our proposed model converges. Figure 5.3 provides a qualitative comparison of example

density maps output by the baseline model and the proposed model.

Training the baseline model with the source dataset and fine-tuning it on the target dataset (i.e., GWD)

resulted in a 72.15% MAE drop, a 70.33% RMSE decrease, and a 0.715 point increase in R2 compared to the

baseline model without adaptation. Our method has a close performance to the fine-tuned baseline model

even though our method does not require annotations in the target domain.

5.1.2 ACID to CropQuant

The results of evaluating our model with patches extracted from CropQuant dataset are presented in Table 5.1.

We compared the baseline model trained exclusively on the source dataset, methods presented in Alkhudaydi

et al. [2], and our proposed method. Our method achieved a 59.3% and 58.0% decrease in MAE and RMSE

respectively compared to the baseline model. It also had a 2.13 point increase in R2. However, the negative

R2 value of the baseline (No Adaptation) model shows the model has a poor performance; therefore, the

comparison to SpikeletFCN [2] is more appropriate. Figure 5.1 (right) shows the training and validation loss

as our proposed model is trained. Figure 5.4 shows the predictions from our adapted model have stronger

correlations with the true prediction compared to the baseline model.
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Table 5.1: Domain adaptation results for the wheat spikelet counting task.

MAE RMSE R2

ACID to GWD

Baseline (No Adaptation) 91.65 114.4 0.005

Baseline (Fine-tuned) 25.52 33.94 0.72

Our method 29.48 35.80 0.66

ACID to CropQuant

Baseline (No Adaptation) 443.61 547.98 -1.70

SpikeletFCN[2] (Scratch) 498.0 543.5 -

SpikeletFCN[2] (Fine-tuned) 77.12 107.1 -

Baseline (Fine-tuned) 104.15 136.14 0.48

Our method 180.69 230.12 0.43

Figure 5.1: Training and validation loss for (left) the ACID to GWD and (right) ACID to
CropQuant domain adaptation experiments
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(a) Baseline (b) Ours

Figure 5.2: Observed vs. Predicted scatter plot for the ACID to GWD domain adaptation task
for (left) the baseline model and (right) our proposed method.

(a) Input (b) GT (c) Baseline (d) Ours

Figure 5.3: Qualitative results for density map estimation. Test images were sampled from the Global
Wheat Dataset. (a) Input images. (b) Ground truth. (c) Predicted density map from the baseline
model. (d) Predicted density map from the proposed model.
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(a) Baseline (b) Ours

Figure 5.4: Observed vs. Predicted scatter plot for the ACID to CropQuant domain adaptation
task for (left) the baseline model and (right) our proposed method.

The experiments presented in Alkhudaydi et al. [2] are supervised methods where one was trained solely

on the target domain (i.e., scratch), and the other was pre-trained on the ACID dataset and fine-tuned

on the target domain (i.e., Fine-tuned) Our model outperformed one of the supervised methods — trained

from scratch on patches extracted from the target dataset — presented in Alkhudaydi et al. [2] by 63.72%.

Their fine-tuned model has a better performance than our model. However, their methods require annotated

datasets in the target domain while ours does not. Figure 5.5 shows the density map estimated by the

baseline model and our proposed model.

As an expected upper-bound model, we trained the baseline model with the source dataset and fine-

tuned it on the target dataset. This model resulted in a 76.52% and 75.16% decrease in MAE and RMSE,

respectively. It also achieved a 2.18 point increase in R2.

5.2 Leaf counting

5.2.1 CVPPP to KOMATSUNA

We report results from the baseline model trained without adaptation, a previously proposed domain adapta-

tion method [94], and our proposed method. Because of the absence of dot annotations for the KOMATSUNA

dataset, we have no fine-tuned baseline model for this experiment. Figure 5.6 (left) shows the training and

validation loss when our proposed model is trained for the CVPPP to KOMATSUNA domain adaptation
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(a) Input (b) GT (c) Baseline (d) Ours

Figure 5.5: Qualitative results for density map estimation. Test images were 512 × 512 patches
extracted from CropQuant dataset. (a) Input images. (b) Ground truth. (c) Predicted density map
from the baseline model. (d) Predicted density map from the proposed model.

Figure 5.6: Training and validation loss for (left) the CVPPP to KOMATSUNA and (right)
CVPPP to MSU-PID domain adaptation experiments
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Table 5.2: Leaf counting results for the leaf counting tasks. XE and LS represent cross entropy and
least-squares adversarial losses used in the experiments presented in [94]. ↓ denotes lower is better, ↑
denotes higher is better.

DiC ↓ |DiC| ↓ % ↑ MSE ↓

CVPPP to KOMATSUNA

Baseline (No Adaptation) 4.09 (1.32) 4.09 (1.32) 0 18.49

Giuffrida, et al. [94] (XE) -0.78 (1.12) 1.04 (0.87) 26 1.84

Giuffrida, et al. [94] (LS) -3.72 (1.93) 3.72 (1.93) 2 17.5

Our method -0.95 (2.09) 1.56 (1.67) 29.33 5.26

CVPPP to MSU-PID

Baseline (No Adaptation) 1.21 (2.04) 1.83 (1.52) 0 5.65

Giuffrida, et al. [94] (XE) -0.81 (2.03) 1.68 (1.39) 20 4.78

Giuffrida, et al. [94] (LS) -0.39 (1.49) 1.18 (0.98) 26 2.36

Our method 1.17 (1.85) 1.63 (1.62) 23.96 4.25

experiment. The adapted model resulted in a 71.6% drop in MSE, while the percentage agreement (%) in-

creased from 0% to 29.33% (Table 5.2) compared to the baseline trained exclusively on the CVPPP dataset.

Figure 5.7 presents a scatter plot of actual and predicted leaf counts from the baseline model and our proposed

model.

Additionally, we compared the proposed approach with a previous domain adaptation technique proposed

by Valerio Giuffrida et al. [94]. Our method outperformed the previous result when using the least-squares

adversarial loss (LS), and came close to similar performance when using the cross-entropy loss (XE). Figure 5.8

shows sample images taken from the CVPPP and KOMOTSUNA datasets, showing that the proposed method

accurately positions the gaussian kernel around the center of each leaf.

5.2.2 CVPPP to MSU-PID

Our method outperforms the no-adaptation baseline model in all metrics (Table 5.2). The proposed model

provided a 23.96 point increase in percentage agreement (%) and a 10.93% decrease in |DiC|. The proposed

method outperformed the previous domain adaptation technique in this task when using the least-squares

(LS) loss function, but under-performed it when the cross-entropy (XE) loss is used. As can be seen from

the scatter plots in Figure 5.9, the baseline model (without adaptation) undercounts leaves. On the other

hand, except for some anomalies (discussed in Chapter 6), our proposed model’s predictions are close to the

ground truth. Figure 5.6 (right) shows the training and validation loss when our proposed model is trained

for the CVPPP to MSU-PID domain adaptation experiment.
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(a) Baseline (b) Ours

Figure 5.7: Observed vs. Predicted scatter plot for the CVPPP to KOMATSUNA domain
adaptation task for (left) the baseline model and (right) our proposed method.

5.2.3 Composite-KOMATSUNA

Without retraining the model from the CVPPP to KOMATSUNA experiment, we evaluated it on our com-

posite images. It resulted in a mean DiC of 9.89 and mean |DiC| of 9.90. Figure 5.10 shows a sample

output from our model on the synthetic dataset. The results from this experiment validates that our model

does not have any assumption about distribution of the object counts in the source domain. The method

proposed by Valerio Giuffrida et al. [94] assumes that the distribution of leaves in the source domain would

be similar to that of the target domain. This assumption was included to avoid posterior collapse (also called

mode collapse). The authors used the KL divergence cost function to estimate the difference between the

distribution of leaf counts in the source domain and their proposed model predictions. The target of including

this cost function is to align the two distributions.

5.3 Crowd Counting

5.3.1 GCC to FDST

We compared our results with the baseline model solely trained on the source dataset, Locality-constrained

Spatial Transformer Network (LSTN) [21], the baseline model fine-tuned with the target data, and our

proposed model. With the proposed method we observed a 51.4% decrease in MAE and a 39.1% decrease

in RMSE compared to the baseline model without domain adaptation (Table 5.3). Figure 5.11 presents a
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(a) Input (b) Baseline (c) Ours

Figure 5.8: Sample density map estimations from the baseline model and from the adapted model in
the leaf counting task. Top row: CVPPP to KOMATSUNA experiment. Bottom row: CVPPP
to MSU-PID experiment

46



(a) Baseline (b) Ours

Figure 5.9: Observed vs. Predicted scatter plot for the CVPPP to MSU-PID domain adaptation
task for (left) the baseline model and (right) our proposed method.

Figure 5.10: Density map estimation for a sample image taken from the composite dataset without
retraining the model trained to adapt leaf counting using domain and target datasets with one plant
per image. (left) A sample input image and (right) is the density map prediction of our model overlaid
on top of the input image
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(a) Baseline (b) Ours

Figure 5.11: Observed vs. Predicted scatter plot for the GCC to FDST domain adaptation task
for (left) the baseline model and (right) our proposed method.

(a) Input (b) GT (c) Baseline (d) Ours

Figure 5.12: Example results demonstrating the proposed domain adaptation technique in a crowd
counting task from GCC to FDST. (a) Input image. (b) Ground truth. (c) Density map predicted by
the proposed model.
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Table 5.3: Domain adaptation results for the crowd counting task.

MAE RMSE

Baseline (No Adapt) 12.72 14.33

Our method 6.18 8.37

LSTN [21] 3.35 4.45

Baseline (Fine-tuned) 0.71 1.02

scatter plot of the ground truth and predicted values for the target dataset. It shows that the baseline model

generally undercounts the number of people in an image. Figure 5.12 shows the qualitative results of the

adapted model on sample images taken from FDST.

Locality-constrained Spatial Transformer Network (LSTN) [21] is a supervised density-based crowd count-

ing method proposed to count people from video-frames. LSTN leverages a CNN followed by a Locality-

constrained Spatial Transformer to account for the sequential nature of the video frames. Their method

outperformed our proposed model by lowering both the MAE and RMSE. However, this method requires

annotation from FDST while ours does not.

The baseline (Fine-tuned) model is initially trained with the source domain dataset and fine-tuned with

the target domain data. This model lowered the MAE and RMSE by 94.42% and 92.88%, respectively. The

fine-tuned baseline model has also outperformed LSTN by lowering the MAE by 78.8% without leveraging

spatiotemporal information.
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6 Discussion and Future Work

Deep learning methods, particularly Convolutional Neural Networks, have shown state-of-the-art perfor-

mance in several computer vision tasks. However, in the absence of large annotated data, deep learning

methods have a hard-time learning generalizable parameters, which hinders the model’s performance on un-

seen data. Several techniques have been proposed to tackle this problem. Among these techniques, the most

prominent ones are fine-tuning and domain adapatation.

This work addresses generalization issues in density-estimation-based object counting tasks, specifically

the performance issue caused by domain-shift. Domain-shift is a practical problem that hinders the perfor-

mance of deep learning models caused by differences in the distribution of training datasets and test datasets.

In image-based applications, domain-shift can be caused by simple variations such as a change in illumination

or background. We proposed an unsupervised domain adaptation technique to learn counting from a labeled

dataset and, in parallel, adapts to the unlabeled data via the density-estimation based counting techniques.

In the following sections, we will analyze our results, discuss the drawbacks of our method, and examine

potential future directions following our work.

6.1 Discussion

In this section, we start by discussing results from each experiment, followed by presenting general observa-

tions from the experiments.

The results from Table 5.1 show our method outperforms the baseline model by a wide margin in the

indoor-to-outdoor (the ACID to GWD and ACID to CropQuant) adaptation task. In the ACID to GWD

adaptation task, our model achieved a closer performance to the fine-tuned model even though our proposed

model does not require annotation for the target domain. The scatter plot in Figures 5.2 shows that the

baseline model’s predictions generally overcount the number of spikelets. However, the density maps predic-

tions from the baseline model seem to be undercounting (as in Figure 5.3), which is counterintuitive. When

we take a closer look at the predictions, each accurately localized spikelet is assigned a high density resulting

in overall high density-estimation. On the other hand, Figure 5.4 shows the predictions from the baseline

model tested on the CropQuant dataset generally undercount the number of spikelets, which was consistent

with the quantitative results (Figure 5.5). The results from the spikelet counting experiments are empirical

evidence showing that our proposed method could be used to mitigate the indoor-to-outdoor domain-shift.

The results from the species-to-species domain adaptation experiments (Table 5.2) show that our method
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has a better performance than the baseline model in the leaf counting experiments, namely the intraspecies

(i.e., CVPPP to MSU-PID) and interspecies (i.e., CVPPP to KOMATSUNA) domain adaptation experi-

ments. The scatter plots from Figure 5.7 indicate that the baseline model consistently undercounted the

number of leaves in the intraspecies experiment, whereas our method had a better performance. From the

same figure, it can also be visually validated that our model approximated the leaf count distribution very

well compared to the baseline. The scatter plot for the interspecies domain adaptation experiment (Fig-

ure 5.9) depicts the baseline model mostly, undercounts leaves. The scatter plots for the two leaf counting

experiments show the leaf counting results perform well in the mean however have high variance, which is

consistent with results from previous works using the Leaf Counting Competition dataset [94, 1, 18].

It can be seen from the density map estimations in Figure 5.8 that our proposed model learned to localize

the leaves much better than the baseline model, especially for the tests done with the Komatsuna plant. A

more interesting case that can be seen in the same figure is the performance of the shared baseline model

(i.e., trained exclusively on the CVPPP dataset) on the Komatsuna sample and the MSU-PID sample. In the

Komatsuna sample, the baseline model completely misses the plant, whereas, the same model successfully

localized most of the leaves in the MSU-PID sample. This can be attributed to the difference in species used

as the target data.

Learning to localize and count leaves in the interspecies task is a more complex task than the intraspecies

given the fact that the Arabidopsis and Komatsuna plants have different shaped leaves in addition to the

typical background shift. Given the differences in the complexity of the two leaf counting experiments, it

can be concluded that the relative gain in performance between the shared baseline (i.e., trained exclusively

on the CVPPP dataset) and adapted models has implications for quantifying the gap in the domain-shifts.

Since CVPPP to MSU-PID is an intraspecies domain adapatation task, our proposed method’s performance

gain is much smaller than the interspecies experiment (i.e., CVPPP to KOMATSUNA).

The results from the composite-KOMATSUNA experiment (samples displayed in Figure 5.10) show that

our proposed method works well even when the distribution of leaves and plants changes in the target domain.

As shown in Figures 4.5, and 4.7, the distribution of objects in the source and target domain used for the

experiments are different. Since our method does not align the object counts in the two distributions and our

proposed architecture uses a local regression technique, we can conclude that our technique’s performance will

not be hindered by changes in the distribution of object counts as long as the domain-shift stays consistent.

Table 5.3 shows that our model has learned to minimize the domain-gap in synthetic-to-real domain

adaptation for the crowd counting task. Our method has shown drastic improvements from the baseline model

that was exclusively trained with synthetic data. The scatter plots in Figure 5.11 corroborate the results

form the table showing the our adapted mode is a better predictive model than the baseline. Moreover, the

scatter plots show that the baseline model’s predictions generally undercount the number of heads (people).

As can be seen from Figure 5.12, the adapted model is more accurate and confident in predicting position of

heads compared to the baseline model.
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In all of our experiments, we observed the baseline model converges faster than the proposed model. The

differences in convergence speed can be mainly attributed to two significant differences: the optimization

problems each of the models is tasked to solve and the difference in the number of parameters. The optimiza-

tion task the baseline model is given to solve is minimizing a distance between the prediction and ground

truth. On the other hand, the proposed model has to find a saddle point that minimizes a similar distance

as the baseline model and maximizes the domain confusion. Furthermore, we have removed the domain

classifier subnetwork for the baseline model giving it fewer parameters to optimize for than our model.

Through ad-hoc hyperparameter tuning, we have identified that the results are most sensitive to the

learning rate parameter. Therefore we employed a grid search on the learning rate parameter. The rela-

tive difference between the learning rates of the three subnetworks (i.e., downsampling subnetwork (Gd),

upsampling subnetwork (Gu), and domain classifier (Gc)) affects the competition to decrease the total cost

while increasing the domain classification loss. The learning rates identified with the grid search worked

consistently for all the experiments.

The results from fine-tuning the baseline model on the target-domain dataset have better performance

than unsupervised domain adaptation. However, fine-tuning a model requires sufficient annotated target-

domain datasets. The number of annotated samples required from the target-domain is less than the source-

domain dataset required for initial training. To get the best performance from fine-tuning, we need to provide

annotated data sampled from the dataset expected to be seen when the models are deployed. On the other

hand, exclusively training on a target dataset requires the existence of a large annotated dataset. Creating

or acquiring such datasets is costly. Therefore, in real-world applications, fine-tuning models trained on

preexisting data is the preferred approach.

Domain adaptation has most potential in scenarios where a model trained with existing data experiences

poor performance when deployed and when the expense of annotating data for the target task outweighs

the model’s performance requirement. In such situations, using domain adaptation techniques improves the

performance of the model. The usefulness of an adapted model depends on the accuracy requirement of the

particular task. For instance, our proposed model adapted for the wheat spikelet counting task can be used

by wheat breeders to discriminate between different wheat genotypes based on their wheat spikelet density.

In conclusion, the results from all the experiments in the three tasks demonstrate that our method learns

to minimize domain-shifts without the need for labeled data in the target domain. We also have shown that

our method does not assume the alignment of object distributions in the source and target domain data.

6.2 Limitations and Future Work

Although the evaluations from each of our experiments show encouraging results, our proposed model has

several limitations. This section discusses these weaknesses, starting with general drawbacks followed by

task-specific ones. For the limitations, we try to propose potential directions as future work. Finally, we
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Figure 6.1: Sample issue on the ACID to CropQuant adapted model where spots on a discolored
leaf (zoomed-in) are predicted as spikelets

present possible extensions of our work to different domain adaptation tasks and experiments.

Commonly counting applications that are modeled with a density-based method try to minimize a density

cost making the task a minimization problem. However, our proposed method is tasked to minimize the

density loss (Ldensity) and additionally maximize the domain classification loss (Ldomain). The extra loss

in our method removes viable solutions from the solution set of density-loss-only objectives, lowering our

model’s performance in the source domain. A potential solution to avoid such problems is to try to create

separate representations for each domain with shared feature extraction.

In all of our experiments, we assumed the existence of balanced source and target domain data. In cases

where class imbalance exists among the two classes, our method’s performance might drop. However, in such

scenarios employing techniques like oversampling or replacing the binary cross-entropy with weighted cost

functions such as Focal loss [53] could alleviate the problem.

After adapting the wheat counting density estimation form the ACID to CropQuant domain adaptation

experiment, we noticed that the density map predictions for patches that have leaves with partial discoloration

contained high-density predictions for spots in the leaves. As can be seen in the zoomed-in part of Figure 6.1,

high-density values are given to the spots on a leaf. A potential explanation for the cause of the problem is

the color similarities between the spikelets and the spots on the partially discolored leaves in the UK spring
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(a) Input (b) Prediction

Figure 6.2: Sample counting and localization issues from the interspecies experiment (i.e., CVPPP
to KOMATSUNA)
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(a) Input (b) Prediction (c) Prediction

Figure 6.3: Density estimation issues arising due to perspective effects

wheat genotype used in the CropQuant experiment. A possible solution to overcome this problem can be

annotating a small subset of the patches to be provided as a label in the training steps.

Figure 6.2 shows two typical issues that occur after adapting our proposed model in the interspecies

experiment: completely missed leaves and overcounted leaves. The adapted model misses heart-shaped

leaves and wilted leaves, and it overcounts broad leaves. These problems can be attributed to the shape and

size differences of the leaves in the source dataset (i.e., Arabidopsis) and target dataset (i.e., Komatsuna).

In the crowd counting task, our proposed method has performance issues due to scale variation in people

(or head) sizes caused by the perspective effect. As can be seen from the density map prediction in Figure 6.3,

the model has a harder time detecting people close to the camera than those far from the camera. This

problem can potentially be resolved by modifying our proposed architecture to include multi-scale feature

extraction by employing different size kernels or Feature Pyramid Network (FPN).

Using synthetic data is becoming popular for image-based plant phenotyping [102, 93, 75]. Since it is

less expensive to generate synthetic images with various annotations, it is convenient to train CNNs with

such datasets. However, the domain-gap between synthetic and real-world data would require adapting the

trained models to the latter. Therefore, domain adaptation for synthetic plant images is a natural extension

to our proposed method.

In addition, our proposed method can potentially be applied to similar counting tasks with different

domain-shifts such as cross-modality domain adaptation tasks. Cross-modality domain adaptation tasks

learn from datasets collected using one sensor to adapt the knowledge to a dataset collected with a different

sensor, which can be employed for tasks such as learning to count plant organs across multiple imaging

sensors. Our method can be applied to these tasks without changing any of the hyperparameters or losses.

Additionally, our method could also be easily extended to multi-target domain adaptation tasks, where we

would have a set of target datasets sampled from multiple distributions.
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Theoretically, our method could also be employed to domain adaptation in image segmentation tasks.

However, segmentation tasks require modifications to the loss functions, output layers in the upsampling

network, and tuning hyperparameters. This could be explored in future work for leaf or organ segmentation

to estimate shape and size in detail.
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7 Conclusion

In this thesis, we attempted to address performance problems that arise in object counting due to domain-

shift. Our study focuses specifically on density based object counting, which is a common method for plant

organ counting and crowd counting tasks. We proposed a custom Domain-Adversarial Neural Network

architecture for domain adaptation in density-based object counting. We trained the network using an

adversarial learning framework in an unsupervised domain adaptation setting without using any annotation

in the target datasets.

Our evaluation showed performance improvements compared to the baseline models trained without

domain adaptation for wheat spikelet, leaf, and crowd counting. Each of these tasks addresses different

domain-shift issues: indoor-to-outdoor, species-to-species, and synthetic-to-real. For leaf counting, our results

show similar performance to a previously proposed domain adaptation approach without the need to switch

loss functions between datasets. Our study is the first to investigate the use of domain adaptation from an

indoor source dataset to an outdoor target dataset. This may be a viable method for many plant phenotyping

contexts, such as plant breeding experiments with controlled environments and field trials useful because

indoor images are easier to annotate. Additionally, we have shown that our method could adapt density

estimation from synthetic data to real-world data. The ability to adapt from synthetic-to-real generally helps

minimize the effort needed to annotate data since it is cheaper to get annotations for synthetic data.

7.1 Contributions

In this thesis, we present an extension of a domain-adversarial technique for unsupervised domain adaptation

for density map estimation. We proposed two fully convolutional networks with shared layers designed to learn

domain-invariant features. We include detailed discussions of our proposed method, including our customized

architecture, how we tuned the hyperparameters, and the training scheme. Following these discussions, we

provide a detailed analysis of the results and drawbacks of our proposed model.

We evaluated our method on three diverse counting tasks: wheat spikelet counting, leaf counting, and

crowd counting. Each of these tasks is selected to have different domain-shift: the wheat spikelet counting

has indoor-to-outdoor, the leaf counting has a species-to-species, and the crowd counting task has synthetic-

to-real. To the best of our knowledge, this is the first work to apply domain adaptation for indoor-to-outdoor

spikelet counting.

Another contribuiton of this thesis is a new public dataset with ground truth for outdoor wheat spikelet
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counting task taking the Usask 1 subset of the Global Wheat Head Dataset. The annotated dataset can be

used to train and test machine learning models for wheat spikelet localization and counting tasks. Using this

dataset, we have created baseline models for domain adaptation and supervised spikelet counting tasks.
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